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Preface

This preface introduces the Message Handling Unit Architecture Specification. It contains the following sections:

• About this specification.
• Conventions.
• Additional reading.
• Feedback.
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About this specification

This specification describes the Message Handling Unit(MHU) architecture version 3.0.

Throughout this specification, references to the MHU or a MHU refer to a device that implements the MHUv3.0
architecture.

Intended audience

This architecture is for users who want to design, implement or program the MHU in a range of Arm-compliant
implementations of the MHUv3. It does not assume familiarity with previous versions of the MHU.

The architecture assumes that that users have some experience of Arm products, and are familiar with the
terminology that describes the Arm A-profile architecture.

ix



Conventions

Typographical conventions

The typographical conventions are:

italic

Introduces special terminology, and denotes citations.

bold

Denotes signal names, and is used for terms in descriptive lists, where appropriate.

monospace

Used for assembler syntax descriptions, pseudocode, and source code examples.

Also used in the main text for instruction mnemonics and for references to other items appearing in
assembler syntax descriptions, pseudocode, and source code examples.

SMALL CAPITALS

Used for some common terms such as IMPLEMENTATION DEFINED.

Used for a few terms that have specific technical meanings, and are included in the Glossary.

Red text

Indicates an open issue.

Blue text

Indicates a link. This can be

• A cross-reference to another location within the architecture
• A URL, for example http://developer.arm.com

Numbers

Numbers are normally written in decimal. Binary numbers are preceded by 0b, and hexadecimal numbers by 0x.
In both cases, the prefix and the associated value are written in a monospace font, for example 0xFFFF0000. To
improve readability, long numbers can be written with an underscore separator between every four characters, for
example 0xFFFF_0000_0000_0000. Ignore any underscores when interpreting the value of a number.

Pseudocode descriptions

This book uses a form of pseudocode to provide precise descriptions of the specified functionality. This pseudocode
is written in a monospace font. The pseudocode language is described in the Arm Architecture Reference Manual.

Assembler syntax descriptions

This book contains numerous syntax descriptions for assembler instructions and for components of assembler
instructions. These are shown in a monospace font.

x
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Rules-based writing

This specification consists of a set of individual content items. A content item is classified as one of the following:

• Declaration
• Rule
• Information
• Rationale
• Implementation note
• Software usage

Declarations and Rules are normative statements. An implementation that is compliant with this specification must
conform to all Declarations and Rules in this specification that apply to that implementation.

Declarations and Rules must not be read in isolation. Where a particular feature is specified by multiple Declarations
and Rules, these are generally grouped into sections and subsections that provide context. Where appropriate,
these sections begin with a short introduction.

Arm strongly recommends that implementers read all chapters and sections of this document to ensure that an
implementation is compliant.

Content items other than Declarations and Rules are informative statements. These are provided as an aid to
understanding this specification.

Content item identifiers

A content item may have an associated identifier which is unique among content items in this specification.

After this specification reaches beta status, a given content item has the same identifier across subsequent versions
of the specification.

Content item rendering

In this document, a content item is rendered with a token of the following format in the left margin: Liiiii

• L is a label that indicates the content class of the content item.
• iiiii is the identifier of the content item.

Content item classes

Declaration

A Declaration is a statement that does one or more of the following:

• Introduces a concept
• Introduces a term
• Describes the structure of data
• Describes the encoding of data

A Declaration does not describe behavior.

A Declaration is rendered with the label D.

xi
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Rules-based writing

Rule

A Rule is a statement that describes the behaviour of a compliant implementation.

A Rule explains what happens in a particular situation.

A Rule does not define concepts or terminology.

A Rule is rendered with the label R.

Information

An Information statement provides information and guidance as an aid to understanding the specification.

An Information statement is rendered with the label I.

Rationale

A Rationale statement explains why the specification was specified in the way it was.

A Rationale statement is rendered with the label X.

Implementation note

An Implementation note provides guidance on implementation of the specification.

An Implementation note is rendered with the label U.

Software usage

A Software usage statement provides guidance on how software can make use of the features defined by the
specification.

A Software usage statement is rendered with the label S.
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Additional reading

This section lists publications by Arm and by third parties.

See Arm Developer (http://developer.arm.com) for access to Arm documentation.

[1] AMBA® Low Power Interface Specification. (ARM IHI 0068) Arm.

[2] Arm® Architecture Reference Manual for A-profile architecture. (ARM DDI 0487) Arm.
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Chapter A1
Introduction to Message Handling Unit Architecture

ISDPFS In an SoC there can be multiple systems, each with their own processing elements, peripherals and memory. Each
system executes an independent software stack and those software stacks want to communicate with one or more
of the other software stacks. The following systems are just some of the many systems that might be found in a
typical SoC:

• Application Processor – Executes the RichOS or RTOS and performs the primary task of the SoC

• Communication Processor – A modem or WiFi system, which provides communication to an external network

• System Control Processor – System control functionality, such as power and clock control

• Security Processor – A secure system which provides security functionality to the rest of the SoC. This is
typically implemented as a separate system to reduce the possibility of a malicious agent gaining access to
secrets.

For the SoC to function as required, the different software entities operating on each of these systems need to
communicate with one another. There are different software based communication methods, for example:

• System calls, such as SVC or SMC.

• Events.

• Interrupts.

Each type of communication has advantages and disadvantages and is suitable in different situations.

The usage of system calls and events for communication is considered outside the scope of this architecture. For
the remainder of this architecture only interrupt-based communication is considered.
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Chapter A1. Introduction to Message Handling Unit Architecture
A1.1. Interrupt Based Communication

A1.1 Interrupt Based Communication

INTKVN At the lowest level, interrupt communication depends on a Sender passing an indication of an event to a Receiver.
This event is generated by a software operation, that is, an instruction or memory operation. This event is often
passed using a physical signal called an interrupt to the Receiver. Alongside the interrupt, additional information
can be included either in-band or out-band. The interrupt and additional information form a transfer, sent by
the Sender to the Receiver. A number of transfers then form a complete message, with the number of messages
dependent on the message protocol.

IGKWTZ A system that uses interrupts includes an Interrupt Controller. It is common for software to be able to generate
an interrupt, often referred to as a Inter-Processor Interrupt (IPI), which can be used to support Inter-Process
Communication (IPC). SGIs can be generated in many ways including writing a value to a defined memory
location.
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Chapter A1. Introduction to Message Handling Unit Architecture
A1.2. Usage

A1.2 Usage

IDRFGP The expected usage of a Message Handling Unit (MHU) is to facilitate IPC between pieces of software which
do not share a common Interrupt Controller. The MHU provides a standard interface to software, enabling the
Sender of a message to use a generic driver to send a message without having specific knowledge of the Receiver’s
Interrupt Controller.

IMMJNN This architecture is written with the following assumptions:

• Messages sent across the Message Handling Unit use one of the transport protocols defined in Transport
Protocol.

• Sending and receiving agents either have a pre-defined communication format or use an IMPLEMENTATION
DEFINED software scheme to negotiate the communication format to use.
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Chapter A1. Introduction to Message Handling Unit Architecture
A1.3. Architecture Structure

A1.3 Architecture Structure

IBRRXV The MHUv3 architecture provides extensions in Table A1.1.

Table A1.1: Summary of the Extension in the Message Handling Unit v3.0 architecture

Extension Description

Doorbell Extension (DBE) Adds support for Doorbell events to be sent.

FIFO Extension (FE) Adds support for variable size in-band payload to be sent using the
MHU.

Fast Channel Extension (FCE) Adds support for a low overhead Channel designed to be used to
provide the last value written.

TrustZone Extension (TZE) Adds support for Arm® TrustZone® to the MHU.

Realm Management Extension (RME) Adds support for the Realm Management Extension (RME) of the
Armv9-A architecture

IDNLGQ There can be rules defining dependencies between two or more extensions. Examples of these dependencies are:

• Requiring that when extension A is implemented extension B must be implemented.
• Requiring that when extension A is implemented extension B must not be implemented.

Note

In this architecture, the term RME is used to refer to the Realm Management Extension defined by the MHUv3.0
architecture.
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Chapter B1
Message Handling Unit v3.0 Overview

RNWMZD The MHUv3.0 architecture defines the following extensions:

• Doorbell Extension (DBE)
• FIFO Extension (FE)
• Fast Channel Extension (FCE)
• TrustZone Extension (TZE)
• Realm Management Extension (RME)

RZLLHG It is IMPLEMENTATION DEFINED which extension an implementation of the MHU implements, but an
implementation must implement one of the following extensions:

• DBE
• FE
• FCE

RDYPPK An implementation of the MHUv3.0 sets the fields of the PBX_AIDR, MBX_AIDR, SSC_AIDR and RSC_AIDR
registers to the following values:

• ARCH_REV_MAJOR field is set to 0x2.
• ARCH_REV_MINOR field is set to 0x0.

SXSGPW The extensions implemented are identified to software by the following registers:

• PBX_FEAT_SPT0 and PBX_FEAT_SPT1.
• MBX_FEAT_SPT0 and MBX_FEAT_SPT1.
• SSC_FEAT_SPT0 and SSC_FEAT_SPT1.
• RSC_FEAT_SPT0 and RSC_FEAT_SPT1.

IWQMGP MHUv3.0 is not backward compatible with previous versions of the MHU architecture.
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Chapter B1. Message Handling Unit v3.0 Overview
B1.1. Structure

B1.1 Structure

INTMSN An implementation of MHUv3 has the structure as shown in Figure B1.1

MHUS MHUR DBCH 

FCH FCH FCH FCH 

DBCH DBCH DBCH 

Config/ 
ID Reg 

Config/ 
ID Reg 

FFCH FFCH FFCH FFCH 

PBX MBX 

Figure B1.1: MHU Structure

• MHUS – MHU Sender.
• MHUR – MHU Receiver.
• DBCH – Doorbell Channel.
• FFCH – FIFO Channel.
• FCH – Fast Channel.
• PBX – Postbox.
• MBX – Mailbox.
• Config/ID Reg – Configuration and Identification registers.

RFDRJH An instance of the MHUv3.0 includes:

• One MHUS.
• One MHUR.
• One PBX.
• One MBX.
• At least one channel.
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Chapter B2
MHU Sender and Receiver

IYRQTP An implementation of MHUv3.0 can be implemented as a monolithic or distributed component.

IJWQHX The choice of how the MHU is implemented is typically decided by the requirement for the MHU to cross one or
more of the following types of domains:

• Clock
• Reset
• Power
• Voltage

RNVQXF The MHUS is used by the agent sending the Transfer.

RZQWHB The MHUS is used by the agent receiving the Transfer.

IRVGLR In this architecture the agents sending and receiving the Transfer are referred to as the Sender and Receiver.

RGWCXP When the MHU is implemented as a monolithic component, the MHUS and MHUR are considered as a single entity
and enter and exit the Operational state at the same time. For more information on Operational and Non-operational
states refer to Chapter B4 Power Control.

RPTFSJ When the MHU is implemented as distributed component, the MHUS and MHUR are two different components
connected by an interconnect.

RQMHGN When the MHU is implemented as a distributed component, the MHUS and MHUR are independent entities and
are allowed to enter and exit Operational and Non-operational states independently of one another. For information
on Operational and Non-operational states refer to Chapter B4 Power Control.

RZCVWV There must be one MHUS and one MHUR connected together to enable unidirectional communication regardless
of whether the MHU is implemented as a monolithic or distributed component.

IQWFQP To separate instances of MHU are required to enable full duplex communication.
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Chapter B2. MHU Sender and Receiver

RSFBNQ The interconnect used to connect the MHUS and MHUR is IMPLEMENTATION DEFINED, and is allowed to be
shared between multiple MHUS/MHUR pairs, as long as one MHUS/MHUR pair is not able to block another.

RXHMZQ The MHUS and MHUR implement the same extensions, except for the following exceptions:

• TZE
• RME

RCNFRV The MHUS has the following interfaces:

• Configuration interface
• Interrupt interfaces
• MHU interface for connection to the MHUR, if the implementation is distributed

RCDBBL The MHUR has the following interfaces:

• Configuration interface
• Interrupt interface
• MHU interface for connection to the MHUS, if the implementation is distributed
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Chapter B3
Postbox and Mailbox

IGGGPQ The MHUS and MHUR contain one Postbox (PBX) and one Mailbox (MBX) respectively.

RDPVVK There is one PBX that is part of the MHUS and is used by the Sender to:

• Configure the behavior of the MHU.
• Send Transfers to the Receiver.
• Receive acknowledgement of a Transfer from the Receiver.

RYGMFZ There is one MBX that is part of the MHUR and is used by the Receiver to:

• Configure the behavior of the MHU.
• Receive Transfers from the Sender.
• Acknowledge Transfers sent by the Sender.

IKHVTF The PBX and MBX contain all the registers used to send Transfers and configure the behavior of the channels
allocated to the PBX/MBX.

RWDZXK A PBX and MBX are allocated a single 64KB frame for all their registers.

RKHDJV A PBX and MBX contains a IMPLEMENTATION DEFINED number of:

• Doorbell Channel (DBCH), when DBE is implemented.
• FIFO Channel (FFCH), when FE is implemented.
• Fast Channel (FCH), when FCE is implemented.

For information on DBCH, FFCH and FCH refer to Chapter B6 Doorbell Extension, Chapter B8 FIFO Extension
and Chapter B7 Fast Channel Extension respectively.
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Chapter B4
Power Control

B4.1 Overview

RVFNDK The MHU can be implemented as either monolithic or distributed depending on the configuration of the reset,
power and voltage domains. Depending on the implementation the following configuration of reset, power and
voltages domains are allowed under the MHUv3.0 architecture:

• Monolithic

• MHUS and MHUR share the same reset, power and voltage domains.

• Distributed

• MHUS and MHUR can have independent or shared reset, power and voltage domains.

IKPHYX For the purposes of this architecture the clock is ignored as it is presumed the clock domain is always available or
available when required by the MHU. Therefore it is considered to be transparent to the operation of the MHU.

IDXBBL Whether the implementation of the MHU is monolithic or distributed determines the features which are required to
be implemented.

ILBRJT When the MHU implementation is monolithic, the MHUS and MHUR are considered as a single entity and are
both in the Operational or Non-operational state at the same time.

IJVCSG When the MHU implementation is distributed, the MHUS and MHUR are considered separate. It is possible for
any of the following to occur:

• MHUS to be in a Non-operational state when the MHUR is in an Operational state.
• MHUR to be in a Non-operational state when the MHUS is in an Operational state.
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Chapter B4. Power Control
B4.1. Overview

DFGTMK An Operational state is where all the following are true:

• the power is supplied
• the reset is de-asserted
• the MHUS or MHUR are informed, using an IMPLEMENTATION DEFINED mechanism, that it is in an

Operational state

DLYFRJ A Non-operational state is where any of the following are true:

• the power is not supplied
• the reset is asserted
• the MHUS or MHUR are informed, using an IMPLEMENTATION DEFINED mechanism, that it is in a

Non-operational state

UJWKHL An example of an interface which allows the MHUS or MHUR to know whether it is in an Operational or
Non-operational state is an instance of an AMBA® P-Channel or Q-Channel interface protocol as defined in [1].

RPBDXY Before the Sender can send Transfers it must ensure the MHUS is in and ensure the MHUS remains in an
Operational state throughout the Transfer.

RTCQHK Before the Receiver can access the MHUR to receive information about a Transfer it must make sure the MHUR is
in and remains in an Operational state whilst it is doing so.

IRKLRS The method by which the Sender and Receiver get the MHUS and MHUR into an Operational state is IMPLEMEN-
TATION DEFINED.
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B4.2. Auto Op

B4.2 Auto Op

IZWMZV Auto Op reduces the software overhead for both the Sender and Receiver when sending Transfers by not requiring
the Sender to request the Receiver enter an Operational state before sending the Transfer. Instead the Sender sends
the Transfer and the MHUS requests that the MHUR enters an Operational state. The Sender and Receiver can
work on a Transfer per Transfer basis or can establish longer communication sessions which cover many Transfers
sent over an IMPLEMENTATION DEFINED time period.

IQBCSW There are two level of the Auto Op protocol:

• Auto Op(Min)
• Auto Op(Full)

RGXDVN The Sender and Receiver can determine which version of the Auto Op protocol is implemented by reading the
value of the <x>_FEAT_SPT1.AUTO_OP field. Where <x> is one of the following block prefixes: PBX, MBX,
SSC, RSC.

B4.2.1 Auto Op(Min)

RZFFRG Auto Op(Min) is only allowed to be implemented when the MHU is implemented as a monolithic component.

IYQVJH Auto Op(Min) provides no guarantees that any access to the registers of the MHUS or MHUR will complete or
that any Transfer previously sent by Sender will be received by the Receiver.

RNWSYP To guarantee that any accesses to the MHUS and MHUR registers complete, or to guarantee that any Transfers
sent by the Sender are received by the Receiver, software must perform a software defined sequence to keep the
MHU in an Operational state. For example, making a request to a System Control Processor to enter the MHU into
an Operational state.

IMSYCW As the MHU is implemented as a monolithic component keeping either the MHUS or MHUR in an Operational
state also means that the MHUR or MHUS respectively will be kept in an Operational state.

RDRHYN When Auto Op(Min) is implemented there is no requirement for the all channels to be idle before entering into the
Non-operational state. For information on entry to the Non-operational state and when a channel is considered idle
refer to B4.3 Entry to a Non-Operational State.

SWNZBZ When Auto Op(Min) is implemented it is the responsibility of the Sender and Receiver to make sure all Transfers and
interrupts have been handled before allowing or requesting the MHUS or MHUR to enter into the Non-operational
state.

RYWTTL If the Sender of a Transfer requires to know that the Receiver has received a Transfer, the Sender must:

• Request that the Receiver acknowledges Transfers, using the method defined in the transport protocol being
used

• Keep the MHUS in an Operational state until it has received acknowledgements using a software IMPLEMEN-
TATION DEFINED method

SVRGXC If requested, the Receiver of a Transfer must acknowledge the Transfer.

STJVMN When Auto Op(Min) is implemented the Sender and Receiver must perform a software IMPLEMENTATION
DEFINED sequence, to ensure the MHUS and MHUR enter and remain in an Operational state through the sending
of the Transfer(s). This must be performed before the Sender and Receiver perform the steps defined by the
transport protocol used to send the Transfer.

After the transport protocol is complete the Sender and Receiver can perform a software IMPLEMENTATION
DEFINED sequence, to enable the MHUR and MHUR to enter a Non-operational state, if there are no further
Transfers to send, otherwise they continue to send Transfer using the steps defined by the transport protocol to be
used.
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B4.2. Auto Op

B4.2.2 Auto Op(Full)

RQRHPW Auto Op(Full) is used when the MHU is implemented as a distributed component.

ITXDWB It is allowed for a monolithic implementation of the MHU to implement Auto Op(Full).

ISMSKS Auto Op(Full) provides the following features:

• An automatic request for MHUR to enter an Operational state when a new Transfer is started.
• A method for the Sender or Receiver to request the MHUS or MHUR respectively remains in an Operational

state.
• A method for the Sender or Receiver to ignore outstanding Transfers.

RXWLJD When the Sender attempts to send a Transfer the MHUS is required to request the MHUR enters an Operational
state. The method by which the MHUS achieves this is IMPLEMENTATION DEFINED.

RNZDHL The MHUS is required to keep the MHUR in an Operational state until it has completed the actions required to
inform the MHUR of a pending Transfer.

RVYSHZ Once the MHUS has performed the actions required to inform the MHUR of a pending Transfer, it is the
responsibility of the MHUR to keep itself in an Operational state, if it is configured to consider the state of the
channels before entering the Non-operational state, until the Receiver acknowledges the Transfer.

RQGZCP The Sender and Receiver can use the PBX_CTRL.CH_OP_MSK and MBX_CTRL.CH_OP_MSK fields
respectively to control whether the MHUS and MHUR consider the state of channels when requested to enter a
Non-operational state.

RPNLFC The Sender and Receiver can use the PBX_PWR_CFG.OP_REQ and MBX_PWR_CFG.OP_REQ fields
respectively to request that either MHUS or MHUR remains in an Operational state.

RJYVVY The method by which the MHUS and MHUR indicate the need to be in an Operational state is is IMPLEMENTATION
DEFINED.

ULYGPM An example of an interface which allows the MHUS or MHUR to indicate it requires to remain in an Operational
state is an instance of an AMBA® P-Channel or Q-Channel interface protocol as defined in [1].

RFWTVL If the Sender of a Transfer requires to know that the Receiver has received a Transfer, the Sender must:

• Request that the Receiver acknowledges Transfers, using the method defined in the transport protocol being
used.

• Keep the MHUS in an Operational state until it has received acknowledgements by setting the
PBX_CTRL.OP_REQ field to 0b1.

STDFYV If requested, the Receiver of a Transfer must acknowledge the Transfer.

ITGGMV The method by which the Receiver acknowledges a Transfer depends on the transport protocol being used.

SYVPCV The recommended software sequence for the Sender to send a Transfer when Auto Op(Full) is implemented is:

1. When the Sender wants to send a Transfer it first set the PBX_CTRL.OP_REQ field to 0b1 to make sure the
MHUS remains in an Operational state.

2. Perform the steps defined by the selected transport protocol to send the Transfer.
3. If the Sender has more Transfers to send, it repeats step 2.
4. Set the PBX_CTRL.OP_REQ to 0b0 to remove the requirement for the MHUS to remain in the Operational

state.

It is allowed for the Sender to send another Transfer, if required, using the same or different channels before
completing all steps of the transport protocol, as long as all the following are all true:

• All steps in the transport protocol are performed before step 4.
• When sending the new Transfer using the same DBCH the Transfer uses a flag bit which currently doesn’t

have a Transfer outstanding.
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SQMNYB The recommended software sequence for the Receiver to use when Auto Op(Full) protocol on receiving an interrupt
from the MHUR is:

1. If the Sender and Receiver are setting up a long term communication session the Receiver sets the
MBX_CTRL.OP_REQ fields to 0b1

2. Process the interrupt from the MHU using the steps defined by the transport protocol being used to send the
Transfer

This processing can include one or more of the following:

• Reading out-band memory locations.
• Acknowledge the Transfer.

3. Wait for the next Transfer in the communication session to arrive before repeating step 2.
4. When the communication session is no longer required the Receiver sets the MBX_CTRL.OP_REQ field to

0b0.

It is allowed for the Receiver to receiver another Transfer, if required, using the same or different channels before
completing all steps of the transport protocol, as long as all steps in the transport protocol are performed before
step 4.

SNNPTS When the Sender no longer wants to send Transfers to the Receiver and it has received all the expected Transfer
Acknowledgements it was expecting, it sets the PBX_CTRL.OP_REQ field to 0b0, if it is not already set to 0b0.

SWGGSY The MHUS and MHUR can only enter the Non-operational state if all the DBCHs, FFCHs and FCs are idle. If the
Sender or Receiver wants to enter the MHUS or MHUR into a Non-operational state immediately without waiting
for any outstanding or new Transfers to complete, the Sender or Receiver can set PBX_CTRL.CH_OP_MSK or
MBX_CTRL.CH_OP_MSK to 0b1. This causes all channels to be considered idle for the purpose of entry into
the Non-operational state. Setting either PBX_CTRL.CH_OP_MSK or MBX_CTRL.CH_OP_MSK to 0b1 can
lead to lost of Transfer data and Transfer Acknowledgements.

Arm recommends that the:

• Sender or Receiver informs the other that they want to enter the MHUS or MHUR into a Non-operational
state before they set the PBX_CTRL.CH_OP_MSK or MBX_CTRL.CH_OP_MSK field to 0b1.

• Sender on receipt of this request stops sending new Transfers.
• Receiver on receipt of this request is prepared that accesses to retrieve data from the FIFO may result in no

data being returned.

SBKSHQ There are times when the MHUR enters a Non-operational state, whereby it may be slower to exit from the
Non-operational state than normal. For example, the MHUR will take longer to exit a Non-operational state where
the power is removed compare to the time taken for the MHUR to exit a Non-operational state where the power
was not removed and only the reset was asserted.

In these cases it is desirable for the Sender to be aware so that it can perform a software IMPLEMENTATION
DEFINED sequence to wake the MHUR. This allows the Sender to perform other actions whilst the MHUR enters
the Operational state,

It is the responsibility of the Sender and Receiver to negotiate this using a software IMPLEMENTATION DEFINED
method before the MHUR enters the Non-operational state.

SYDQHS There are times when the MHUR enters a Non-operational state, whereby it is unable to exit from without actions
being performed by another entity in the system. An example of this is when the MHUR enters a Non-operational
state and the voltage supply used by the power domain is turned off. For the MHUR to enter an Operational state
the voltage supply must be turned on before then powering the power domain back on. The process of enabling and
disabling voltage supplies typically requires software interventions, for example by a System Control Processor.

In these cases it is required that the Sender is aware, so that it can perform a software IMPLEMENTATION DEFINED
sequence to wake the MHUR. The software IMPLEMENTATION DEFINED sequence may be limited to removing
the deadlock possibility, for example sending a request to a System Control Processor to enable the voltage supply
for the power domain, and not actually entering the MHUR into an Operational state.
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B4.3 Entry to a Non-Operational State

IBWJVC The MHUS and MHUR can enter a Non-operational state in either a controlled or uncontrolled manner.

IQQQVK Depending on whether it is the MHUS or MHUR and whether the entry is controlled or uncontrolled the entry into
a Non-operational state is different. The following sections defines the rules for both controlled and uncontrolled
entry into a Non-operational state for both the MHUS and MHUR.

B4.3.1 Controlled entry into Non-operational state

RNNYLN A controlled entry into the Non-operational state for either the MHUS or MHUR is defined as when the MHUS or
MHUR is requested to enter the Non-operational state and the MHUS or MHUR accept the request before then
entering the Non-operational state.

RYQDSM It is valid for the MHUS or MHUR to deny entry into a Non-operational state and to then remain in the Operational
state.

IYQBDG After a denial to a request to enter the Non-operational state in a controlled manner, it is valid for additional requests,
to be made without any changes in conditions. It is also valid for an uncontrolled entry into the Non-operational
state to occur after a denial of a controlled entry.

IVQHCF The request to enter a Non-operational state comes from an IMPLEMENTATION DEFINED hardware entity which
might have been triggered by software running on the Sender, Receiver or another agent. The method by which the
IMPLEMENTATION DEFINED hardware entity makes the request to the MHUS or MHUR is IMPLEMENTATION
DEFINED.

UVFSJN An instance of an AMBA® P-Channel or Q-Channel interface protocol, as defined in [1], is an example of an
interface which allows for the IMPLEMENTATION DEFINED hardware entity, referred to as a controller by [1], to
make requests to the MHUS or MHUR to enter or exit a Non-operational state.

RQQVMS For the MHUS to accept entry into the Non-operational state, the following must all be true:

• No outstanding accesses from the MHUS or Sender to the MHUR reset domain.
• No outstanding accesses from the MHUR or Receiver to the MHUS reset domain.
• No outstanding accesses to the MHUS by the Sender.
• When all DBCHs and FFCHs are idle.
• The value of PFFCW<n>_CTRL.FF is equal to PFFCW<n>_ST.FF for all implemented FFCHs.
• PBX_CTRL.OP_REQ is set to 0b0, if Auto Op(Full) is implemented.

IWPDZS Arm strongly recommends that before the MHUS enters the Non-operational state in a controlled manner that the
Sender completes all Transfers, including receiving any acknowledgements associated with those Transfers.

RQYXDM For the MHUR to accept entry into the Non-operational state the following must all be true:

• No outstanding accesses from the MHUS or Sender to the MHUR reset domain.
• No outstanding accesses from the MHUR or Receiver to the MHUS reset domain.
• No outstanding accesses to the MHUR from the Receiver.
• All DBCHs, FFCHs and FCs are idle.
• The value of MFFCW<n>_CTRL.FF is equal to MFFCW<n>_ST.FF for all implemented FFCHs.
• MBX_CTRL.OP_REQ is set to 0b0, if Auto Op(Full) is implemented.

ISZRND Arm strongly recommends that when the MHUR enters the Non-operational state in a controller manner and the
exit time is considered to be a long duration or exit from the Non-operational state requires interaction with a
hardware or software entity external to the MHU that the Sender is informed of this. This allows the Sender to take
different action when it requires the MHUR to enter an Operational state.

RTDCNZ An access to the MHUS or MHUR is considered outstanding until all the required effects of the access are complete.
This includes any side effects from the access. If the registers is one of the registers which supports early write
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responses, the access is considered outstanding, even though the write response may been returned, until the
required steps have been completed.

Examples of side effects an access can have are:

• Update to fields within other registers.

For example, a write to the MFFCW<n>_FIFO_POP field, when the MFFCW<n>_CTRL.RA_EN field
is set to 0b0, cause a number of bytes to be popped from the FIFO. This leads to an update of the
following fields:

• PFFCW<n>_ST.FFS
• PFFCW<n>_PAY.FFS
• PFFCW<n>_ACK_CNT.ACN_CNT and PFFCW<n>_ACK_CNT.ACK_CNT_OVRFLW fields, if

any of popped bytes generated a FIFO Pop Ack event
• MFFCW<n>_ST.FFL
• MFFCW<n>_FLG.FFL

• Update of the status of any interrupts.

For example, a read of the MFCW<n>_PAY register causes the Channel Transfer interrupt for the FCH
to be updated.

• Update of any IMPLEMENTATION DEFINED internal state of the MHU.

RKTPMT When Auto Op(Min) is implemented a DBCH is always considered idle.

RDHSLS When Auto Op(Full) is implemented, for the MHUS a DBCH is considered idle when either of the following are
true:

• All bits in the PDBCW<n>_ST register are 0b0, and PBX_CTRL.CH_OP_MSK is set to 0b0.
• PBX_CTRL.CH_OP_MSK is set to 0b1.

RKMQWB When Auto Op(Full) is implemented, for the MHUR a DBCH is considered idle when either of the following are
true:

• All bits in the MDBCW<n>_ST register are 0b0, and MBX_CTRL.CH_OP_MSK is set to 0b0.
• MBX_CTRL.CH_OP_MSK is set to 0b1.

RVBYYM When Auto Op(Min) is implemented a FFCH is always considered idle.

RCMHCV When Auto Op(Full) is implemented, for the MHUS a FFCH is considered idle when either of the following are
true:

• FIFO is empty and PBX_CTRL.CH_OP_MSK is set to 0b0.
• PBX_CTRL.CH_OP_MSK is set to 0b1.

RCBTZN When Auto Op(Full) is implemented, for the MHUR a FFCH is considered idle when either of the following are
true:

• FIFO is empty and MBX_CTRL.CH_OP_MSK is set to 0b0.
• MBX_CTRL.CH_OP_MSK is set to 0b1.

RTHYRL When Auto Op(Min) is implemented a FCH is always considered idle.

RVCZVF When Auto Op(Full) is implemented a FCH is considered idle when either of the following are true:

• MBX_CTRL.CH_OP_MSK is set to 0b0 and there is no outstanding Transfer
• MBX_CTRL.CH_OP_MSK is set to 0b1.

RPNBDG A Transfer is considered outstanding for an FCH from the point where the write to the PFCW<n>_PAY register
occurs until the read of the MFCW<n>_PAY register, allowing for any delay in crossing a clock, reset and power
boundary between the MHUS and MHUR.
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B4.3. Entry to a Non-Operational State

IZMNQY The value of the MBX_FCH_CTRL.INT_EN field has no effect on whether a Transfer in an FCH is considered
outstanding or not. The MBX_FCH_CTRL.INT_EN field only controls whether an interrupt is generated.

IRBSVR For more information on Auto Op(Min) and Auto Op(Full) refer to B4.2 Auto Op.

B4.3.2 Uncontrolled entry into a Non-operational state

RGSRNY An uncontrolled entry into the Non-operational state for either the MHUS or MHUR, is defined as when the MHUS
or MHUR enter the Non-operational state, without having accepted a request to enter the Non-operational state.

IYWFYT An uncontrolled entry into the Non-operational state can occur at any point, including after a previous attempt to
enter the Non-operational state in a controlled manner that was denied by either the MHUS or MHUR.

IRKPKH Uncontrolled resets are not expected to be generated under normal operating conditions and are expected to be
generated as a last response to a system deadlock or security impact. For example, a watchdog event.

RFHLRF If the MHUS or MHUR enter the Non-operational state in an uncontrolled manner it is UNPREDICTABLE whether:

• Any Transfers that were outstanding at the time are lost or not.
• If FE is implemented:

• The value of PFFCW<n>_ST.FFS and MFFCW<n>_ST.FFL accurately reflects the number of
valid bytes in the FIFO.

• Any bytes are written to the FIFO on a write of the MFFCW<n>_PAY register.
• Any bytes are read from the FIFO on a read of the MFFCW<n>_PAY register.
• Any bytes are popped from the FIFO on a read of MFFCW<n>_PAY, when MFFCW<n>_CTRL.RA_EN

is set to 0b1, or on a write to the MFFCW<n>_FIFO_POP register.

SRDKMF Software must be prepared that if an uncontrolled entry into the Non-operational state occurs for either the MHUS
or MHUR that:

• Any Transfers which have not been acknowledged by the Receiver might have been lost.
• Sending of any future Transfers might not be possible.

SQKBGJ Arm recommends that software perform an IMPLEMENTATION DEFINED sequence to recover the MHU to a known
state before sending any new Transfers. Part of the IMPLEMENTATION DEFINED sequence might include flushing
any FFCHs which are implemented, using the FIFO flush mechanism.

RWCRCG It is UNPREDICTABLE whether the MHUS considers the MHUR to be in an Operational or Non-operational state,
if the MHUR entered the Non-operational state in an uncontrolled manner. This means it is valid for the MHUS to
treat the MHUR as if it was in an Operational state even though it has entered an Non-operational state.

RVSCXQ It is UNPREDICTABLE whether the MHUR considers the MHUS to be in an Operational or Non-operational state,
if the MHUS entered the Non-operational state in an uncontrolled manner. This means it is valid for the MHUR to
treat the MHUS as if it was in an Operational state even though it has entered an Non-operational state.

IXKCGC For the remainder of this architecture when talking about either the MHUS or MHUR being in a Non-operational
state, implies that the MHUS or MHUR entered the Non-operational state in a controlled manner.
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Chapter B5
Data Endianness

IJYRLY It is possible that the Sender and Receiver use different data endianness when sending Transfers between each
other.

RFBSSF The registers of the MHU are little-endian device.

SJTRFV It is the responsibility of the Sender and Receiver to perform any byte swapping operations when passing data
in-band using the MHU. This means any Sender or Receiver that uses an endianness other than little-endian will
need to perform a sequence to arrange the bits and bytes of the payload to be little-endian, when accessing any
registers of the MHU.

STDDYX If the Sender and Receiver used different endianness, software must agree on, the endianness of any out-band
payload which is sent along side the Transfer. Failure to do so will lead to corruption or lost of Transfer data.

SPXTMM The method the Sender and Receiver agree on a data endianness to use for out-band payload is software defined.
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Chapter B6
Doorbell Extension

IRVWPV The Doorbell Extension (DBE) defines a type of channel called a Doorbell Channel (DBCH).

IMNMQF A DBCH enables a single bit Transfer to be sent from the Sender to Receiver. The Transfer indicates that an event
has occurred.

RHBNFC When DBE is implemented, the number of DBCHs implemented is IMPLEMENTATION DEFINED between 1 and
128.

RKSKHN When DBE is not implemented, all registers related to DBCHs are reserved and it is considered that the MHU has
0 DBCH.

RZJLJR DBCH are numbered starting from 0 in ascending order.

RKGFDB Each DBCH contains 32 individual fields, referred to as flags, each of which can be used independently.

RPWNZN The meaning of each flag in a DBCH is defined by software.

RQBZLZ It is possible for the Sender to send multiple Transfers at once using a single DBCH, so long as each Transfer uses
a different flag in the DBCH.

RRDWWB The Receiver of the Transfer is required to acknowledge receipt of the Transfer, by clearing the flag, before it can
receive a new Transfer using the same flag.

SJCTVP Sending two Transfers using the same flag of the same DBCH without waiting for the first Transfer to be
acknowledged by the Receiver can lead lead to the two Transfers being merged into a single Transfer as observed
by the Receiver.

RTYVKT A DBCH has the following resources:

• A Doorbell Channel Window.
• Storage for 32 flags.

ARM-AES-0072
A.a

Copyright © 2023-2024 Arm Limited or its affiliates. All rights reserved.
Non-confidential

35



Chapter B6. Doorbell Extension

• Channel Transfer event.
• Channel Transfer Acknowledge event.
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Chapter B6. Doorbell Extension
B6.1. Doorbell Channel Window

B6.1 Doorbell Channel Window

RYYDGW The Doorbell Channel Window is 8 32-bit words.

RHYMRJ Table B6.1 shows the registers in the DBCW when accessed via the PBX:

Table B6.1: DBCW when accessed from PBX

Offset Name Access

0x00 PDBCW<n>_ST RO

0x04 Reserved

0x08 Reserved

0x0C PDBCW<n>_SET WO/RAZ

0x10 PDBCW<n>_INT_ST RO

0x14 PDBCW<n>_INT_CLR WO/RAZ

0x18 PDBCW<n>_INT_EN RW

0x1C PDBCW<n>_CTRL RW

RJYYHF Table B6.2 shows the registers in the DBCW when accessed via the MBX:

Table B6.2: DBCW when accessed from MBX

Offset Name Access

0x00 MDBCW<n>_ST RO

0x04 MDBCW<n>_ST_MSK RO

0x08 MDBCW<n>_CLR WO/RAZ

0x0C Reserved

0x10 MDBCW<n>_MSK_ST RO

0x14 MDBCW<n>_MSK_SET WO/RAZ

0x18 MDBCW<n>_MSK_CLR WO/RAZ

0x1C MDBCW<n>_CTRL RW

RFFHVZ The PDBCW<n>_SET and MDBCW<n>_CLR register update the value of the {PDBCW/MDBCW}<n>_ST
registers as follows:

• Any field set to 0b0 by a write to either register is ignored.
• Any field set to 0b1 in the PDBCW<n>_SET register sets the associated field in the {PDBCW/MDBCW}<n>_ST

registers to 0b1.
• Any field set to 0b1 in the MDBCW<n>_CLR register clears the associated field in the {PDBCW/MDBCW}<n>_ST

registers to 0b0.

RCYWTR The setting of a bit in the {PDBCW/MDBCW}<n>_ST takes precedence over clearing.
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B6.1. Doorbell Channel Window

SSPCCB Arm strongly recommends that the Sender never writes to the PDBCW<n>_SET register to set a field which is
already set in the {PDBCW/MDBCW}<n>_ST register.

RCRNNS The MDBCW<n>_ST_MSK register is the result of a bitwise AND between the MDBCW<n>_ST and the inverted
value of the MDBCW<n>_MSK_ST register.

RCHMVJ The MDBCW<n>_MSK_SET and MDBCW<n>_MSK_CLR registers update the value of the MDBCW<n>_MSK_ST
as follows:

• Any field set to 0b0 by a write to either register is ignored.
• Any field set to 0b1 in the MDBCW<n>_MSK_SET register sets the associated field in the

MDBCW<n>_MSK_ST register to 0b1.
• Any field set to 0b1 in the MDBCW<n>_MSK_CLR register clears the associated field in the

MDBCW<n>_MSK_ST register to 0b0.

RZSRMX The setting of a bit in the MDBCW<n>_MSK_ST register takes precedence over clearing.
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B6.2. Events

B6.2 Events

IDCMYB Each DBCH has the following events:

• 32 Channel Transfer.
• Channel Transfer Acknowledge.

B6.2.1 Channel Transfer event

RBTBCW There is a Channel Transfer event per each flag in the DBCH.

RWMYTF Channel Transfer event <x> is generated when a write to the PDBCW<n>_SET.FLG<x> with a value of 0b1
occurs.

B6.2.2 Channel Transfer Acknowledge event

RLRFNQ A Channel Transfer Acknowledge event is generated when the Receiver writes to the MDBCW<n>_CLR register,
independent of whether any bits in the {PDBCW/MDBCW}<n>_ST register are updated.
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Fast Channel Extension

IBVHJC The Fast Channel Extension (FCE) defines a type of channel called a Fast Channel (FCH).

IYMZJW A FCH is intended for lower overhead communication between Sender and Receiver at the expense of determinism.
A FCH allows the Sender to update the channel value at any time, regardless of whether the previous value has
been seen by the Receiver. When the Receiver reads the channel’s contents it gets the last value written to the
channel.

IFNZMK A FCH is considered lossy in nature, and means that the Sender has no architected way of knowing if or when the
Receiver will act on the Transfer.

IZPZSN FCHs are expected to behave as RAM which generates interrupts when writes occur to the locations within the
RAM.

RYJXZZ The reset value of a FCH is UNKNOWN.

RFMNWT When FCE is implemented, the number of FCH that an implementation of the MHU can support is IMPLEMENTA-
TION DEFINED between:

• 1-1024, when the Fast Channel word-size is 32-bits.
• 1-512, when the Fast Channel word-size is 64-bits.

RXFZZB When FCE is not implemented, the number of FCH is 0 and all registers related to FCHs are Reserved.

RCKLPQ FCH are numbered from 0 in ascending order.

SYWKNX FCHs must only be used for sending Transfers where all the following apply:

• If the Sender writes two values to the same FCH it does not matter if the Receiver sees both values as two
separate Transfer or sees only the last value written.

• Sender does not require any indication that the Receiver has received the Transfer.
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Chapter B7. Fast Channel Extension

RXVPTY A FCH has the following resources:

• A Fast Channel Window.
• Fast Channel Storage.
• A Channel Transfer event.

RCZCHK Alongside the resource each FCH has, there is a set of shared Fast Channel Control registers which are shared
between all FCH implemented in the Mailbox.
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B7.1. Fast Channel Groups

B7.1 Fast Channel Groups

IBWJJT FCHs are controlled in groups called Fast Channel Groups (FCG).

RRBQDQ There can be between 1 and 32 FCGs in a Postbox or Mailbox.

RLHHTS A FCG can contain between 1 and 32 FCHs.

RBCTPB The number of FCGs is less than or equal to the number of FCHs implemented in the MHU.

RQZQBP The number of FCH in each FCG is defined as:

NUM_FCH_PER_FCG = NUM_FCH / NUM_FCG

Where:

• NUM_FCG is the number of FCGs in the PBX or MBX.
• NUM_FCH is the number of FCHs in the PBX or MBX.
• NUM_FCH_PER_FCG is the number of FCHs per FCG.

SXKBTS Software can discover:

• The number of FCHs in the Postbox or Mailbox using the value of <x>_FCH_CFG0.NUM_FCH field.
• The number of FCGs in the Postbox or Mailbox using the value of <x>_FCH_CFG0.NUM_FCG field.
• The number of FCHs per FCG using the value of <x>_FCH_CFG0.NUM_FCH_PER_FCG field.

Where <x> is either PBX for the Postbox or MBX for the Mailbox.

RDZVYV The FCH which are part of FCG <n> can be determined as follows:

• Lowest FCH in the Group is = n * NUM_FCH_PER_FCG.
• Highest FCH in the Group is = ((n + 1) * NUM_FCH_PER_FCG) - 1.

Where <n> is the FCG number.
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B7.2. Fast Channel Storage

B7.2 Fast Channel Storage

IXYVYR The size of the storage of the FCH is set by the Fast Channel word-size.

RCMPSG The Fast Channel word-size can be either 32-bit or 64-bit in size.

RQDTWK All FCHs have the same Fast Channel word-size.

SRHCHH Software can discover the Fast Channel word-size by reading the value of the <x>_FCH_CFG.FCH_WS field.

Where <x> is either PBX for the Postbox or MBX for the Mailbox.
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B7.3 Fast Channel Window

RKBWZW The Fast Channel Window (FCW) allows the Sender and Receiver to access the registers of the FCH.

RJZZPV When the Fast Channel word-size is 32-bit the FCW occupies 4bytes aligned on a 4 byte boundary.

RBLKRB When the Fast Channel word-size is 64-bit the FCW occupies 8bytes aligned on an 8 byte boundary.

RSCKMT Table B7.1 shows the registers in the FCW when accessed via the PBX:

Table B7.1: FCW when accessed from PBX

Offset Name Access

0x00 PFCW<n>_PAY RW

RNYDRX Table B7.2 shows the registers in the FCW when accessed via the MBX:

Table B7.2: FCW when accessed from MBX

Offset Name Access

0x00 MFCW<n>_PAY RW

Note

Both the PFCW<n>_PAY and MFCW<n>_PAY registers are either a 32-bit or 64-bit version depending on the
Fast Channel word-size. In this architecture, the term PFCW<n>_PAY and MFCW<n>_PAY refers to either
version of the register, whilst PFCW<n>_PAY32/MFCW<n>_PAY32 and PFCW<n>_PAY64/MFCW<n>_PAY64
refer to the 32-bit and 64-bit versions of the registers respectively.

IZDJCN The PFCW<n>_PAY and MFCW<n>_PAY registers are windows to the storage of the FCH and therefore a write
to the FCH through either the PFCW<n>_PAY or MFCW<n>_PAY register is visible by a read to either register.

SMCTKS The Sender and Receiver must access the FCW atomically aligned to the Fast Channel word-size, otherwise, partial
or corrupted data can be read from or stored to the FCH(s).

SNGTYH If software accesses the FCW with a size that is not equal to the Fast Channel word-size, but is a supported
transaction size of the MHU, the MHU treats this as a legal access and will perform the operation, including
generating the Channel Transfer event. For information on the supported transaction sizes of the MHU refer to
C1.1 Register Access,

RKBSFG There is no guarantee of ordering between read and write accesses between either the PFCW<n>_PAY and
MFCW<n>_PAY register.

SPCPVL To avoid data loss or consumption of UNKNOWN data, the Sender and Receiver must:

• Only use a FCH to send data from the Sender to the Receiver as defined by one of the transport protocols
defined in Chapter D2 Transport Protocols.

• Never allow both Sender and Receiver to write to the FCH at the same time, the method by which the Sender
and Receiver coordinate this is software IMPLEMENTATION DEFINED.

• If the FCH is not to be initialized by either the Sender or Receiver to a known value, the:
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• Sender must write all bytes with a value when writing to a FCH.
• Receiver must only read the FCH after the write has occurred for that FCH. The FCH Transfer or

Fast Channel Group Transfer interrupts can be used to know when the write has occurred.

• If the FCH is to be initialized to a known value by the Receiver, then:

• The Receiver must inform the Sender it is going to initialize the FCH using a software IMPLEMEN-
TATION DEFINED method.

• The Sender must not perform any writes to the FCH which is to be initialized.
• The Receiver must inform the Sender when the FCH has been initialized using a software IMPLE-

MENTATION DEFINED method.
• The Sender must check that it can observe the initialized value before sending any Transfers using

the FCH.

• If the FCH is to be initialized to a known value by the Sender, then:

• The Sender must inform the Receiver it is going to initialize the FCH using a software IMPLEMEN-
TATION DEFINED method.

• The Sender must inform the Receiver when the FCH has been initialized using a software IMPLE-
MENTATION DEFINED method.

• The Receiver must clear any Channel Transfer event for the FCH which is being initialized,
ignoring the value in FCH.
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B7.4 Fast Channel Control registers

IBXFDT FCHs are controlled exclusively by the Receiver using the Fast Channel Control registers implemented in the
Mailbox Control page.

IYNPDC There are no control registers for FCHs in the Postbox.

RZSKVF Table B7.3 shows the registers used to control the FCHs and their location within the Mailbox Control page of the
Mailbox.

Table B7.3: Fast Channel control registers located in the MBX_CTRL page when accessed via MBX

Offset Name Access

0x140 MBX_FCH_CTRL RW

0x144 MBX_FCH_GRP_INT_EN RW

0x470 MBX_FCH_GRP_INT_ST RO

0x480 + (4 * n) MBX_FCG<n>_INT_ST RO

RXDBJN The MBX_FCH_GRP_INT_EN, MBX_FCH_GRP<n>_INT_ST and MBX_FCH_GRP_INT_ST registers are
only implemented if Fast Channel Group Transfer Interrupts are implemented, otherwise they are RES0.

Refer to Chapter B11 Interrupts for more information on Fast Channel Group Transfer Interrupts.
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B7.5 Read-Acknowledge

IZSYWN FCHs support Read-Acknowledge, which reduces the software overhead for the Receiver by allowing it to perform
all the following with a single read access to the MFCW<n>_PAY register:

• Read the value held in the MFCW<n>_PAY register.
• Acknowledge the Transfer.
• Clear the Channel Transfer interrupt, if it was asserted, for the FCH.

SGGJXT Unlike other channel types, FCHs do not generate a Channel Transfer Acknowledge event back to the Sender,
but the Transfer must be acknowledged by the Receiver to enable future Fast Channel Transfer interrupts to be
generated by the channel. For more information on the Fast Channel Transfer interrupt refer to Chapter B11
Interrupts
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B7.6 Events

ILTTPJ An FCH only has a Channel Transfer event.

RRXQHS The Channel Transfer event is generated for a FCH when a write of any size to the PFCW<n>_PAY register occurs,
independent of the value written.
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IGDGVG The FIFO Extension (FE) defines a Channel type called a FIFO Channel (FFCH).

IGXDRW A FFCH allows a Sender to send:

• Multiple Transfer to the Receiver without having to wait for a previous Transfer to be acknowledged by the
Receiver, as long as the FIFO has room for the Transfer.

• Transfers which require the Receiver to provide acknowledgement.
• Transfers which have in-band payload.

In all cases, the data is guaranteed to be observed by the Receiver in the same order which the Sender sent it,
reducing the overhead in sending multiple or long Transfers.

IRFCBB FFCH allow larger payloads to be sent, however the intent is for the Transfers to have sizes which are 10s of bytes
long. An example usage for a FFCH is to send a command packet which contains a command header of a few
bytes, followed by an address pointer to an out-band payload which the command relates to. The sending of very
long Transfers can have a performance impact on the Sender or Receiver over using shared memory.

RQDFMY When FE is implemented, the number of FFCH an implementation of the MHU can support is IMPLEMENTATION
DEFINED between 1 and 64.

RZPHHM When FE is not implemented, the number of FFCH is 0 and all registers related to FE are Reserved.

RFPTGY FFCH are numbered starting from the 0 in ascending order.

RJPVGT A FFCH has the following resources:

• A FIFO.
• A Flag History Buffer.
• A FIFO Channel Window (FFCW).
• Channel Transfer event.
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• Channel Transfer Acknowledge event and acknowledge counter.
• Channel Tidemark events.
• FIFO Pop Ack event.
• FIFO Flush events.

RPPLXC The depth of the FIFO must satisfy both of the following conditions:

• Be between 1 and 1024 bytes.
• A multiple of the largest push operation which the MHU implementation supports.

For example, if the largest push operation allowed is four bytes the depth of the FIFO must be a multiple
of four.

RHMFXJ All FIFOs in an implementation of the MHU are the same depth.

RHRYRD Bytes within the FIFO are either invalid or valid.

RVQQLV Bytes are invalid until the Sender pushes data onto the FIFO, which is stored in the bytes, making these bytes valid.
The bytes remain valid until the Receiver pops the data, stored in the bytes, from the FIFO. When data is popped
from the FIFO the bytes which store the popped data become invalid.

ARM-AES-0072
A.a

Copyright © 2023-2024 Arm Limited or its affiliates. All rights reserved.
Non-confidential

50



Chapter B8. FIFO Extension
B8.1. Data Flags

B8.1 Data Flags

IYFSZR Each byte stored in the FIFO has three different flags stored alongside the value of the byte. Theses flags are
referred to as Data flags and are called:

• Start of Transfer (SOT) - Indicates the start of a new Transfer in a stream of bytes.
• End of Transfer (EOT) - Indicates the last byte of a Transfer in a stream of bytes.
• Acknowledge (ACK) - Request by the Sender for an indication when the byte has been popped from the

FIFO. This is considered to be when the Receiver acknowledges the Transfer.

RFFPRG The SOT and EOT flags can either be:

• Managed by the Sender.
• Managed jointly by the Sender and MHU.
• Managed by the MHU.

IDTBCJ The different ways of managing the SOT and EOT flags is referred to as the Transfer Delineation mode. For more
information refer to B8.1.1 Transfer Delineation Mode.

RHWMNV The ACK flag is always managed by the Sender.

RWKKYX The value of the data flags, which are to be used for the next byte(s) pushed onto the FIFO, can be read and set via
the PFFCW<n>_FLG register.

RLJYWB The SOT and EOT data flags can be read by the Receiver, for the last bytes read from the FIFO, using the
MFFCW<n>_FLG register.

IGNHJG The ACK flag is not exposed to the Receiver and is instead used by the MHUR to generate the Channel Transfer
event. For more information refer to B8.5 Events.

SQQNKK It is the responsibility of software to:

• Select the Transfer Delineation mode to be used before sending a Transfer.
• Set the ACK flag as required when pushing the last byte of the Transfer onto the FIFO.
• If using the software or partial flag Transfer Delineation mode, to set the SOT and EOT flags for each byte as

required, before pushing the byte onto the FIFO, based on the bytes position within the Transfer.

Failure to set the SOT and EOT flags correctly can lead to data corruption or loss when the Receiver reads data
from the FIFO.

Failure to set the EOT fields will lead to no Channel Transfer event being generated when the last byte is pushed
onto the FIFO, which can lead to the Receiver not being informed about a pending Transfer when using the FIFO
Transport protocol.

B8.1.1 Transfer Delineation Mode

IXVVQK The SOT and EOT flags are used to mark the boundaries of a Transfer in a stream of bytes.

ISRCLS The MHU supports three modes of using the SOT and EOT flags called Transfer Delineation modes. Each mode
of Transfer Delineation has a different intended usage listed below:

• Software flag
• Partial flag
• Auto flag

RNJNYP The PFFCW<n>_CTRL.TDM field controls which Transfer Delineation mode is used.

IVBFVJ Depending on the transport protocol being used to send the Transfer, refer to D2.2 FIFO or D2.3 Streaming FIFO
for information on:

• Which Transfer Delineation mode to use.
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• How to use each Transfer Delineation mode.

B8.1.1.1 Software flag

RPMHZG When software flag Transfer Delineation mode is used the flags are managed by the Sender and the values of the
PFFCW<n>_FLG.{SOT/EOT} fields will not be updated by the MHU.

RHJSVC Software flag Transfer Delineation mode is selected by setting PFFCW<n>_CTRL.TDM to 0b00.

B8.1.1.2 Partial Flag

RSZXNH When partial flag Transfer Delineation mode is used the flags are managed jointly by the Sender and the MHU,
with the values of the PFFCW<n>_FLG.{SOT,EOT} fields being updated by both.

RYMBCQ Partial flag Transfer Delineation mode is selected by setting the PFFCW<n>_CTRL.TDM is set to 0b01.

RPKXTW When partial flag Transfer Delineation mode is selected the SOT and EOT flags behave as follows:

• When a write occurs to PFFCW<n>_CTRL.TDM which sets it to 0b01, the PFFCW<n>_FLG.{SOT,EOT}
fields are set to 0b1 and 0b0 respectively.

• The PFFCW<n>_FLG.{SOT/EOT} fields can only be written by the Sender if at least one of the fields will
be set to 0b1, otherwise the write will not update the SOT and EOT fields but will update other fields in the
register.

• When one or more bytes are pushed onto the FIFO the values of the SOT and EOT fields change as shown in
Table B8.1.

Table B8.1: SOT and EOT flag values after a push of one or more bytes to the FIFO when using partial Transfer
Delineation mode

Value of data flags of before push Value of data flags for after push

SOT EOT SOT EOT

0 0 0 0

0 1 1 0

1 0 0 0

1 1 1 0

IVZDVP The PFFCW<n>_FLG.ACK field behavior is not affected by using the partial flag Transfer Delineation mode. The
value of ACK field is always the value last written by the Sender or its reset value.

SNQJSJ When the Sender wants to update the value of the PFFCW<n>_FLG.ACK field the Sender must set the SOT and
EOT fields to 0b0. This will cause only the ACK field to be updated.

Failure to do this can lead to data loss or corruption when the Receiver reads the data from the FIFO as the SOT or
EOT fields may not follow a valid sequence.

B8.1.1.3 Auto Flag

RWWQWV When auto flag Transfer Delineation mode is used the flags are managed by the MHU, with the values of the
PFFCW<n>_FLG.{SOT,EOT} fields are updated only by the MHU.

RZLYXR Auto flag Transfer Delineation mode is selected by setting the PFFCW<n>_CTRL.TDM is set to 0b10.
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RZPJFJ When auto flag Transfer Delineation mode is selected the SOT and EOT flags behave as follows:

• When a writes occurs to the PFFCW<n>_CTRL.TDM field which sets it to 0b10:

• The PFFCW<n>_FLG.{SOT,EOT} fields become read-only.
• The PFFCW<n>_FLG.{SOT,EOT} fields are set to 0b1 and 0b0 respectively.

• When one or more bytes are pushed onto the FIFO the value of the SOT and EOT fields toggle.

IVWRKS The PFFCW<n>_FLG.ACK field behavior is not affected by using the auto flag Transfer Delineation mode. The
value of ACK field is always the value last written by the Sender or its reset value.

B8.1.2 Data Flag Storage

RDBBMR It is IMPLEMENTATION DEFINED how the data flags are stored alongside the Transfer data but the rules in this
section must be followed.

RGQXLH The relationship between data flags and the bytes they are associated with is determined at the point when the
write to the PFFCW<n>_PAY register occurs. It must never be possible for the association between data flags and
byte to be altered.

RZYGSL Data flags and the associated Transfer data byte must be read, written and popped from the FIFO atomically.
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B8.2 FIFO Behavior

RMYCDY It is IMPLEMENTATION DEFINED how the FIFO is implemented.

B8.2.1 Reset

IRPVZT It is IMPLEMENTATION DEFINED whether the FIFO is part of the MHUS or MHUR or split between the two. This
includes any logic which is used to control the locations within the FIFO where new data is pushed to or data is
read or popped from, for example read and write pointers.

RVVTNW When either the MHUS or MHUR is in a Non-operational state, all bytes in the FIFO become invalid and contain
an UNKNOWN value.

Note

RVVTNW only applies for controlled entry into the Non-operational state. For an uncontrolled entry of the MHUS
or MHUR into a Non-operational state RFHLRF takes precedence.

RTGLBZ When the MHUS is in a Non-operational state, no bytes can be pushed onto the FIFO.

SQXJGK The Sender must be capable of handling the loss of Transfers due to the MHUR entering a Non-operational state
in a controlled manner. For example, the Receiver sets the MBX_CTRL.CH_OP_MSK field to 0b1, when there
are outstanding Transfers in the FIFO. Arm recommends that the Receiver indicates to the Sender when it wants
to enter a Non-operational state before it sets the MBX_CTRL.CH_OP_MSK field to 0b1 and starts to enter the
MHUR into a Non-operational state.

SFTWHV The Receiver must be capable of handling spurious interrupts where the contents of the FIFO are lost due to the
Sender entering a Non-operational state whilst the FIFO contains one or more valid bytes. The Receiver can use
the MFFCW<n>_FLG.VFLG<m> fields to know whether a previous read from the FIFO returned any bytes with
valid data.

RVLXGB Attempts to push bytes onto the FIFO when the MHUR is in a Non-operational state always generate a request
to enter the MHUR into the Operational state. It is allowed for data to be pushed onto the FIFO, if it is possible
whilst the MHUR is in a Non-operational state.

RVPVBG When the MHUR is in a Non-operational state no bytes can be read or popped from the FIFO.

B8.2.2 Pushing data onto the FIFO

RZTYGZ Bytes are pushed onto the FIFO when the Sender writes to the PFFCW<n>_PAY register.

RLVCVN When one or more bytes are pushed onto the FIFO, the value of the flags in the PFFCW<n>_FLG register, at the
time of the write to the PFFCW<n>_PAY register, is recorded along with the bytes and stored in the FIFO.

RDNVMP The SOT flag is always associated with the first byte pushed onto the FIFO.

RKNQYQ The EOT and ACK flags are always associated with the last byte pushed onto the FIFO.

RLBCSG The number of bytes pushed onto FIFO is equal to the size of the write access to the PFFCW<n>_PAY register.

RZHYJT On a write to the PFFCW<n>_PAY register, the following occurs:

• If the number of bytes to be pushed onto the FIFO is less than or equal to the space in the FIFO:

• All bytes are pushed onto the FIFO.
• PFFCW<n>_ST.PPE field is set to 0b0.
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• Update to the PFFCW<n>_FLG.{SOT,EOT} fields based on the Transfer Delineation Mode
selected by the PFFCW<n>_CTRL.TDM field.

• If the number of bytes to be pushed onto the FIFO is greater than the space in the FIFO:

• No bytes are pushed onto the FIFO.
• PFFCW<n>_ST.PPE field is set to 0b1.
• No update to the PFFCW<n>_FLG.{SOT,EOT} fields are made.

SNBZZY Arm recommends that software either:

• Never attempts to push more bytes onto the FIFO than the value of the PFFCW<n>_ST.FFS field indicates
are free.

• Checks the PFFCW<n>_ST.PPE field after each write to the PFFCW<n>_PAY register and if it is set to 0b1

repeat the write.

Otherwise writes to the FIFO without sufficient space could result in data loss.

RYQLGF The order in which bytes are pushed onto the FIFO depends on the setting of the PFFCW<n>_CTRL.MSBF field
when the write occurs.

ILWCLD For more information on how the PFFCW<n>_CTRL.MSBF field affect the order in which bytes are pushed onto
the FIFO refer to B8.2.6 Ordering of bytes when push, read or popping multiple bytes.

B8.2.3 Reading data from the FIFO

RGCZCC The Receiver reads the contents of the FIFO using the MFFCW<n>_PAY register.

RRHCQK When one or more bytes are read from the FIFO by the Receiver reading the MFFCW<n>_PAY register, the flags
associated with those bytes read are stored in the Flag History Buffer (FHB).

ICSZMC The entries of the FHB are used in subsequent reads of the MFFCW<n>_FLG register.

RXVYRH A byte and the associated flags must be read from the FIFO atomically.

Note

It is possible that whilst reading data from the FIFO any of the following occurs:

• FIFO Flush.
• MHUS or MHUR enter a Non-operational state.

All of the above conditions cause all bytes in the FIFO to become invalid. Depending on the implementation of
the FIFO, it may be possible that one or more of the bytes and associated flags being atomically read from the
FIFO are still to be read. These bytes are now invalid and are treated as such in the returned read data and in the
associated entries in the FHB. RQXSCS describes the behavior for reading bytes which are invalid from the FIFO.

IVTDGV When reading multiple bytes from the FIFO it is possible that the bytes belong to one or more Transfers. This
can make processing Transfers more complicated as the bytes from a later Transfer need to be buffered, when
Read-Acknowledge is enabled, as the act of reading the bytes causes them to be popped from the FIFO. To reduce
the software complexity, FFCHs support automatically buffering future Transfer data, referred to a Future Transfer
Auto Buffering.

RDBKWN Future Transfer Auto Buffering is enabled using the MFFCW<n>_CTRL.FTAB field.

RMLQJF Future Transfer Auto Buffering is only enabled for the FIFO, when Read-Acknowledge is also enabled for the
FFCH.

RCFJRX When MFFCW<n>_CTRL.FTAB is set to 0b0 or MFFCW<n>_CTRL.RA_EN is set to 0b0, no buffering of
Transfers occurs.

ARM-AES-0072
A.a

Copyright © 2023-2024 Arm Limited or its affiliates. All rights reserved.
Non-confidential

55



Chapter B8. FIFO Extension
B8.2. FIFO Behavior

RSSPSL When MFFCW<n>_CTRL.FTAB is set to 0b1 and MFFCW<n>_CTRL.RA_EN is 0b1, buffering of future of
Transfers occurs.

RXPVVK The number of bytes read from the FIFO when the Receiver performs a read access to the MFFCW<n>_PAY
register depends on:

• The value of the MFFCW<n>_CTRL.RA_EN field.
• The value of the MFFCW<n>_CTRL.FTAB field.
• The size of the read access.
• Number of valid bytes in the FIFO.

Table B8.2 shows the number of bytes read from the FIFO when the Receiver performs a read access to the
MFFCW<n>_PAY register.

Table B8.2: Number of bytes read when the Receiver performs a read access to the MFFCW<n>_PAY
register

RA_EN FTAB Read Access Size (Bytes) Bytes Read

0 X 1 min(1,FFL)

2 min(2,FFL)

4 min(4,FFL)

8 min(8,FFL)

1 0 1 min(1,FFL)

2 min(2,FFL)

4 min(4,FFL)

8 min(8,FFL)

1 1 1 min(1,FFL,FBE)

2 min(2,FFL,FBE)

4 min(4,FFL,FBE)

8 min(8,FFL,FBE)

IJQDFS In Table B8.2:

• min() is a function which takes two or more arguments and returns the argument with the smallest value.
• FFL is the current number of valid bytes in the FIFO.
• FBE is the byte number of the first byte in the FIFO which is associated with an EOT flag, starting from 1 for

the first byte read.

IFPYXF A byte is said to be valid in the FIFO if it has been pushed onto the FIFO by the Sender and not yet popped from
the FIFO by the Receiver. Refer to RVQQLV for more information on when bytes are valid or invalid.

RQXSCS If a read of the MFFCW<n>_PAY register results in less bytes being read from the FIFO than requested by the
read, the following occurs:

• Byte offsets of the read data, which does not contain data for a byte read from the FIFO, are set to an
UNKNOWN value.

• Entries in the FHB, for a byte which has its value set to an UNKNOWN value, are set to be invalid.

For more information on FHB entries refer to B8.2.4 Flag History Buffer.
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IJFBHD This can be due to either:

• The FIFO contain less valid bytes than the requested number of bytes.
• The number of bytes remaining in the Transfer were less than the size of the read, as indicated by the

last byte of the Transfer having the EOT flag set to 0b1, and the MFFCW<n>_CTRL.RA_EN and
MFFCW<n>_CTRL.FTAB fields were both set to 0b1.

IJGWBQ The byte offsets within the read data returned from the MFFCW<n>_PAY register depend on the setting of the
MFFCW<n>_CTRL.MSBF field. For more information refer B8.4.1 Accesses to Payload and Flag registers.

B8.2.4 Flag History Buffer

IGQBNG The Flag History Buffer (FHB), holds the values of flags for the bytes read from the FIFO by the last read operation
of the MFFCW<n>_PAY register.

RRFGHK At reset all entries in the FHB are invalid.

RSDCQK The FHB is considered part of the MHUR reset domain.

RHDDTJ The FHB buffers up to N entries, where N is the maximum size of a read access supported to the MFFCW<n>_PAY
register.

RJNFBJ FHB entries are numbered 0 to N-1.

IWQCPC In this architecture FHB entries are referred to as FHB[x] where x is the FHB entry number in the range 0 to N-1,
for example FHB[0] refers to the first FHB entry.

RMXWTV Each entry contains the following:

• Valid byte indicator.
• SOT field.
• EOT field.

RTJFTS When an entry is valid the SOT and EOT must contain the value of the Data Flag for the byte it is associated with.

RYWMSM When an entry is invalid it is UNKNOWN what value the SOT and EOT fields take in the entry.

RYTJQG The FHB contents are updated each time a read of the MFFCW<n>_PAY register occurs, replacing any previous
data that was in the buffer.

RDFLXG The entries within the FHB are populated in the order in which the bytes are read from the FIFO, with the first byte
read being stored in FHB[0].

RFNNMX When a read access to the MFFCW<n>_PAY register returns less bytes than there are entries in the FHB any
remaining entries in the FHB are set to be invalid.

IKVPRM This can occur due to one of the following reasons:

• Size of the last read access to the MFFCW<n>_PAY register being smaller than maximum supported size
read.

• The FIFO contained less valid bytes than the requested by the last read of the MFFCW<n>_PAY register.
• The number of bytes remaining in the Transfer were less than the size of the read of the MFFCW<n>_PAY

register, as indicated by the last byte of the Transfer having the EOT flag set to 0b1, and the
MFFCW<n>_CTRL.RA_EN and MFFCW<n>_CTRL.FTAB fields both being set to 0b1.

B8.2.5 Popping bytes from the FIFO

RSYTTK Bytes are popped from the FIFO when the FIFO contains at least one byte and the Receiver performs one of the
following actions:

• Reads from the MFFCW<n>_PAY register and MFFCW<n>_CTRL.RA_EN is set to 0b1.
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• Writes to the MFFCW<n>_FIFO_POP.POP field and MFFCW<n>_CTRL.RA_EN is set to 0b0.

RVLSBF The number of bytes popped from the FIFO when the Receiver performs an action which would cause bytes to be
popped from the FIFO is the smallest value of the following:

• The number of bytes requested by the Receiver.
• The number of bytes in the FIFO.
• Whether a previous byte popped from the same request had the EOT field set, when the

MFFCW<n>_CTRL.RA_EN and MFFCW<n>_CTRL.FTAB fields are both set to 0b1.

RKQYYB Table B8.3 shows the number of bytes popped from the FIFO when the Receiver performs a read of the
MFFCW<n>_PAY register, based on:

• Value of MFFCW<n>_CTRL.RA_EN field.
• Value of MFFCW<n>_CTRL.FTAB field.
• Size of the read access to the MFFCW<n>_PAY register.

Table B8.3: Number of bytes popped from the FIFO when the Receiver performs a read of the
MFFCW<n>_PAY register

RA_EN FTAB
Access Size
(Bytes) Bytes Popped from FIFO

0 X X 0

1 0 1 min(1,FFL)

2 min(2,FFL)

4 min(4,FFL)

8 min(8,FFL)

1 1 1 min(1,FFL,FBE)

2 min(2,FFL,FBE)

4 min(4,FFL,FBE)

8 min(8,FFL,FBE)

ICDKDQ In Table B8.3:

• min() is a function which takes two or more arguments and returns the argument with the smallest value.
• FFL is the current number of valid bytes in the FIFO.
• FBE is the byte offset, with respect to the head of the FIFO, of the first byte which is associated with an EOT

flag.
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RPHJLP Table B8.4 shows the number of bytes popped from the FIFO when the Receiver performs a write to the
MFFCW<n>_FIFO_POP.POP field, based on:

• Value of MFFCW<n>_CTRL.RA_EN field.
• Value of MBX_FFCH_CFG0.M64BA_SPT field.
• Value written to the MFFCW<n>_FIFO_POP.POP field

Table B8.4: Number of bytes popped from the FIFO when the Receiver performs a write of the
MFFCW<n>_FIFO_POP.POP field

RA_EN Pop Field M64BA_SPT M32BA_SPT M16BA_SPT M8BA_SPT Bytes Popped from FIFO

1 X X X X X 0

0 0 X X X 0 IMPLEMENTATION DEFINED whether:
• No bytes are popped from the

FIFO.
• Treated as if the Pop value was

another supported value.

X X X 1 min(1,FFL)

1 X X 0 X IMPLEMENTATION DEFINED whether:
• No bytes are popped from the

FIFO.
• Treated as if the Pop value was

another supported value.

X X 1 X min(2,FFL)

2 X X X X IMPLEMENTATION DEFINED whether:
• No bytes are popped from the

FIFO.
• Treated as if the Pop value was

another supported value.

3 1 0 X X IMPLEMENTATION DEFINED whether:
• No bytes are popped from the

FIFO.
• Treated as if the Pop value was

another supported value.

X 1 X X min(4,FFL)

4-6 X X X X IMPLEMENTATION DEFINED whether:
• No bytes are popped from the

FIFO.
• Treated as if the Pop value was

another supported value.
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RA_EN Pop Field M64BA_SPT M32BA_SPT M16BA_SPT M8BA_SPT Bytes Popped from FIFO

7 0 1 X X IMPLEMENTATION DEFINED whether:
• No bytes are popped from the

FIFO.
• Treated as if the Pop value was

another supported value.

1 X X X min(8,FFL)

IJLKPS In Table B8.4:

• min() is a function which takes two or more arguments and returns the argument with the smallest value.
• FFL is the current number of valid bytes in the FIFO.
• FBE is the byte offset, with respect to the head of the FIFO, of the first byte which is associated with an EOT

flag.

ICZQVY Some combinations of settings in Table B8.4 are not show or are illegal as the architecture requires that either
M32BA_SPT or M64BA_SPT or both are set to 0b1.

RGVJHV For POP field values in Table B8.4 which are marked as IMPLEMENTATION DEFINED and the implementation
selects to treat the POP field value as another supported value it is allowed to pop more or less bytes.

SHVVKD Software must only write values to the MFFCW<n>_FIFO_POP.POP field which are supported as indicated by
the MBX_FFCH_CFG0.{M8BA_SPT/M16BA_SPT/M32BA_SPT/M64BA_SPT} fields, otherwise it can lead to
corruption or lost of Transfer data.

B8.2.6 Ordering of bytes when push, read or popping multiple bytes

IFKYTL It is possible for the Sender to push multiple bytes onto the FIFO and the Receiver to read or pop multiple bytes
from the FIFO using a single access. The data is stored to and read or popped from the FIFO one byte at a time.

RGFMXZ The order in which multiple bytes are stored in the FIFO is determined by the value of the PFFCW<n>_CTRL.MSBF
field, at the time the push occurs.

RQWNCR The order in which the bytes are read or popped from the FIFO is determined by the value of the
MFFCW<n>_CTRL.MSBF field at the time the read or pop occurs.

RHNHCT Depending on the value of the PFFCW<n>_CTRL.MSBF field bytes are pushed onto the FIFO:

• 0b0 - Least-Significant Byte (LSB) first.
• 0b1 - Most-Significant Byte (MSB) first.

RQPRYY Depending on the value of the MFFCW<n>_CTRL.MSBF field the first byte read from the FIFO:

• 0b0 - is considered the LSB.
• 0b1 - is considered the MSB.

ILXMKH The value of MFFCW<n>_CTRL.MSBF has no effect on the order in which flags are stored in the FHB. For more
information on the order in which flags are stored in the FHB refer to B8.2.4 Flag History Buffer.

RWDWXS FFCHs are considered little endian where the LSB is in the lowest offset within the access and the MSB is in the
highest offset within the access.

SSQRDD The Sender and Receiver must set the {PFFCW/MFFCW}<n>_CTRL.MSBF fields to the same value for the same
FFCH otherwise the order of the bytes in the Transfer will be observed differently by the Receiver to the order the
Sender sent them in.
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B8.3 FIFO Flush

IPQCGK Each FFCH has a mechanism to return it to a known state, know as FIFO flush. The FIFO flush can be triggered
by either the Sender or Receiver.

SDJZQX The FIFO flush is not intended to be used during normal operation but as a method to restore the FIFO back to a
known state when unexpected events occur. For example, either the MHUS or MHUR enter a Non-operational
state in an uncontrolled manner.

RWJXWB Each FFCH has two independent FIFO flush mechanisms, one in the MHUS and one in the MHUR, which operate
independently of one another. It is valid for both mechanism to be trigger at the same time.

RLWVXX Each FFCH’s flush mechanisms are independent of one another, meaning multiple FFCHs can be flushed at once.

RZQDZN The FIFO flush mechanism in the MHUS is controlled is PFFCW<n>_CTRL.FF field and the status is shown in
the PFFCW<n>_ST.FF field.

RQHMJV The FIFO flush mechanism in the MHUR is controlled is MFFCW<n>_CTRL.FF field and the status is shown in
the MFFCW<n>_ST.FF field.

INZFTD For the remainder of sections:

• <x>FFCW<n>_CTRL.FF is used when the statement could apply to either the PFFCW<n>_CTRL.FF or
MFFCW<n>_CTRL.FF fields.

• <x>FFCW<n>_ST.FF is used when the statement could apply to either the PFFCW<n>_ST.FF or
MFFCW<n>_ST.FF fields.

However, the remainder of this section should be read from the prospective of single flush mechanism. For example,
if a flush is in progress by the flush mechanism of the MHUS, PFFCW<n>_CTRL.FF is set to 0b1, and a write of
0b0 to the MFFCW<n>_CTRL.FF occurs this has no effect on the flush in progress by the flush mechanism of the
MHUS. The same applies the other way round.

RGPKVB When a flush is triggered, by software writing 0b1 to <x>FFCW<n>_CTRL.FF field, the following steps takes
places:

• All bytes within the FIFO becomes invalid.
• The location to read or pop the next byte is set to same location as the location to push the next byte to.
• Any IMPLEMENTATION DEFINED state which software is unable to return to the state it was in immediately

after reset, is returned back to its reset state.

The order in which the above steps take place is IMPLEMENTATION DEFINED.

Once all the steps for the flush have taken place the <x>FFCW<n>_ST.FF field is set to 0b1.

ILVSXC Other state of the FFCH is also affected by the side effects of the flush. The PFFCW<n>_ST.FFS and
MFFCW<n>_ST.FFL fields report the number of invalid and valid bytes in the FIFO respectively, their values will
change to reflect all bytes being made invalid.

RNNNCQ Even though the FIFO flush mechanism makes all bytes in the FIFO become invalid it does not generate a Sender
or Receiver FIFO Low Tide event.

SFYLPK If software is using the Sender or Receiver FIFO Low Tide events to know when the FIFO has less than a certain
value of valid bytes, the Sender or Receiver FIFO Flush events should be used to know when a flush of the FIFO
has occurred and the the number of valid bytes is less than low tide value.

RDSYPS When software sets the <x>FFCW<n>_CTRL.FF field to 0b0 and the <x>FFCW<n>_ST.FF field is set to 0b1,

the <x>FFCW<n>_ST.FF field is set to 0b0 at the same time.

RTCCLM If software sets the <x>FFCW<n>_CTRL.FF field to 0b0 when that FIFO flush mechanism is performing a flush
and the <x>FFCW<n>_ST.FF field is set to 0b0 it is IMPLEMENTATION DEFINED whether:

• The FIFO flush mechanism completes the current FIFO flush or aborts. If the FIFO flush completes the
<x>FFCW<n>_ST.FF field is set to 0b0 when it completes.
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• Generates the Sender or Receiver FIFO flush event.

RCRDXR If, due to the <x>FFCW<n>_CTRL.FF field being set to 0b0, an in-progress FIFO flush mechanism is aborted it
must leave the FIFO in a state whereby it is possible to send new Transfers between the Sender and Receiver.

RYQVWP It is CONSTRAINED UNPREDICTABLE whether a new FIFO flush is generated if the <x>FFCW<n>_CTRL.FF
field is set to 0b1 when <x>FFCW<n>_ST.FF is not 0b0.

RMGMGV The time taken for all the steps of the FIFO flush to take place is IMPLEMENTATION DEFINED, but it must be
complete within a bounded period of time.

RVMKYT It is CONSTRAINED UNPREDICTABLE whether a push operation which starts or is outstanding whilst a FIFO flush
is in progress is treated as completing before or after the FIFO flush request.

RRRGLX It is CONSTRAINED UNPREDICTABLE whether a read or pop operation which starts or is outstanding whilst a
FIFO flush is in progress is treated as completing before or after the FIFO flush request.

SZSSSP It is software responsibility to sequence flushing of the FIFO with respect to any outstanding push, read or pop
operation.

RBXGXC A FIFO flush request triggered in the MHUS does not cause the MHUR to enter an Operational state, if the MHUR
is in a Non-operational state. If, to complete all steps required for a FIFO flush, the MHUR is required to enter the
Operational state the following applies:

• The steps are skipped or delayed until the MHUR returns to the Operational state for another reason.
• When the MHUR returns to the Operational state the steps are performed, if required.
• The location to read or pop the next byte is set to one of the following:

• The location of the first valid byte in the FIFO, if one or more bytes have been pushed onto the
FIFO after the flush completed.

• The same as the location to push the next byte to, if no bytes have been pushed onto the FIFO after
the flush completed.

RHKJMV A FIFO flush request trigger in the MHUR does not cause the MHUS to enter an Operational state, if the MHUS is
in a Non-operational state. If, to complete all steps required for a FIFO flush, the MHUS is required to enter the
Operational state the following applies:

• The steps are skipped or delayed until the MHUS returns to the Operational state for another reason.
• When the MHUS returns to the Operational state the steps are performed, if required.

IMYRWD When referring to bytes being pushed onto the FIFO after the flush completed, this includes bytes pushed onto the
FIFO due to push operations which started during or were outstanding when the FIFO flush event and were treated
as if they occurred after the FIFO flush.

SXXPRP The <x>FFCW<n>_CTRL.FF and <x>FFCW<n>_CTRL.FF fields form a four-phase handshake between the
Sender or Receiver and the MHUS and MHUR respectively.

Software must follow this sequence otherwise it is UNPREDICTABLE whether the the flush completes all steps
required.

1. Set <x>FFCW<n>_CTRL.FF to 0b1.
2. Poll <x>FFCW<n>_ST;.FF until it reads as 0b1.
3. Set <x>FFCW<n>_CTRL.FF to 0b0.
4. Poll <x>FFCW<n>_ST.FF until it reads as 0b0.

SQTDMT Arm recommends software never sets the <x>FFCW<n>_CTRL.FF field to 0b1 when <x>FFCW<n>_ST.FF is
not 0b0.

SWHZXJ It is the responsibility of the Sender or Receiver or both to:

• Clear any outstanding interrupts.
• Return any previously programmed fields to their reset values, if required.
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B8.4 FIFO Channel Window

RNHHSG The Sender and Receiver use the FIFO Channel Window (FFCW) to access the registers of the FFCH.

RVVNNQ The FFCW occupies 16 consecutive words.

RCJBQX Table B8.5 shows the registers in the FFCW when accessed through the PBX:

Table B8.5: FFCW when accessed from PBX

Offset Name Access

0x00 PFFCW<n>_PAY RW

0x08 PFFCW<n>_FLG RW

0x0C Reserved

0x10 PFFCW<n>_INT_ST RO

0x14 PFFCW<n>_INT_CLR WO/RAZ

0x18 PFFCW<n>_INT_EN RW

0x1C Reserved

0x20 PFFCW<n>_CTRL RW

0x24 PFFCW<n>_ST RO

0x28 PFFCW<n>_ACK_CNT RO

0x2C PFFCW<n>_TIDE RW

0x30 Reserved

0x34 Reserved

0x38 Reserved

0x3C Reserved

RVPTCQ Table B8.6 shows the registers in the FFCW when accessed through the MBX:

Table B8.6: FFCW when accessed from MBX

Offset Name Access

0x00 MFFCW<n>_PAY RO

0x08 MFFCW<n>_FLG RO

0x10 MFFCW<n>_INT_ST RO

0x14 MFFCW<n>_INT_CLR WO/RAZ

0x18 MFFCW<n>_INT_EN RW

0x1C Reserved

0x20 MFFCW<n>_CTRL RW

0x24 MFFCW<n>_ST RO
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Offset Name Access

0x28 MFFCW<n>_FIFO_POP WO

0x2C MFFCW<n>_TIDE RW

0x30 Reserved

0x34 Reserved

0x38 Reserved

0x3C Reserved

B8.4.1 Accesses to Payload and Flag registers

IBCNFY This section provides information on accesses to the PFFCW<n>_PAY, MFFCW<n>_PAY and MFFCW<n>_FLG
registers.

IPKKSX The PFFCW<n>_PAY and MFFCW<n>_PAY registers are windows which allow the Sender and Receiver to
interact with the contents of the FIFO as follows:

• A write to the PFFCW<n>_PAY register pushes more data onto the FIFO.
• A read of the MFFCW<n>_PAY register reads and optionally pops data from the FIFO.
• A read of the MFFCW<n>_FLG register provides the values of the flags stored in the FHB for the last read

of the MFFCW<n>_PAY register.

RZGDML The PFFCW<n>_PAY, MFFCW<n>_PAY and MFFCW<n>_FLG registers are 64-bits.

IHYCNN The size of the access to the: PFFCW<n>_PAY, MFFCW<n>_PAY and MFFCW<n>_FLG registers effect:

• PFFCW<n>_PAY register determines the amount of data pushed onto the FIFO.
• MFFCW<n>_PAY register determines the amount of data read or popped from the FIFO.
• MFFCW<n>_PAY register determines the number of flags which are return.

An implementation of the MHU can support 8-, 16-, 32- or 64-bit accesses to the PFFCW<n>_PAY,
MFFCW<n>_PAY and MFFCW<n>_FLG registers. For more information on the supported accesses sizes to the
PFFCW<n>_PAY, MFFCW<n>_PAY and MFFCW<n>_FLG registers refer to C1.1 Register Access.

Note

In this architecture the terms:

• PFFCW<n>_PAY{8/16/32/64} are used to refer to 8-, 16-, 32-, 64-bit accesses to the PFFCW<n>_PAY
register respectively.

• MFFCW<n>_PAY{8/16/32/64} are used to refer to 8-, 16-, 32-, 64-bit accesses to the MFFCW<n>_PAY
register respectively.

• MFFCW<n>_FLG{8/16/32/64} are used to refer to 8-, 16-, 32-, 64-bit accesses to the MFFCW<n>_FLG
register respectively.

SBGGWD Software can use the:

• PBX_FFCH_CFG0.{P8BA_SPT/P16BA_SPT/P32BA_SPT/P64BA_SPT} fields, to determine the supported
access sizes to the PFFCW<n>_PAY register.

• MBX_FFCH_CFG0.{M8BA_SPT/M16BA_SPT/M32BA_SPT/M64BA_SPT} fields, to determine the
supported access sizes of the MFFCW<n>_PAY and MFFCW<n>_FLG registers.
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SWYQBC When accessing the PFFCW<n>_PAY, MFFCW<n>_PAY and MFFCW<n>_FLG registers software must:

• Only access the registers with a supported access size.
• Have the access aligned to a boundary equal to the size of the access.

Otherwise it can lead to data lost or corruption.

SXXXQB Software must never generate an access to the PFFCW<n>_PAY/MFFCW<n>_PAY registers which has a start
address and size which would cause locations allocated outside the PFFCW<n>_PAY, MFFCW<n>_PAY or
MFFCW<n>_FLG registers to be accessed, otherwise it is can lead to lost of data.

B8.4.1.1 PFFCW<n>_PAY register

IKXDWQ This sections covers the behavior when the the Sender accesses the PFFCW<n>_PAY register.

RPPVGB There is no requirement for the read or write accesses to always target any specific offset(s) in the PFFCW<n>_PAY
register, for accesses with a smaller size than PFFCW<n>_PAY.

IVQRRM Writes to the PFFCW<n>_PAY register behave as defined in B8.2.2 Pushing data onto the FIFO.

RGLTWK Reads of the PFFCW<n>_PAY register return the value of the PFFCW<n>_ST.{PPE,FFS} fields.

Note

The value of the PFFCW<n>_ST.FFS field returned when performing a read of the PFFCW<n>_PAY register
can be truncated to fit within the size of the read to the PFFCW<n>_PAY register.

RMTGRD Table B8.7 shows the arrangement of the PFFCW<n>_ST.{PPE,FFS} fields in the returned data for a read of the
PFFCW<n>_PAY register depending the size of the read access.

Table B8.7: Returned read data for a read of PFFCW<n>_PAY register depending on size of the read
access

Size of read of
PFFCW<n>_PAY
register

Returned re ad
data bit offset

Field of
PFFCW<n>_ST register Note

8-bit 7 PPE

6:0 FFS If value of FFS field is greater than 127 the value
in the returned read data is set to 127

16-bit 15 PPE

10:0 FFS

32-bit 31 PPE

10:0 FFS

64-bit 63 PPE

10:0 FFS

RQKPFW All bit offsets not listed in Table B8.7 are reserved and treated as RES0.

B8.4.1.2 MFFCW<n>_PAY register
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IQBWLR The behavior of reads to the MFFCW<n>_PAY register behave as defined in B8.2.3 Reading data from the FIFO.

RHCKPR There is no requirement for the read accesses to always target any specific offset(s) in the MFFCW<n>_PAY
register, for accesses with a smaller size than MFFCW<n>_PAY register.

B8.4.1.3 MFFCW<n>_FLG register

IFRCPT This section covers reads of the MFFCW<n>_FLG register.

RKKNXY Read accesses to the MFFCW<n>_FLG register returns:

• The SOT and EOT flags for the bytes last read from the FIFO and stored in the FHB, by the last read access
to the MFFCW<n>_PAY register.

• A valid flag field per each set of flag returned.
• The value of the MFFCW<n>_ST.FFL field.

Note

The value of the MFFCW<n>_ST.FFL field returned when performing a read of the MFFCW<n>_FLG register
can be truncated to fit within the size of the read to the MFFCW<n>_FLG register.

RZQBCD When a read of the MFFCW<n>_FLG register occurs, the entries in the FHB are used to generate the read response
as follows:

• When MFFCW_CTRL.MSBF is 0b0:

• FHB[0] is associated with FLG0 and VFLG0 fields.
• FHB[x] is associated with FLGx and VFLGx fields.

• When MFFCW_CTRL.MSBF is 0b1:

• FHB[0] is associated with FLGx and VFLGx fields.
• FHB[x] is associated with FLG0 and VFLG0 fields.

Where x is equal to the size of the read access to the MFFCW<n>_FLG registers minus 1.

SJFXLH Software must:

• Access the MFFCW<n>_FLG register with the same size of access as it did to read the data from the
MFFCW<n>_PAY register.

• Use the same value of MFFCW<n>_CTRL.MSBF to access the MFFCW<n>_PAY and MFFCW<n>_FLG
register.

Otherwise it can lead to loss or corruption of information.

SKTTFC Software must use the values of MFFCW<n>_FLG.{VFLG,FLG}<m> fields, to know whether:

• The byte previously read from the MFFCW<n>_PAY register associated with the flag is valid.
• The byte was considered the start of a new Transfer, if it is valid.
• The byte was considered the end of a Transfer, if it is valid.

Invalid bytes and flags must not be used by software, otherwise, Transfer data as read by the Receiver, will include
bytes which were not pushed onto the FIFO by the Sender.

RLWJQC Table B8.8 shows the format of the returned read data, depending on the size of the read access, for a read of the
MFFCW<n>_FLG register.
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Table B8.8: Returned read data for a read of MFFCW<n>_FLG register depending on size of the read
access

Size of read of
MFFCW<n>_FLG
register

Returned read
data bit offset Description Note

8-bit 7:4 MFFCW<n>_ST.FFL If the value of FFL field is greater than 15 the
value in the returned r ead data is set to 15.

2 Valid Flag 0

1:0 Flag 0

16-bit 15:8 MFFCW<n>_ST.FFL If the value of FFL field is greater than 255 the
value in the returned read data is set to 255.

7 Valid Flag 1

6:4 Flag 1

2 Valid Flag 0

3:0 Flag 0

32-bit 31:21 MFFCW<n>_ST.FFL

14 Valid Flag 3

13:12 Flag 3

10 Valid Flag 2

9:8 Flag 2

6 Valid Flag 1

5:4 Flag 1

2 Valid Flag 0

1:0 Flag 0

64-bit 63:53 MFFCW<n>_ST.FFL

30 Valid Flag 7

29:28 Flag 7

26 Valid Flag 6

25:24 Flag 6

22 Valid Flag 5

21:20 Flag 5

18 Valid Flag 4

17:16 Flag 4

14 Valid Flag 3

13:12 Flag 3

10 Valid Flag 2

9:8 Flag 2

6 Valid Flag 1
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Size of read of
MFFCW<n>_FLG
register

Returned read
data bit offset Description Note

5:4 Flag 1

2 Valid Flag 0

1:0 Flag 0

Note

The association between Flag and the FHB entries depends on the value of the MFFCW<n>_CTRL.MSBF field
at the time of the read of the MFFCW<n>_FLG register.

RMYWXN All bit offsets not listed in Table B8.8 are reserved and treated as RES0.

B8.4.2 FIFO Status

IKKHHC The PFFCW<n>_ST and MFFCW<n>_ST registers provided the Sender and Receiver respectively with information
on the FIFO.

B8.4.2.1 PFFCW<n>_ST register

RVGRKS The PFFCW<n>_ST register provides the following fields:

• FFS field - Number of free bytes in the FIFO.
• PPE field - Whether the last attempt to push data onto the FIFO was successful or not.

RNMGFD The PFFCW<n>_ST.FFS field indicates the number of invalid bytes in the FIFO. The behavior of the FFS field is
as follows:

• When a FIFO flush occurs is set to the depth of the FIFO.
• Decremented by one for every byte which is pushed onto the FIFO.
• Incremented by one for every byte which is popped from the FIFO.

RWGXZJ The behavior of the PFFCW<n>_ST.PPE field is as follows:

• Reset to 0b0.
• Set to 0b0 when a write to the PFFCW<n>_PAY register successfully pushes all bytes onto the FIFO.
• Set to 0b1 when a write to the PFFCW<n>_PAY register does not successfully push all bytes onto the FIFO.

ICYBWG The conditions that can cause one or more bytes to not be pushed onto the FIFO are defined in B8.2.2 Pushing
data onto the FIFO and C1.1 Register Access.

RYNZJP The PPE field is not affected by an access which fails the security checks if TZE or RME are implemented.

B8.4.2.2 MFFCW<n>_ST register

RQMLML The MFFCW<n>_ST.FFL field indicates the number of valid bytes in the FIFO. The behavior of the FFL field is
as follows:

• FIFO flush occurs is set to 0.
• Incremented by one for every byte is pushed onto the FIFO.
• Decremented by one from every byte which is popped from the FIFO.
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B8.4.3 Transfer Acknowledge Tracking

INSLSC As it is possible for the Sender to send multiple Transfer without waiting for a previous Transfer to be acknowledged,
it is also possible for the Receiver to acknowledge multiple Transfer in the time taken for the Sender to detect
this. To allow the Sender to keep track of how many Transfers have been acknowledged the Sender can use the
PFFCW<n>_ACK_CNT register which counts the number of Transfer, which had the ACK flag set to 0b1 for the
last byte of the Transfer, which have been popped from the FIFO by the Receiver.

RVYFBW For every FIFO Pop Ack event generated PFFCW<n>_ACK_CNT.ACK_CNT field is incremented by 1.

IHRQTQ The FIFO Pop Ack event indicates when the last byte of the Transfer has been popped from the FIFO and the byte
had the ACK flag set. For more information on the FIFO Pop Ack event refer to B8.5 Events

RQXLLR The max value of the PFFCW<n>_ACK_CNT.ACK_CNT field is 2clog2((FFCH_DEPTH/MTS)+1)-1, where MTS is the
minimum size of a Transfer in bytes which the Sender can send. The minimum size of a Transfer depends on the
value of the P{8/16/32/64}BA_SPT and the allowed values are shown in Table B8.9

Table B8.9: Formula used to calculate minimum Transfer size in bytes

P8BA_SPT P16BA_SPT P32BA_SPT P64BA_SPT Minimum Transfer Size (Bytes)

1 X X X 1

0 1 X X 2

0 0 1 X 4

0 0 0 1 8

RHWFNN If when the PFFCW<n>_ACK_CNT.ACK_CNT field is incremented and the value overflows the
PFFCW<n>_ACK_CNT.ACK_CNT_OVRFLW field is set to 0b1.

RJGWTP It is UNPREDICTABLE whether the value of the PFFCW<n>_ACK_CNT.ACK_CNT is incremented, if between the
generation of the a FIFO Pop Ack event and the event being counted, the MHUR enters a Non-operational state.

RMDTHX On a read of the PFFCW<n>_ACK_CNT register, the values of the ACK_CNT and ACK_CNT_OVRFLW fields
are set to 0x0 and 0b0 respectively if there is no needed to update the ACK_CNT due to FIFO Pop Ack events. If
there is a need to update the counter due to FIFO Pop Ack events the ACK_CNT field is set to the number of FIFO
Pop Ack events and the ACK_CNT_OVRFLW field is set to 0b0.
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B8.5 Events

IYVJVC Each FFCH is associated with the following events:

• Channel Transfer event
• FIFO Pop Ack event
• Channel Transfer Acknowledge event
• Sender FIFO Low Tide event
• Sender FIFO High Tide event
• Receiver FIFO Low Tide event
• Receiver FIFO High Tide event
• Sender FIFO flush event
• Receiver FIFO flush event

B8.5.1 Channel Transfer event

RBRRKX A Channel Transfer event is generated when one or more bytes are pushed onto the FIFO and the
PFFCW<n>_FLG.EOT field was set to 0b1 for one of those bytes.

B8.5.2 FIFO Pop Ack event

RKJLVT When one or more bytes are popped from the FIFO for each byte popped which has the ACK and EOT fields both
set to 0b1 a FIFO Pop Ack event is generated.

B8.5.3 Channel Transfer Acknowledge event

RMJDDH A Channel Transfer Acknowledge event is generated when the PFFCW<n>_ACK_CNT.ACK_CNT field was zero
and then becomes non-zero.

B8.5.4 Sender FIFO Low and High Tide events

RKGWZM A Sender FIFO Low Tide event is generated when one or more bytes are popped from the FIFO and both the
following are true:

• The number of valid bytes in the FIFO before the pop operation was greater than the value of the
PFFCW<n>_TIDE.LOW field.

• The number of valid bytes in the FIFO after the pop operation is less than or equal to the value of the
PFFCW<n>_TIDE.LOW field.

RXGHGJ A Sender FIFO High Tide event is generated when one or more bytes are pushed onto the FIFO and both the
following are true:

• The number of valid bytes in the FIFO before the push operation was less than or equal the value of the
PFFCW<n>_TIDE.HIGH field.

• The number of valid bytes in the FIFO after the push operation is greater than the value of the
PFFCW<n>_TIDE.HIGH field.

ILXYBS The value of PFFCW<n>_TIDE.{HIGH/LOW} used in the calculations includes any offsets of the field which are
RES0 due to the configuration of the MHU.
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IHZKYC The intended uses of the Sender FIFO Low and High Tide events are:

• FIFO Low Tide event indicates to the Sender that there is N or more bytes free in the FIFO. It can use this
to know when it can push more bytes onto the FIFO, for example it is possible to push all bytes of a new
Transfer onto the FIFO.

• FIFO High Tide event indicates to the Sender that there is less than N bytes free in the FIFO. It can use this
to know when it should stop pushing more bytes onto the FIFO, for example it is not possible to push a all
bytes of a new Transfer onto the FIFO.

Where N is equal to the FIFO Depth minus the value of the PFFCW<n>_TIDE.{LOW/HIGH} field respectively.

B8.5.5 Receiver FIFO Low and High Tide events

RXHDQD A Receiver FIFO Low Tide event is generated when one or more bytes are popped from the FIFO and both the
following are true:

• The number of valid bytes in the FIFO before the pop operation was greater than the value of the
MFFCW<n>_TIDE.LOW field.

• The number of valid bytes in the FIFO after the pop operation is less than or equal to the value of the
MFFCW<n>_TIDE.LOW field.

RLYXWB A Receiver FIFO High Tide event is generated when one or more bytes are pushed onto the FIFO and both the
following are true:

• The number of valid bytes in the FIFO before the push operation was less than or equal the value of the
MFFCW<n>_TIDE.HIGH field.

• The number of valid bytes in the FIFO after the push operation is greater than the value of the
MFFCW<n>_TIDE.HIGH field.

INWJFL The value of MFFCW<n>_TIDE.{HIGH/LOW} used in the calculations includes any offsets of the field which are
RES0 due to the configuration of the MHU.

ITYDNB The intended uses of the Receiver FIFO Low and High Tide events are:

• FIFO Low Tide event indicates to the Receiver that there is N or less bytes used in the FIFO. It can use this to
know when it can stop processing data in the FIFO, for example there is not a complete Transfer in the FIFO.

• FIFO High Tide event indicates to the Receiver that there is less than N bytes free in the FIFO. It can use this
to know when it should start processing data in the FIFO, for example there is a complete Transfer in the
FIFO.

Where N is equal to the value of the MFFCW<n>_TIDE.{LOW/HIGH} field respectively.

B8.5.6 Sender FIFO flush event

RZGNXL A Sender FIFO flush event is generated, by the MHUS, when all the following are true:

• A FIFO flush, performed by the mechanisms in the MHUR completes, and the MFFCW<n>_ST.FF field is
set to 0b1.

• MHUS is in an Operational state.

B8.5.7 Receiver FIFO flush event

RWMMSD A Receiver FIFO flush event is generated, by the MHUR, when all the following are true:

• A FIFO flush, performed by the mechanisms in the MHUS completes, and the PFFCW<n>_ST.FF field is set
to 0b1.

• MHUR is in an Operational state.

ARM-AES-0072
A.a

Copyright © 2023-2024 Arm Limited or its affiliates. All rights reserved.
Non-confidential

71



Chapter B9
TrustZone and Realm Management Extension

B9.1 Overview

IXMGNY TrustZone (TZE) and Realm Management (RME) extensions enable an MHU to be integrated into a system with
an Arm processor that supports multiple Security states and for the MHU to restrict which Security states can
access the MHU resources.

INSNHG The Realm Management Extension defined by the Arm A-profile architecture v9 is referred to as FEAT_RME.

ITSNFQ The following sections cover the rules of TZE and RME.

RYWLRF The MHUS and MHUR can have different support for the TZE and RME extensions.

IHBSFJ Arm recommends that TZE and RME are implemented to match the features of the systems into which the MHUS
or MHUR are to be integrated. For example, an Application system communicating with a System Control
Processor (SCP) in full-duplex mode, where the Application system includes an Armv9-A processor with support
for FEAT_RME and the System Control Processor includes an Armv8-M processor without support for Arm®

TrustZone® for Armv8-M. Table B9.1 shows the configuration of TZE and RME for both MHUS and MHUR of
the two MHUs.

Table B9.1: Example configuration of a pair of MHUs, used in full duplex mode, between an
Application and System Control Processor

Communication Link MHUS/MHUR TZE RME

Application -> SCP MHUS Yes Yes

Application -> SCP MHUR No No
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Communication Link MHUS/MHUR TZE RME

SCP -> Application MHUS No No

SCP -> Application MHUR Yes Yes

Where -> indicates the direction in which Transfers are sent.

IQCFNF Both TZE and RME define the following concepts:

• All accesses to the registers of the MHUS and MHUR have a security property.

The security property indicates the security of the access.

• Security Group.

There is a Security Group per each security world which is implemented. Resources of the MHU are
then allocated to a Security Group, by software.
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B9.2 Security Assignment Agent

DSSQNS When TZE or RME is implemented, introduces a software agent called the Security Assignment Agent.

IHPZXL There is a Security Assignment Agent for both the MHUS and MHUR, depending on whether TZE or RME are
implemented for MHUS or MHUR.

IJQTBK The task of the Security Assignment Agent is to assign the resources of the MHUS or MHUR to the different
Security Groups.

RJKGJD The Security Assignment Agent can only allocate the Postbox or Mailbox, including all channels in the MHU, to a
specific Security Group.

IRWMJZ Arm recommends that the assignment of Postbox and Mailbox to a Security Group is not changed dynamically.

SKTLGX Software is responsible for handling the security implications if it re-assigns the Postbox or Mailbox to a different
Security Group. This includes completing the Transfers for any outstanding Transfer and preventing any leakage
of data between security worlds.
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B9.3 TZE

RYPHCW The rules in this section only apply when TZE is implemented by the MHUS or MHUR.

RNRMQT When TZE is implemented, there are two Security Groups defined:

• Secure
• Non-secure

RQYLVY When TZE is implemented, the Postbox and Mailbox of the MHU can be assigned to either the Secure Security
Group or the Non-secure Security Group.

RYLVRN At reset, the Postbox and Mailbox are assigned to the Secure Security Group.

RWTHVC When TZE is implemented for the MHUS, the MHUS includes a Sender Security Control (SSC) block.

RJNPTV When TZE is implemented for the MHUR, the MHUR includes a Receiver Security Control (RSC) block.

IZWKMN The SSC and RSC blocks provide registers to configure the Security Group which the Postbox or Mailbox belongs
to.

RFZMMY The SSC and RSC blocks are only accessible by Secure accesses.

RSZGSW Any Non-secure access to either the SSC or RSC blocks is treated as an illegal access. For more information on
the behavior of illegal accesses refer to C1.1.5 Illegal Accesses.

RKJHJD Table B9.3 shows whether an access is allowed to access the registers of the Postbox or Mailbox depending on the
security of the access and the Security Group which the Postbox or Mailbox is assigned to.

Table B9.2: Whether an access is allowed to access the registers the Postbox or Mailbox when TZE
is implemented and not RME

Security of access Postbox/Mailbox Security Group Access Allowed

Secure Any No

Non-secure Secure No

Non-secure Yes

Any access which is not allowed is treated as an illegal access. For more information on the behavior of illegal
accesses refer to C1.1.5 Illegal Accesses.
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B9.4 RME

RDSCBJ When RME is implemented, TZE is also implemented.

RCPSSP The rules in this section only apply when RME is implemented.

IRZSDD RME extends the capabilities of TZE to support the four security worlds defined by Realm Management Extension
(RME) of the Armv9-A architecture.

RHMLSB RME adds two additional Security Groups:

• Root Security Group.
• Realm Security Group.

RTRVBR At reset, the Postbox and Mailbox are assigned to the Root Security Group.

RXCPJW The SSC and RSC block are enhanced to enable selection between the four Security Groups.

RRMHPN The registers of the SSC and RSC blocks are accessible only by the Root Security Group.

RHZQTH Any access to the registers of either the SSC or RSC blocks from the Secure, Non-secure or Realm security worlds
are treated as an illegal access. For more information on the behavior of illegal accesses refer to C1.1.5 Illegal
Accesses.

RBZTSK Table B9.3 shows whether an access is allowed to access the registers of the Postbox or Mailbox depending on the
security of the access and the Security Group which the Postbox or Mailbox is assigned to.

Table B9.3: Whether an access is allowed to access the registers the Postbox or Mailbox when RME
is implemented

Security of access Postbox/Mailbox Security Group Access Allowed

Root Any Yes

Realm Root No

Realm Yes

Secure No

Non-secure Yes

Secure Root No

Realm No

Secure Yes

Non-secure Yes

Non-secure Root No

Realm No

Secure No

Non-secure Yes

Any access which is not allowed is treated as an illegal access. For more information on the behavior of illegal
accesses refer to C1.1.5 Illegal Accesses.

RCVZBG When the MHUS or MHUR implement RME, it is IMPLEMENTATION DEFINED whether the MHUS or MHUR
implements a tie-off signal called LEGACY_TZ_EN.
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RYJPBH The sampled value of the:

• LEGACY_TZ_EN for the MHUS only effects the behavior of the MHUS.
• LEGACY_TZ_EN for the MHUR only effects the behavior of the MHUR.

RTLKPF The value of LEGACY_TZ_EN signal for the MHUS, where present, is sampled at de-assertion of the reset of
the MHUS.

RTRBKT The value of LEGACY_TZ_EN signal for the MHUR, where present, is sampled at de-assertion of the reset of
the MHUR.

IKLSHD It is valid for the sampled LEGACY_TZ_EN value to be different between different between de-assertions of the
reset of the MHU.

RSXXLF When the sampled value of LEGACY_TZ_EN tie-off is 0b1, RME is disabled and the MHUS or MHUR behaves
as if RME was not implemented.

This includes:

• Modifying the behavior of the registers and fields to behave as if RME was not implemented.

All <x>_FEAT_SPT0.RME_SPT fields must read as 0x0, where <x> is one of the following register
block prefixes:

• PBX
• MBX
• SSC
• RSC

• Any security access check only checks whether the access is considered to be secure or non-secure.

• Any access which is Root is considered to be Secure.
• Any access which is Realm is considered to be Non-secure.

RGTCLM When the sampled value of LEGACY_TZ_EN tie-off is 0b1, it does not remove support for TZE.

IPPLSD As RME requires TZE to be implemented when RME is disabled, via the sampled value of the LEGACY_TZ_EN
being 0b1, the MHUS or MHUR behaves as if it only implemented TZE.

RZTRJX It is IMPLEMENTATION DEFINED whether fields which are defined as part of RME are writeable or not when
LEGACY_TZ_EN sampled value is 0b1. If the field is writeable the value of the field has no effect on the
operation of the MHU and only be used to return a value when the field is read.
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IJTDZS Reliability, Availability and Serviceability Extensions (RASE) defines a framework for how RAS features can be
included in a MHU implementation. Unlike other extensions whereby the architecture defines a set of features,
RASE is an IMPLEMENTATION DEFINED features due to the highly implementation specific nature of the type of
errors which can be detected. The architecture mandates a set of requirements which must be followed.

IDSFTF Arm recommends that the implementor implements RAS features as defined in B10.7 Recommend implementation
of RAS using Arm RAS extensions.

RKTBFC When RASE is implemented, the Sender RAS (SRAS) and Receiver RAS (RRAS) blocks are implemented.

XCBSRW The RAS register block is implemented as a separate 64KB block to allow the software agent which is acting on
the RAS events to be independent of the Sender or Receiver using the Postbox or Mailbox.

SNWRZG Software can discover whether RASE is implemented by reading the value of the RASE_SPT field in the following
registers:

• PBX_FEAT_SPT0.
• MBX_FEAT_SPT0.
• SSC_FEAT_SPT0.
• RSC_FEAT_SPT0.

RCPFDQ The contents of the SRAS and RRAS blocks are IMPLEMENTATION DEFINED.
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B10.2 Reporting Requirements

RTRPDL When an error is detected it must be reported. The mechanism by which it is reported and the information that is
logged about the error is IMPLEMENTATION DEFINED.

RGBFDV It is IMPLEMENTATION DEFINED whether an attempt is made to correct the error. Refer to B10.3 Implications of
error detection for more information on the actions allowed to be taken to correct an error.

IFDJGW The MHU is formed of two components, MHUS and MHUR which is used by two different software entities the
Sender and Receiver. The Sender uses the MHUS to send Transfers and the Receiver uses the MHUR to receive
the Transfers. To transfer a Transfer from the Sender to the Receiver, it requires logic in both the MHUS and
MHUR to function correctly. Certain errors in one component can lead to incorrect operation that may only be
detected by the other component or the software entity using the other component.

For example, corruption of the data inside the FIFO could occur and would be detected when the Receiver reads
data from the FIFO. The Receiver will be informed of the data corruption and would considered the Transfer to be
invalid. There are cases where the Sender would also want to be informed of the corrupted data so that it could
re-send the Transfer.

RDQRFH Errors that are detected and can only effect the Sender or Receiver are only reported by the RAS logic in the
MHUS or MHUR respectively. Examples of errors which only effect the Sender or Receiver are:

• Error of the Acknowledge Counter logic of the FIFO only affects the Sender and is only needed to be reported
by the MHUS RAS logic.

• Error of the Sender or Receiver Tidemark logic only effects the Sender or Receiver respectively and is only
needed to be reported by the MHUS RAS logic for errors with the Sender Tidemark logic or the MHUR
RAS logic for errors with the Receiver Tidemark logic.

• Error of interrupt generation logic only effects the Sender or Receiver, and is only needed to be reported by
the MHUS RAS logic for errors with interrupt generation logic of the MHUS or the MHUR RAS logic for
errors with the MHUR interrupt generation logic.

• Corruption of any payload data which has been corrected is only required to be reported in the MHUS RAS if
the correction is performed on writing the data or MHUR if the correction is performed on reading the data.

RDYFSP Errors that are detected and can effect both the Sender or Receiver, even if they will only effect the one of them,
are reported by the RAS logic of both MHUS and MHUR. Examples of errors which can effect both the Sender
and Receiver:

• Corruption of any payload data which has not been corrected.
• Corruption of the FIFO read or write logic.

IQCPXR Detected errors can be specific to a specific part of the MHU. For example, an error could be related to a specific
channel or type of channels. This is referred to as the impact zone of the error.

RVFBDR The impact zone of an error detected in the MHU, is one of the following:

• Global - An error which effects either the whole MHU or when the MHU is unable to be identify or report
which specific channel or types of channels of which are impacted.

• Channel - An error which effects a single channel of the MHU.
• Channel type - An error which effects all channels of a specific type.

RRBLLF Impact zone for an error which apply to multiple channels and are all of the same type are reported as either
effecting all channels of that type or global.

RHTKHB Impact zone for an error which effects multiple channels of different types is reported as global.

RLJWKG Impact zone for an error which does not effect a specific channel or all channels of a specific type is reported as
global.

RVCSWD An MHU implementation is only required to support the global impact zone.

RWPMQX It is IMPLEMENTATION DEFINED which impact zone is reported for a specific error.
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RKXLSV It is not required that different types of errors are reported with the same impact zone or that the same type of error
but for a different piece of logic be reported with the same impact zone. However, the same type of error with the
same bit of logic must always be reported with the same impact zone.

For example, in an MHU which supports 2 DBCH and 1 FFCH a double bit error detected in the PDBCW0_ST or
PDBCW1_ST must both be reported with the same impact zone, whilst a double bit error detected in the FIFO of
the FFCH can be reported with a different impact zone.
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B10.3 Implications of error detection

RMBNJW When an error is detected, it is IMPLEMENTATION DEFINED whether the MHU attempts to correct it. For example,
the MHU may implement ECC for the FIFO and be able to recover from a single bit error without impacting the
functionality of the MHU.

IWMVRK Errors where the MHU is able to correct the error are referred to as corrected errors, whilst errors where the MHU
is unable to correct the error is referred to as an uncorrected error.

ITLXVT Deferred errors are errors which are detected but are not correct at that point in time. Deferred errors might later
be consumed and at that point become either corrected or uncorrected errors.

RNGTZK It is IMPLEMENTATION DEFINED whether the MHU takes any actions to recover from an uncorrected error or not,
including taking actions which can cause the lost of Transfers which are outstanding at the point when the error
was detected.

RXBJMW If a MHU implementation does takes steps to recover from an uncorrectable error that causes the lost of Transfer
data, the following applies:

• The error must be reported to both the Sender and Receiver using the MHUS and MHUR RAS logic, before
any steps to correct the error are started.

• The Sender or Receiver must be informed that data has been lost using an IMPLEMENTATION DEFINED
method.

• The lost of any Transfer data must never be wider than the reported impact zone of the error. For example, if
the error is reported as being specific to FFCH0, then only Transfer data in FFCH0 is allowed to be lost. If
Transfer data from another channel is lost then the error must be reported as either:

• Impact all channels of that type.
• Impact the entire MHU.

SRZHJT Software must be prepared to perform an IMPLEMENTATION DEFINED sequence to recover from an uncorrectable
error. Examples of these steps could be:

• Completing any outstanding Transfers with the channel which is effected, but discarding the Transfer data.
After this resending any Transfers which have been discarded.

• Completing any outstanding Transfers with all channels that are effected, but discarding the Transfer data.
After this resending any Transfers which have been discarded.

• Performing a reset of either of or both the MHUS or MHUR, before resending any Transfers outstanding
when the error was detected or sending new Transfers.

SNXHVT It is valid for the Sender or Receiver to be responsible for acting on RAS events reported via the SRAS/RRAS
blocks or for another piece of software, RAS agent, to be responsible for this. If the RAS agent is present, it is the
responsibility of the RAS agent to either:

• Implement a method by which the Sender or Receiver can discover that there has been a lost of data due to a
RAS event.

• To perform an IMPLEMENTATION DEFINED sequence to handle the possible lost of data.
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B10.4 Error record requirements

IGZZKY An error record records information about an error which has been detected.

RMHYHG It is IMPLEMENTATION DEFINED whether on detection of an error an error record is generated. If no error record
is generated then the behavior for all detected errors must be as follows:

• All errors are considered global errors.
• All errors are considered to have causes lost of Transfer data.

RZGQRP If an error recorded is generated, the format of any error record is IMPLEMENTATION DEFINED but must include
the following information:

• The impact zone of the error if impact zones other than global are supported.
• Whether the MHU has taken corrective action which has lead to the lost of Transfer data.

RWJCXW Whether an error recorded is generated or not for the error must be reported back to the Sender/Receiver.
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B10.5 RAS and Security

RBNLSF The rules in this section only apply:

• To the Sender RAS block when the MHUS implements TZE or RME.
• The the Receiver RAS block when the MHUR implements TZE or RME.

B10.5.1 Error reporting

IVGNVB When TZE or RME is implemented in the MHUS or MHUR, the MHU enforces isolation between the different
Security Groups. When RASE is also implemented this is extended to the reporting of RAS related errors. There
is a strong industry requirement to allow RAS related events to be handled by the Kernel or Hypervisor running in
the Non-secure world. To avoid breaking the security boundaries RAS error records must be sanitized to avoid
leakage of information.

ITVNFH A RAS error is reported when an error is detected with a hardware resource which is related with a:

• Channel.
• Postbox or Mailbox.
• Sender or Receiver Security Control.

When the error is reported, information related to the error can be reported alongside the indication of the error in
an error record. Information reported in an error record can be consider confidential information, depending on
the Security Group of the hardware entity which generated the error and the security state of the memory access
accessing the error record.

DTQTPF In this section, confidential information is defined as being information which would not be accessible to the
software agent handling the RAS error if it attempted to access the information via the normal method. This
comprises:

• Any data values which are part of a Transfer, include any contents held within the FIFO of a FFCH.
• Any data values of any control or status registers which is part of the Postbox or Mailbox.
• Any data values of any control or status registers which is part of the Sender or Receiver Security Control.

The following is not consider confidential information:

• Address offset of the register location which generated the error.
• Identifiers the channel number or type of channel.
• Information used to ascertain the severity of an error.

RSJCMX RAS error are associated with a Security Group.

RBTGJN The Security Group which an error is associated with depends on whether the error relates to a hardware resource
associated with a:

• Channel.

As channels are part of a Postbox and Mailbox, which could be assigned to different Security Groups,
the Security Group of the error is determined as follows:

• For an error reported in an error record in the Sender RAS block, the Security Group of the Postbox
is used.

• For an error reported in an error record in the Receiver RAS block, the Security Group of the
Mailbox is used.

If the error is reported in both the Sender and Receiver RAS blocks, this is consider two separate errors
which are both treated separately and both have their own independent security.

• Register of a Postbox or Mailbox.

The Security Group the Postbox or Mailbox is associated with.
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• Register of the Sender or Receiver Security Control.

The Root Security Group, when RME is implemented, otherwise it is the Secure Security Group.

RYCLRQ There can be a time delay between when an error occurs until it is generated. In this time period the Security
Group of the hardware resource which generated or caused the error may change. The Security Group associated
with an error is taken to be the Security Group of the hardware resource which detects the error at the point it
detects the error.

SJJXZJ Software is responsible for handling the security implications, when changing the Security Group of a resource
within the MHU.

RKHFVV Confidential information, in an error record, must only be accessed by a security state which is of the same security
state or higher. Table B10.1 shows the allowed security state of a memory access to the error record to be able to
view confidential information of an error in the error record, depending on the security state associated with the
error.

Table B10.1: Confidential information access security

Error Security State Allowed security state of access to the er ror record

Non-secure Any

Secure Secure or Root

Realm Root or Realm

Root Root

UGMPGB A number of implementation options are possible to meet the requirements for reporting errors when TZE or RME
are implemented:

• RAS error records contain no confidential information. For example, only containing information about the
offset or Channel which detected the error.

• RAS error records filter the information based on the security of the error and the security of the access to the
error record.

• RAS error records which contain confidential information are only accessible by:

• Root, if RME is implemented.
• Secure, if RME is not implemented.

Note

Arm strongly recommends against making error records only accessible by a Root or Secure access.

B10.5.2 Error detection and reporting information

RLSQJF Whether error detection logic is enabled and what information is reported in an error record may be control via
IMPLEMENTATION DEFINED registers. If these registers are implemented the following rules apply:

• When RME is implemented, controls must default to accessible only to Root accesses.
• When RME is not implemented, controls must default to accessible only to Secure accesses.

It is allowed for the Root or Secure state to assign these controls to another security state if it so wishes.
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B10.5.3 Error Injection

RTTMGQ If the implementation supports generating an error, as defined by the Common Fault Injection Model Extension
in [2], on an access to a register of the MHU the error is only generated if the access passes the security checks
defined in Chapter B9 TrustZone and Realm Management Extension.

RWMBCQ An access which fails its security checks is considered an illegal access as defined in Chapter B9 TrustZone and
Realm Management Extension.
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B10.6 Interrupts

RLFCKP It is IMPLEMENTATION DEFINED whether one or more interrupts are generated when an error is detected. There
can be different interrupts based on the type or severity of error detected and any corrective action taken.

IXYLKZ These interrupts are referred to a RAS interrupts in this architecture.

RYCGXP Any RAS interrupts must be a separate interrupt to any of the interrupts defined in Chapter B11 Interrupts. It is
allowed for an IMPLEMENTATION DEFINED interrupt to combined one or more RAS interrupts with one or more
of the interrupts defined in Chapter B11 Interrupts. This rule applies whether the combined interrupt is internal or
external interrupt.
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B10.7 Recommend implementation of RAS using Arm RAS extensions

INRTXT Arm recommends that an implementation of the MHU which implements RASE, follows the rules in this section.

RRGNSY The registers in the SRAS/RRAS block follow the format described in [2] for RAS registers.

RLSCHM Unless stated here the the rules of [2] defines the behavior of the RAS logic.

IMTZRR Arm recommends that FEAT_RASSA_ACR is implemented for the registers in the SRAS/RRAS block when
either TZE or RME are implemented.

XGDPKF This allows for control of which security world can access the SRAS/RRAS blocks.

RHHQDJ When following all rules in this section the value of the RASE_SPT field is set to 0b0011. Otherwise, it must be
set to 0b0010 if RASE is implemented.

ITVVJG The ERR<n>MISC0[31:0] are used to convey information about the error. All of bits in ERR<n>MISC0 are as
defined in [2].

RCDFQG ERR<n>MISC0[31:17] and ERR<n>MISC0[15] is RES0.

RCPJZK ERR<n>MISC0[16] indicates whether the error may have caused lost of Transfer data from the channels within
the impact zone.

RBCVNN ERR<n>MISC0[14:13] is the IZ, Impact Zone, field and has the following values:

• 0b00 - Global.
• 0b01 - Channel specific.
• 0b10 - Channel Type.

RSZCKK ERR<n>MISC0[12:0] when IZ is 0b00 are RES0.

RKBXVC ERR<n>MISC0[12:0] when IZ is 0b01 are as follows:

• [12:10] - CT, Channel Type and has the following values:

• 0b000 - DBCH.
• 0b001 - FCH.
• 0b010 - FFCH.

• [9:0] - CN, Channel Number.

RJSHYC ERR<n>MISC0[12:0] when IZ is 0b10 are as follows:

• [12:10] - CT, Channel Type and has the following values:

• 0b000 - DBCH.
• 0b001 - FCH.
• 0b010 - FFCH.

• [9:0] - RES0.

RNDMNJ If the Common Fault Injection Model Extension defined in [2] is implemented, the value of the
ERR<n>MISC0[31:0] bits are set as follows:

• If ERR<n>PFGF.{NA,MV} are set to any value other than 0b00 the value of ERR<n>MISCO[31:0] reads as
0x0000\_0000, indicating the error is reported with a impact zone of global.

• If ERR<n>PFGF.{NA,MV} are set to 0b0 and 0b0 respectively the value in the ERR<n>MISC0[31:0] is set
as follows, when an access to a register in the MHU occurs:

• If the access is to a location, even a Reserved location, of an implemented Channel Window the
error is recorded as an error with an impact zone of only the channel which was accessed. For
example, an access to the PDBCW0_ST would be recorded as an error for the DBCH0.
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• If the access is to a Reserved location outside an implemented Channel Window in PDBCW_page,
PFFCW_page, PFCW_page of PDCW_page and the page is implemented, or any location in an
unimplemented Channel Window, the error is recorded as having an impact zone effecting all
channels of that type. For example, an access to MFFCW4_PAY when only a single FFCH is
implemented is recorded with an impact zone effecting all FFCHs.

• The behavior of accesses to registers in the <x>_IMPL_DEF_pages is IMPLEMENTATION DEFINED.
Arm recommends these are report as Global unless the register accessed controls features of a
specific channel or channel type.

• If the access is to any other location the error is recorded with an impact zone of global.

RMKSWQ When reporting injected errors, if the impact zone is not supported by the implementation the impact zone is
recorded as follows:

• Error should be reported with an impact zone of a specific channel is reported as being specific to a channel
type or Global.

• Error should be reported with an impact zone of a channel type is reported as being Global.
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INGCPH The MHU generates a number of events some of which are used to generate interrupts. These interrupts are then
indicated to the Interrupt Controllers of the Sender and Receiver using a wired interrupt.
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B11.1 Interrupt Types

IXBJGB The MHU supports the following interrupt types:

• Maskable interrupt
• Enable interrupt
• Shared enable interrupt
• Combined interrupt
• Combined status interrupt
• Combined enabled interrupt

IDRGWB Each type of interrupt defines the following:

• How events are used to determine whether to assert the interrupt or not.
• How software interacts with the interrupt, for example whether the interrupt has an enable and status field.

B11.1.1 Maskable interrupt

IRCXDJ A maskable interrupt is an interrupt that has a mask which is used to select which events generate (unmasked) and
do not generate (masked) an interrupt.

RJRVTB A maskable interrupt has the following registers:

• Mask status - Provides the status of the mask.
• Mask set - Allows setting of bits in the mask status register to 0b1.
• Mask clear - Allows settings of bits in the mask status register to 0b0.
• Status - Raw status.
• Status masked - Status with the mask applied.
• Set - Allows settings of bits in the status register to 0b1.
• Clear - Allows settings of bits in the status register to 0b0.

RDPDMZ A maskable interrupt is asserted when any bit of the status masked register is 0b1.

RRPKZT The mask is set and cleared by writing 0b1 to the associated field of the mask set and clear register respectively.

RGWYHJ Setting of a field in the mask takes precedence over clearing the field.

RCNQJS Field <x> in the status register is set to:

• 0b1, when a write to field <x> in the set register causes the event to be triggered.
• 0b0, when a write to field <x> in the clear register causes any previously triggered events for that event to

be cleared.

RMMLJR Setting of a field <x> in the status register takes precedence over clearing the field.

RSZZVV The status masked is generated by ANDing together the status and the inverted mask value.

RPDJDQ The interrupt is cleared by making all fields in the status masked register be 0b0, by either:

• Setting all fields in the mask status register to 0b1.
• Setting all fields in the status register to 0b0.
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RKNWDD Figure B11.1 shows the logic used to generated a maskable interrupt.

Output Event Set 

Event Clear 

Mask 

Status 

Mask Set 

Mask Clear 
Masked 
Status 

Figure B11.1: Maskable interrupt logic

Note

In Figure B11.1 the thick lines indicate buses and all logic on these buses is replicated for each bit except for
the final output OR gate.

B11.1.2 Enable interrupt

IFLQDC An enable interrupt is an interrupt that has an enable which selects whether the event(s) generate an interrupt or
not.

RJZWFR An enable interrupt has the following fields:

• Interrupt status - Indicates whether the event has occurred.
• Interrupt enable - Controls whether the event should generate an interrupt.
• Interrupt clear - Allows software to clear the status bit.

RGGJBD The interrupt status field is:

• Set to 0b1 when the event occurs and the enable bit is set to 0b1.
• Set to 0b0 when 0b1 is written to the interrupt clear field.

RZHVKX Set takes precedence over clear for the interrupt status field.

RPDRRP An enable interrupt is asserted when the status field is 0b1.

RBCZQZ Figure B11.2 shows the logic used to generated an enable interrupt.

Output Set 

Clear 

EN 

Status 

Figure B11.2: Enable interrupt logic
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B11.1.3 Shared enable interrupt

ICTHFW Shared enable interrupt are similar to enable interrupts except they:

• Have a shared interrupt enable field which is used to enable two or more shared enable interrupts.
• They have no software visible interrupt status field.
• They have no interrupt clear field.

RLMGDF A shared enable interrupt is asserted when the event occurs and the interrupt enable is set to 0b1.

RRXJSS There is no dedicated clear register.

RMHRPX The interrupt is cleared by performing an action which acknowledges the interrupt.

RRWRXR Set takes precedence over clear for a shared enable interrupt.

RDTZGB There is no software visible status register.

XTMMWJ As there is an interrupt per shared enable interrupt there is no need for a dedicated status registers as when a shared
enable interrupt output is asserted that is the indication of the source of the interrupt.

RGCHGK Figure B11.3 shows the logic used to generate a shared enable interrupt

Output Set 

Clear 

INT_EN 

Status 

Set 

Clear 

Set 

Clear 

Output Status 

Output Status 

Shared enable interrupt 1

Shared enable interrupt 0

Shared enable interrupt x

Figure B11.3: Shared enable interrupt logic

IVTYJN In Figure B11.3 more than one shared enable interrupt interrupt is shown to demonstrate that a single enable
register is used to enable all shared enable interrupts.
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B11.1.4 Combined interrupt

IMFQTF A combined interrupt is a combination of several interrupts in the MHU to reduce the number of interrupts from
the MHU.

RWQWPZ A combined interrupt has no dedicated status, enable or clear fields.

RBGHBH The interrupt is asserted when any of the interrupts combined by the interrupt are asserted.

STDDPT Software uses the underlying fields of the interrupts which are combined as follows:

• Enable field to select whether the interrupt is enabled and contributes to the combined interrupt.
• Status field to identify which interrupt caused the combined interrupt to be asserted.
• Clear field to clear the interrupt.

RXYKRT Figure B11.4 shows the logic used to generate a combined interrupt.

Figure B11.4: Combined interrupt

B11.1.5 Combined status interrupt

ISBVYK A combined status interrupt is a combination of several interrupt in the MHU to reduce the number of interrupts
from the MHU with a dedicated status field for each interrupt it combines.

RQRKKR A combined status interrupt has a dedicated status field for each interrupt it combines.

RKSHKB The status field is set to 0b1 when the interrupt it is associated with is asserted, otherwise it is set to 0b0.

RBQBNW The combined status interrupt is asserted when any of the status fields are set to 0b1.

SVLJJG Software clears a combined status interrupt by clearing all the interrupts which are combined together.

RFRBYY Figure B11.5 shows the logic used to generate a combined status interrupt.

Figure B11.5: Combined status interrupt
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B11.1.6 Combined enable interrupt

IKGVBP Combined enable interrupts are similar to combined interrupts but have a dedicated enable and a status field per
each interrupt which it combines.

RYGZSY There is an enable and status field for each interrupt which is combined together to form the combined enable
interrupt.

RHRKBT A field in the status register is set to 0b1 when both the enable field is set to 0b1 and the interrupt the field is
associated with is asserted, otherwise the field is set to 0b0.

RXTGTF A combined enable interrupt is asserted when one or more of the status fields are 0b1.

SSLQSZ Software uses the enable and status fields as follows:

• Enable

Select which interrupt it receives via the combined enable interrupt.

• Status

Identify which of the combined interrupts caused the combined enable interrupt to be asserted.

STFZMD To clear a combined enable interrupt, software must do one of the following:

• Clear all interrupts which are combined by the combined enable interrupt.
• Set the enable for that interrupt to 0b0.

RQXLSZ Figure B11.6 shows the logic used to generate a combined enable interrupt.

Figure B11.6: Combined enable interrupt
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B11.2 MHU Interrupts

IRWFMY This section covers the interrupts of the MHU.

RDXFTW All interrupts of the MHU are level-sensitive wired interrupts.

RLGXZT Interrupts of the MHU can be either:

• Internal

Internal interrupts do not have an interrupt output and are only exposed to software via another interrupt
which has an interrupt output.

• External

External interrupts must have an interrupt output for software to receive the interrupt directly. External
interrupts can also be used internally to generate other interrupts.

IHYXJD The MHU has the following interrupts:

• Channel Transfer
• Channel Transfer Acknowledge
• Fast Channel Transfer
• Fast Channel Group Transfer
• Sender FIFO Low Tidemark
• Sender FIFO High Tidemark
• Receiver FIFO Low Tidemark
• Receiver FIFO High Tidemark
• Sender FFCH Combined
• Receiver FFCH Combined
• Postbox Combined
• Mailbox Combined

The following sections provide details on each interrupt.

IPTFZB Chapter D1 Postbox and Mailbox Interrupt Logic shows the structure of both the Postbox and Mailbox interrupt
generation logic showing all interrupts.

B11.2.1 Channel Transfer

ICZTZL The Channel Transfer interrupt indicates when there is a new Transfer in DBCH or FFCH.

RSMGPR There is a Channel Transfer interrupt per each DBCH and FFCH implemented in the MHU.

RQRCFQ It is IMPLEMENTATION DEFINED whether the Channel Transfer interrupt is implemented as an internal or external
interrupt.

RNWSSD If the Channel Transfer interrupt is implemented as an external interrupt the interrupt output is present on the
MHUR.

IMJRZC The Channel Transfer interrupt behavior is dependent on the type of channel it is associated with.

B11.2.1.1 DBCH

RCVQXG The Channel Transfer interrupt for a DBCH is a maskable interrupt and uses the Channel Transfer events of the
DBCH as the event inputs.

RXVGGL The Channel Transfer interrupt for a DBCH has the following registers:

• MDBCW<n>_MSK_ST is the mask register.
• MDBCW<n>_MSK_SET is the mask set register.
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• MDBCW<n>_MSK_CLR is the mask clear register.
• MDBCW<n>_ST is the status register.
• MDBCW<n>_ST_MSK is the status masked register.
• PDBCW<n>_SET is the set register.
• MDBCW<n>_CLR is the clear register.

B11.2.1.2 FFCH

RRHJGW The Channel Transfer interrupt for an FFCH is an enable interrupt and uses the Channel Transfer event of the
FFCH as the event input.

RZMFHH The Channel Transfer interrupt for a FFCH uses the following fields:

• MFFCW<n>_INT_ST.TFR - interrupt status.
• MFFCW<n>_INT_EN.TFR - interrupt enable.
• MFFCW<n>_INT_CLR.TFR - interrupt clear.

B11.2.2 Channel Transfer Acknowledge

ITZMQG The Channel Transfer Acknowledge interrupt indicates to the Sender when a Transfer in a DBCH or FFCH has
been acknowledge by the Receiver.

RQXNVJ There is a Channel Transfer Acknowledge interrupt per each DBCH and FFCH implemented in the MHU.

ICGJHF FC do not have a Channel Transfer Acknowledge as it is considered a lossy channel and a Transfer does not require
the Receiver indicates acknowledgement back to the Sender.

RGQYPS It is IMPLEMENTATION DEFINED whether the Channel Transfer Acknowledge interrupt is implemented as an
internal or external interrupt.

RCBKXM If the Channel Transfer Acknowledge interrupt is implemented as an external interrupt the interrupt output is
present on the MHUS.

RCVGTW The Channel Transfer Acknowledge interrupt is an enable interrupt and uses the Channel Transfer Acknowledge
event of the DBCH or FFCH.

RZCTCL The Channel Transfer Acknowledge interrupt for the DBCH uses the following fields:

• PDBCW<n>_INT_ST.TFR_ACK - interrupt status.
• PDBCW<n>_INT_EN.TFR_ACK - interrupt enable.
• PDBCW<n>_INT_CLR.TFR_ACK - interrupt clear.

RGDHGF The Channel Transfer Acknowledge interrupt for the FFCH uses the following fields:

• PFFCW<n>_INT_ST.TFR_ACK - interrupt status.
• PFFCW<n>_INT_EN.TFR_ACK - interrupt enable.
• PFFCW<n>_INT_CLR.TFR_ACK - interrupt clear.

B11.2.3 Fast Channel Transfer

ITQPWT The Fast Channel Transfer interrupt indicates when there is a new Transfer in a FC.

RHZDJR There is a Fast Channel Transfer interrupt per each FC implemented in the MHU.

RHLKGD If Fast Channel Group Transfer interrupts are implemented, it is IMPLEMENTATION DEFINED whether the Fast
Channel Transfer interrupt is implemented as an internal or external interrupt.

RQFVST If Fast Channel Group Transfer interrupts are not implemented, the Fast Channel Transfer interrupt must be
implemented as an external interrupt.
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RKKRKV If the Fast Channel Transfer interrupt is implemented as an external interrupt the interrupt output is present on the
MHUR.

RJWBYZ The Fast Channel Transfer interrupt is a shared enable interrupt and uses the Channel Transfer event of the FC as
the event input.

RVZYFJ The MBX_FCH_CTRL.INT_EN is the interrupt enable field.

RXNVBJ The interrupt is cleared when the Receiver acknowledges the Transfer by reading the MFCW<n>_PAY register.

B11.2.4 Fast Channel Group Transfer

INSRJY Fast Channel Group Transfer interrupt indicates when one or more of the FCHs in a FCG, have asserted the Fast
Channel Transfer interrupt.

RQKDVG It is IMPLEMENTATION DEFINED whether Fast Channel Group Transfer interrupts are implemented and whether it
is implemented as an internal or external interrupt.

RCJWKW If the Fast Channel Group Transfer interrupts are implemented as an external interrupt the interrupt output is
present on the MHUR.

SSSGYY Software can discover whether the Fast Channel Group Transfer interrupts are implemented using the
MBX_FCH_CFG0.FCGI_SPT field.

RJFNNV When Fast Channel Group Transfer interrupts are implemented the following all applies:

• MBX_FCH_CFG0.FCGI_SPT is set to 0b1.
• MBX_FCH_GRP<n>_INT_ST registers are implemented.

RMSFBJ When Fast Channel Group Transfer is implemented there is one Fast Channel Group Transfer interrupt per each
FCG implemented in the MHU.

RQCTMJ The Fast Channel Group Transfer interrupt is a combined status interrupt and combines the Fast Channel Transfer
interrupts of each Fast Channel in the FCG.

RDGLDS MBX_FCH_GRP<n>_INT_ST.FCH_INT_ST<m> is the status field for each Fast Channel Transfer interrupt
combined by the Fast Channel Group Transfer interrupt, where:

• <n> is the FCG number.
• <m> is the FCH number within the FCG.

Both <n> and <m> are numbered starting from 0 in ascending order.

B11.2.5 Sender FIFO Low Tidemark

IXFLTT The Sender FIFO Low Tidemark interrupt indicates when the number of bytes used in the FIFO becomes less than
or equal the low tidemark value set by the Sender.

RXVNSY There is a Sender FIFO Low Tidemark interrupt per each FFCH implemented in the MHU.

RYFRNZ It is IMPLEMENTATION DEFINED whether the Sender FIFO Low Tidemark interrupt is implemented as an internal
or external interrupt.

RQXJRQ If the Sender FIFO Low Tidemark interrupt is implemented as an external interrupt the interrupt output is present
on the MHUS.

RMZJRM The Sender FIFO Low Tidemark interrupt is an enable interrupt and uses the Sender FIFO Low Tidemark event of
the FFCH as the event input.
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RNMPJL The Sender FIFO Low Tidemark interrupt for the FFCH uses the following fields:

• PFFCW<n>_INT_ST.FLT - interrupt status.
• PFFCW<n>_INT_EN.FLT - interrupt enable.
• PFFCW<n>_INT_CLR.FLT - interrupt clear.

B11.2.6 Sender FIFO High Tidemark

IKPKXQ The Sender FIFO High Tidemark interrupt indicates when the number of valid bytes in the FIFO becomes greater
than the high tidemark value set by the Sender.

RHZTJG There is a Sender FIFO High Tidemark interrupt per each FFCH implemented in the MHU.

RVSSGL It is IMPLEMENTATION DEFINED whether the Sender FIFO High Tidemark interrupt is implemented as an internal
or external interrupt.

RPJPLZ If the Sender FIFO High Tidemark interrupt is implemented as an external interrupt the interrupt output is present
on the MHUS.

RLXCPZ The Sender FIFO High Tidemark interrupt is an enable interrupt and uses the Sender FIFO High Tidemark event
of the FFCH as the event input.

RKHTRL The Sender FIFO High Tidemark interrupt for the FFCH uses the following fields:

• PFFCW<n>_INT_ST.FHT - interrupt status.
• PFFCW<n>_INT_EN.FHT - interrupt enable.
• PFFCW<n>_INT_CLR.FHT - interrupt clear.

B11.2.7 Sender FIFO Flush

IBNRBC The Sender FIFO flush interrupt indicates when a FIFO flush, requested by the Receiver, has completed.

RJDQBC There is a Sender FIFO flush interrupt per each FFCH implemented in the MHU.

RGVYRG It is IMPLEMENTATION DEFINED whether the Sender FIFO flush interrupt is implemented as an internal or external
interrupt.

RMWHXF If the Sender FIFO flush interrupt is implemented as an external interrupt the interrupt output is present on the
MHUS.

RLRYBR The Sender FIFO flush interrupt is an enable interrupt and uses the Sender FIFO flush event of the FFCH as the
event input.

RZBPCD The Sender FIFO flush interrupt for the FFCH uses the following fields:

• PFFCW<n>_INT_ST.FF - interrupt status.
• PFFCW<n>_INT_EN.FF - interrupt enable.
• PFFCW<n>_INT_CLR.FF - interrupt clear.

B11.2.8 Receiver FIFO Low Tidemark

IVHPGY The Receiver FIFO Low Tidemark interrupt indicates when the number of bytes used in the FIFO becomes less
than or equal the low tidemark value set by the Receiver.

RXHLSF There is a Receiver FIFO Low Tidemark interrupt per each FFCH implemented in the MHU.

RLVKLR It is IMPLEMENTATION DEFINED whether the Receiver FIFO Low Tidemark interrupt is implemented as an internal
or external interrupt.
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RCVTHH If the Receiver FIFO Low Tidemark interrupt is implemented as an external interrupt the interrupt output is present
on the MHUR.

RFLGDH The Receiver FIFO Low Tidemark interrupt is an enable interrupt and uses the Receiver FIFO Low Tidemark event
of the FFCH as the event input.

RYLZSV The Receiver FIFO Low Tidemark interrupt for the FFCH uses the following fields:

• MFFCW<n>_INT_ST.FLT - interrupt status.
• MFFCW<n>_INT_EN.FLT - interrupt enable.
• MFFCW<n>_INT_CLR.FLT - interrupt clear.

B11.2.9 Receiver FIFO High Tidemark

IFDZLT The Receiver FIFO High Tidemark interrupt indicates when the number of valid bytes in the FIFO becomes greater
than the high tidemark value set by the Receiver.

RDVMSQ There is a Receiver FIFO High Tidemark interrupt per each FFCH implemented in the MHU.

RGKRGN It is IMPLEMENTATION DEFINED whether the Receiver FIFO High Tidemark interrupt is implemented as an
internal or external interrupt.

RFHQRP If the Receiver FIFO High Tidemark interrupt is implemented as an external interrupt the interrupt output is present
on the MHUR.

RMZNZT The Receiver FIFO High Tidemark interrupt is an enable interrupt and uses the Receiver FIFO High Tidemark
event of the FFCH as the event input.

RJNPBK The Receiver FIFO High Tidemark interrupt for the FFCH uses the following fields:

• MFFCW<n>_INT_ST.FHT - interrupt status.
• MFFCW<n>_INT_EN.FHT - interrupt enable.
• MFFCW<n>_INT_CLR.FHT - interrupt clear.

B11.2.10 Receiver FIFO Flush

IVNDJD The Receiver FIFO flush interrupt indicates when a FIFO flush, requested by the Sender, has completed.

RXYRSG There is a Receiver FIFO flush interrupt per each FFCH implemented in the MHU.

RRLZTH It is IMPLEMENTATION DEFINED whether the Receiver FIFO flush interrupt is implemented as an internal or
external interrupt.

RLCWBG If the Receiver FIFO flush interrupt is implemented as an external interrupt the interrupt output is present on the
MHUR.

RHHLJG The Receiver FIFO flush interrupt is an enable interrupt and uses the Receiver FIFO flush event of the FFCH as the
event input.

RHDHBS The Receiver FIFO flush interrupt for the FFCH uses the following fields:

• MFFCW<n>_INT_ST.FF - interrupt status.
• MFFCW<n>_INT_EN.FF - interrupt enable.
• MFFCW<n>_INT_CLR.FF - interrupt clear.

B11.2.11 Sender FFCH Combined

IJFTBW The Sender FFCH Combined interrupt is provided to reduce the number of interrupt wires required for the Sender
to receive all possible events from a FFCH.
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RNXBTC There is a Sender FFCH Combined interrupt per each FFCH implemented in the MHU.

RYCCTJ It is IMPLEMENTATION DEFINED whether the Sender FFCH Combined interrupt is implemented as an internal or
external interrupt.

RDBXHB If the Sender FFCH Combined interrupt is implemented as an external interrupt the interrupt output is present on
the MHUS.

RFWHYF The Sender FFCH Combined interrupt is a combined interrupt and combines the following interrupts of the FFCH:

• Channel Transfer Acknowledge interrupt
• Sender FIFO Low Tidemark interrupt
• Sender FIFO High Tidemark interrupt
• Sender FIFO Flush interrupt

B11.2.12 Receiver FFCH Combined

IMCSGZ The Receiver FFCH Combined interrupt is provided to reduce the number of interrupt wires required for the
Receiver to receive all possible events from a FFCH.

RXBCKQ There is a Receiver FFCH Combined interrupt per each FFCH implemented in the MHU.

RTDWYH It is IMPLEMENTATION DEFINED whether the Receiver FFCH Combined interrupt is implemented as an internal
or external interrupt.

RBSGYD If the Receiver FFCH Combined interrupt is implemented as an external interrupt the interrupt output is present on
the MHUS.

RHWCFF The Receiver FFCH Combined interrupt is a combined interrupt and combines the following interrupts of the
FFCH:

• Channel Transfer
• Receiver FIFO Low Tidemark interrupt
• Receiver FIFO High Tidemark interrupt
• Receiver FIFO Flush interrupt

B11.2.13 Postbox Combined

IBDFSR The Postbox Combined interrupt is provided to reduce the number of interrupt wires required to receive all events
from a Postbox.

RKQQJR There is one Postbox Combined interrupt per Postbox implemented in the MHU.

RQMSWR The Postbox Combined interrupt is an external interrupt and has the output on the MHUS.

RTFRCY The Postbox Combined interrupt is a combined enabled interrupt.

RMDSFB The Postbox Combined interrupt combines the following interrupts:

• Channel Transfer Acknowledge interrupt of each DBCH implemented in the MHU.
• Sender FFCH Combined interrupt for each FFCH implemented in the MHU.

RBWFWH The Postbox Combined interrupt has the following register fields which are the interrupt enables:

• PDBCW<n>_CTRL.PBX_COMB_EN
• PFFCW<n>_CTRL.PBX_COMB_EN

RDJMZN The Postbox Combined interrupt has the following register fields which are the interrupt status:

• PBX_DBCH_INT_ST<n>.DBCH_INT_ST<m>
• PBX_FFCH_INT_ST<n>.FFCH_INT_ST<m>
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RPVJLY PBX_DBCH_INT_ST<n>.DBCH_INT_ST<m> shows whether the Channel Transfer Acknowledge interrupt for
that DBCH is asserted, where:

• <n> = floor(DBCH_num/32)
• <m> = DBCH_num - 32*n

RCVQBN PBX_FFCH_INT_ST<n>.FFCH_INT_ST<m> shows whether the Sender FFCH Combined interrupt for that
FFCH is asserted, where:

• <n> = floor(FFCH_num/32)
• <m> = FFCH_num - 32*n

B11.2.14 Mailbox Combined

INGCJF The Mailbox Combined interrupt is provided to reduce the number of interrupt wires required to receive all events
from a Mailbox.

RBYGHD There is one Mailbox Combined interrupt per Mailbox implemented in the MHU.

RFTZCX The Mailbox Combined interrupt is an external interrupt and has the output on the MHUR.

RPXZQK The Mailbox Combined interrupt is a combined enabled interrupt.

RJRWCQ The Mailbox Combined interrupt combines the following interrupts:

• Channel Transfer interrupt for each DBCH implemented in the MHU.
• Receiver FFCH Combined interrupt for each FFCH implemented in the MHU.
• Fast Channel Group Transfer interrupts, if they are implemented, for each Fast Channel Group implemented

in the MHU.

RSPGDV The Mailbox Combined interrupt has the following register fields which are the interrupt enables:

• MDBCW<n>_CTRL.MBX_COMB_EN.
• MFFCW<n>_CTRL.MBX_COMB_EN.
• MBX_FCH_INT_EN.MBX_COMB_EN<m>, if Fast Channel Group Transfer interrupts are implemented.

RJKNVD The Mailbox Combined interrupt has the following register fields which are the interrupt status:

• MBX_DBCH_INT_ST<n>.DBCH_INT_ST<m>.
• MBX_FFCH_INT_ST<n>.FFCH_INT_ST<m>.
• MBX_FCG_INT_ST.FCH_GRP<m>, if Fast Channel Group Transfer interrupts are implemented.

RDQPLS MBX_DBCH_INT_ST<n>.DBCH_INT_ST<m> shows whether the Receiver Channel Transfer interrupt for that
DBCH is asserted, where:

• <n> = floor(DBCH_num/32)
• <m> = DBCH_num - 32*n

RXMQDD MBX_FFCH_INT_ST<n>.FFCH_INT_ST<m> shows whether the Receiver FFCH Combined interrupt for that
FFCH is asserted, where:

• <n> = floor(FFCH_num/32)
• <m> = FFCH_num - 32*n

RPTPFH MBX_FCG_INT_ST.FCH_GRP<m> shows whether the Fast Channel Group Transfer interrupt for that FCG is
asserted, where <m> is the FCG number.
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Chapter C1
Programmers Model Overview

C1.1 Register Access

IRBDNK This section covers the requirements for accesses to registers of the MHU.

C1.1.1 Generic Rules

RVMLNR An implementation of the MHU support aligned accesses to all registers.

SHNDQC To ensure the order of and visibility accesses to the MHU, software must only use one of the following memory
types to access the registers of the MHU:

• Device non-gathering, non-reordering, non-early write-response (DEV-nGnRnE).
• Device non-gathering, non-reordering, early write-response (DEV-nGnRnE).

For a definition of memory access types refer to [2].

RKCWRN An implementation of the MHU is required to support 32-bit access to all registers except for the following:

• PFFCW<n>_PAY
• PFCW<n>_PAY
• MFFCW<n>_PAY
• MFFCW<n>_FLG
• MFCW<n>_PAY

RFBFXY It is IMPLEMENTATION DEFINED whether accesses of other sizes are supported by an implementation to any
registers except the following:
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• PFFCW<n>_PAY
• PFCW<n>_PAY
• MFFCW<n>_PAY
• MFFCW<n>_FLG
• MFCW<n>_PAY

RSSGQS An access is considered an unsupported access if any of the following apply:

• The access is of a size not supported by the MHU implementation, for the register being accessed.
• The access is not aligned to the size of the access and the MHU implementation does not support unaligned

accesses.

For more information on unsupported accesses refer to C1.1.4 Unsupported Accesses.

RTBWRZ It is not required for the MHUS and MHUR to have support for the same access sizes and alignment.

C1.1.2 FCH Payload Accesses

ISMVKS This section covers the rules specific for accesses to the PFCW<n>_PAY and MFCW<n>_PAY registers.

RZTSGC When FCE is implemented with a Fast Channel word-size of 32-bits, the MHU must support 32-bit accesses to the
PFCW<n>_PAY and MFCW<n>_PAY registers.

RHXVTN When FCE is implemented with a Fast Channel word-size of 64-bits, the MHU must support 64-bit accesses to the
PFCW<n>_PAY and MFCW<n>_PAY registers.

RVHMXF It is IMPLEMENTATION DEFINED whether other size accesses are supported to the PFCW<n>_PAY and
MFCW<n>_PAY register.

RMKVMT An access of an unsupported size to the PFCW<n>_PAY and MFCW<n>_PAY registers is considered an illegal
access. For more information on illegal accesses refer to C1.1.5 Illegal Accesses.

SPSJCJ Arm recommends that software access the PFCW<n>_PAY and MFCW<n>_PAY registers at the Fast Channel
word-size so as to atomically update all bytes of the FCH.

C1.1.3 FFCH Payload and Flag Accesses

IZBZLM This section covers the rules specific for accesses to the PFFCW<n>_PAY, MFFCW<n>_PAY and
MFFCW<n>_FLG registers.

RCDCVS When FE is implemented the MHU can support the following access sizes to the PFFCW<n>_PAY,
MFFCW<n>_PAY and MFFCW<n>_FLG registers:

• 8-bit
• 16-bit
• 32-bit
• 64-bit

RPMJHB An implementation of the MHU which implements FE must support either 32-bit or 64-bit accesses to the
PFFCW<n>_PAY, MFFCW<n>_PAY and MFFCW<n>_FLG registers. Support for other sizes is IMPLEMENTA-
TION DEFINED.

RXVQKL It is allowed for an implementation to support different accesses sizes between the PFFCW<n>_PAY and
MFFCW<n>_PAY registers and the PFFCW<n>_PAY and the MFFCW<n>_FLG registers.

RYCHPT The supported accesses sizes to the MFFCW<n>_PAY and MFFCW<n>_FLG registers must be the same.

RPYSBT It is IMPLEMENTATION DEFINED whether an access of an unsupported size to the PFFCW<n>_PAY register is:

• Considered an unsupported access.
• Truncated to a smaller supported size.
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• Zero extended to a larger supported size.

When the access is truncated or zero extended to a supported size the MHU uses the new size as the requested size
when calculating if it has space to push data onto the FIFO. This includes any update to the PFFCW<n>_ST.PPE
field.

RGPXQC It is IMPLEMENTATION DEFINED whether an access of an unsupported size to the MFFCW<n>_PAY or
MFFCW<n>_FLG register is:

• Considered an unsupported access.
• Truncated to a smaller supported size.
• Zero extended to a large supported size.

When the access is truncated or zero extended to a supported size, the MHU uses the new size when for one or
more of the following operations:

• Calculating the number of bytes to read from the FIFO.
• Calculating the number of bytes to pop from the FIFO.

For more information on illegal accesses refer to C1.1.5 Illegal Accesses.

STJXXR Arm recommends that both the Sender and Receiver only uses accesses with a supported size to access the
PFFCW<n>_PAY, MFFCW<n>_PAY and MFFCW<n>_FLG registers, otherwise it can lead to corruption of or
lost of Transfer data.

RMCSPF When 8-bit accesses are supported to the PFFCW<n>_PAY register the PBX_FFCH_CFG0.P8BA_SPT field is set
to 0b1 otherwise it is set to 0b0.

RZLCQF When 16-bit accesses are supported to the PFFCW<n>_PAY register the PBX_FFCH_CFG0.P16BA_SPT field is
set to 0b1 otherwise it is set to 0b0.

RMQYCM When 32-bit accesses are supported to the PFFCW<n>_PAY register the PBX_FFCH_CFG0.P32BA_SPT field is
set to 0b1 otherwise it is set to 0b0.

RWTXTG When 64-bit accesses are supported to the PFFCW<n>_PAY register the PBX_FFCH_CFG0.P64BA_SPT field is
set to 0b1 otherwise it is set to 0b0.

RJJCJC When 8-bit accesses are supported to the MFFCW<n>_PAY and MFFCW<n>_FLG registers the
MBX_FFCH_CFG0.M8BA_SPT field is set to 0b1 otherwise it is set to 0b0.

RDZGTF When 16-bit accesses are supported to the MFFCW<n>_PAY and MFFCW<n>_FLG registers the
MBX_FFCH_CFG0.M16BA_SPT field is set to 0b1 otherwise it is set to 0b0.

RHCKZC When 32-bit accesses are supported to the MFFCW<n>_PAY and MFFCW<n>_FLG registers the
MBX_FFCH_CFG0.M32BA_SPT field is set to 0b1 otherwise it is set to 0b0.

RYLNVH When 64-bit accesses are supported to the MFFCW<n>_PAY and MFFCW<n>_FLG registers the
MBX_FFCH_CFG0.M64BA_SPT field is set to 0b1 otherwise it is set to 0b0.

SSWNSD Sender or Receiver can use the values of the PBX_FFCH_CFG0.P{8/16/32/64}BA_SPT and
MBX_FFCH_CFG0.M{8/16/32/64}BA_SPT fields to determine the supported accesses sizes to the
PFFCW<n>_PAY, MFFCW<n>_PAY and MFFCW<n>_FLG registers.

IZJGMB When TZE or RME are implemented, there are equivalent fields in the SSC_FFCH_CFG0 and RSC_FFCH_CFG0
registers. These values are intended to be used by the software agent which owns the SSC and RSC block.

C1.1.4 Unsupported Accesses

IPPCMR Access to the MHUS or MHUR can be considered to be an unsupported access, due to having one or more of the
following:

• A size which is not supported by the register being accessed.
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• An alignment which is not aligned to the size of the access, if the implementation of the MHU does not
support unaligned accesses.

RRKZZH It is CONSTRAINED UNPREDICTABLE whether an implementation of the MHU treats an unsupported access as
one of the following:

• RAZ/WI, and has no effect on any internal state of the MHU.
• Modifies the access to have an alignment and size, which is supported by the implementation of the MHU.

C1.1.5 Illegal Accesses

IFYSWJ Accesses to the MHUS or MHU can be considered to be an illegal access, due to the access having the incorrect
security to access the register. Refer to Chapter B9 TrustZone and Realm Management Extension for more
information on the security requirements for accesses.

RRYGLR An illegal access is treated as RAZ/WI and has no effect on any internal state of the MHU. For example, a write
access to the PFFCW<n>_PAY register which is consider illegal does not:

• Push any data onto the FIFO.
• Change the value of the PFFCW<n>_ST.PPE field.
• Generate any events.
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C1.2 Register Access Response

RRFJVN All read accesses must provide their response from the location storing the data.

RYHYZB A read (R1) to the MFFCW<n>_PAY register when the MFFCW<n>_CTRL.RA_EN field is set to 0b1, cause
data to be popped from the FIFO and one or more of the following to occur:

• The PFFCW<n>_ST.FFS, PFFCW<n>_PAY.FFS, MFFCW<n>_ST.FFL and MFFCW<n>_FLG.FFL fields
are updated.

• The PFFCW<n>_ACK_CNT.ACK_CNT field is incremented by the number of bytes popped from the FIFO
which had the both the EOT and ACK flags set.

• The Transfer Acknowledge event is generated, if the conditions are correct.
• A Sender Low Tidemark event is generated, if the conditions are correct.
• A Receiver Low Tidemark event is generated, if the conditions are correct.

It is not required for the updates to the PFFCW<n>_ST.FFS, PFFCW<n>_PAY.FLS, MFFCW<n>_ST.FFL,
MFFCW<n>_FLG.FFL and PFFCW<n>_ACK_CNT.ACK_CNT fields to be made before the data is returned in
response to the read(R1). However the following is required:

• The Transfer Acknowledge and Sender Low Tidemark events are generated only if a read (R2) of the
PFFCW<n>_ACK_CNT, PFFCW<n>_ST.FFS or PFFCW<n>_PAY.FFS fields would observe the updated
value due to the first read (R1).

• The Receiver Low Tidemark event is generated only if a read (R2) of MFFCW<n>_ST.FFL or
MFFCW<n>_FLG.FFL fields would observe the updated value due to the first read (R1).

RMMXTN A read (R1) to the MFCW<n>_PAY register causes the Channel Transfer interrupt for the FCH to be updated.

RJKGJW A read (R1) to the PFFCW<n>_ACK_CNT register caused the value of the register to be updated as defined in
RMDTHX.

RTZYBZ The MHUS or MHUR must only provide a write response to a write after all effect, including side effects, except
for writes to the following registers:

• PDBCW<n>_SET
• PFFCW<n>_PAY
• PFCW<n>_PAY
• MDBCW<n>_CLR
• MFFCW<n>_FIFO_POP
• MFCW<n>_PAY

RJFXRY It is IMPLEMENTATION DEFINED whether write accesses to the following registers provide an early write response:

• PDBCW<n>_SET
• PFFCW<n>_PAY
• PFCW<n>_PAY
• MDBCW<n>_CLR
• MFFCW<n>_FIFO_POP
• MFCW<n>_PAY

IZYHSQ An early write response is defined as when a response to a write is generated before all effects of the write, for
example setting values in another register, have occurred.

RTHJMQ When an implementation of the MHU does not implement early write response, for a write W1, to the
PDBCW<n>_SET register the following must all be completed before the write response is generated:

• PDBCW<n>_ST register is updated to reflect its new value.
• MDBCW<n>_ST and MDBCW<n>_ST_MSK register is updated to reflect its new value.
• Channel Transfer event is generated only when a read by the Receiver would observe the updated value of

the MDBCW<n>_ST and MDBCW<n>_ST_MSK.
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RPYKHD When an implementation of the MHU implements early write response, for a write W1, to the PDBCW<n>_SET
register the following must be true:

• Any subsequent read by the Sender of the PDBCW<n>_ST register must observe the updates caused by W1.
• Any subsequent write by the Sender to the PDBCW<n>_SET register must occur after W1.
• A Channel Transfer event is generated only when a read by the Receiver of the MDBCW<n>_ST or

MDBCW<n>_ST_MSK register would observe the updates caused by W1.

RPWFZF When an implementation of the MHU does not implement early write response, for a write W1, to the
PFFCW<n>_PAY register the following must all be completed before the write response is generated:

• The values of the PFFCW<n>_PAY or PFFCW<n>_ST register is updated to reflect the changes to the PPE
and FFS fields caused by W1.

• The values of the PFFCW<n>_FLG register is updated, if the PFFCW<n>_CTRL.TDM field is set to 0b01

or 0b10.
• FIFO High Tide event is generated, if required.
• Channel Transfer event is generated only when a read by the Receiver of the MFFCW<n>_PAY register, will

be able to observe the value of the bytes pushed onto the FIFO by W1.

RXLYSQ When an implementation of the MHU implements early write response, for a write W1, to the PFFCW<n>_PAY
register the following all must be true:

• Any subsequent read by the Sender of the PFFCW<n>_PAY or PFFCW<n>_ST register must observe the
changes to the PPE and FFS fields caused by W1.

• Any subsequent write by the Sender of the PFFCW<n>_PAY register must occur after W1.
• When the write data is pushed onto the FIFO the value of the SOT, EOT and ACK flags is the value of the

fields in the PFFCW<n>_FLG register when the write response was generated.
• If PFFCW<n>_CTRL.TDM is set to 0b01 or 0b10 the value of the SOT and EOT fields in the

PFFCW<n>_FLG register are updated when the write response is generated.
• A Channel Transfer event is only generated when a read by the Receiver of the MFFCW<n>_PAY register,

will be able to observe the value of the bytes pushed onto the FIFO by W1.
• Any FIFO High Tide event is generated to the Sender when the write response is given.

RTVNND When an implementation of the MHU does not implement early write response, for a write W1, to the
PFCW<n>_PAY register the following must all be completed before the write response is generated:

• PFCW<n>_PAY register is updated to reflect the value set by W1.
• MFCW<n>_PAY register is updated to reflect the value set by W1.
• A Channel Transfer event is generated only when a read by the Receiver of the MFCW<n>_PAY register

would observe the updates caused by W1.

RWZQFJ When an implementation of the MHU implements early write response, for a write W1, to the PFCW<n>_PAY
register the following must be true:

• Any subsequent read by the Sender of the PFCW<n>_PAY register must observe the updates caused by W1.
• Any subsequent write by the Sender of the PFCW<n>_PAY register must occur after W1.
• A Channel Transfer event is only generated when a read by the Receiver of the MFCW<n>_PAY register

would observe the updates caused by W1.

RVGNNJ When an implementation of the MHU does not implement early write response, for a write W1, to the
MDBCW<n>_CLR register the following must all be completed before the write response is generated:

• MDBCW<n>_ST and MDBCW<n>_ST_MSK registers are updated to reflect the updated value caused by
W1.

• PDBCW<n>_ST register are updated to reflect the updated value caused by W1.
• Channel Transfer Acknowledge event is only generated when a read by the Sender of the PDBCW<n>_ST

register would observe the updates caused by W1.

RXGGMJ When an implementation of the MHU implements early write response, for a write W1, to the MDBCW<n>_CLR
register the following must be true:
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• Any subsequent read by the Receiver of the MDBCW<n>_ST or MDBCW<n>_ST_MSK registers must
observe the updates caused by W1.

• Any subsequent write by the Receiver to the MDBCW<n>_CLR register must occur after W1.
• Any Channel Transfer Acknowledge event is only generated when a read by the Sender of the PDBCW<n>_ST

register would observe the updates caused by W1.

IZRXJG A write to the MDBCW<n>_CLR register can causes the de-assertion of the Channel Transfer interrupt for a
DBCH, if the write results in all fields in the MDBCW<n>_ST_MSK registers being 0b0. Arm recommends that
the Channel Transfer interrupt is de-asserted either at or before the point where a read of MDBCW<n>_ST_MSK
register would return all fields as 0b0.

RCKBFN When an implementation of the MHU does not implement early write response, for a write W1, to the
MFFCW<n>_FIFO_POP register, and the MFFCW<n>_CTRL.RA_EN is 0b0, the following must all be
completed before the write response is generated:

• The number of bytes requested by W1 are popped from the FIFO.
• MFFCW<n>_ST.FFL and MFFCW<n>_FLG.FFL fields are updated to reflect the number of bytes popped

from the FIFO caused by W1.
• PFFCW<n>_ACK_CNT.ACK_CNT, PFFCW<n>_ACK_CNT.ACK_CNT_OVRFLW are updated, as

required by the popping of bytes requested by W1.
• PFFCW<n>_ST.FFS and PFFCW<n>_PAY.FFS fields are updated to reflect the number of bytes popped

from the FIFO caused by W1.
• A Channel Transfer Acknowledge or Sender FIFO Low Tide events are generated only when a read of the

PFFCW<n>_ACK_CNT.ACK_CNT, PFFCW<n>_ACK_CNT.ACK_CNT_OVRFLW, PFFCW<n>_ST.FFS
or PFFCW<n>_PAY.FFS fields would observe the updated values caused by W1.

RHPVGP When an implementation of the MHU implements early write response, for a write W1, to the MFFCW<n>_FIFO_POP
register, when MFFCW<n>_CTRL.RA_EN is 0b0, the following must be true:

• Any subsequent read (R1) by the Receiver of the MFFCW<n>_PAY register will return the number of bytes
equal to the size of the read, starting from the first byte after the bytes to be popped from the FIFO by write
W1.

For example, if W1 has a value of X and R1 has a size Y the bytes returned by the R1 is:

• FIFO byte offset start = X.
• FIFO byte offset end = X + Y - 1.

Bytes in the FIFO are numbered from 0, with 0 being the head of the FIFO

• Any subsequent read (R1) by the Receiver of the MFFCW<n>_ST.FFL or MFFCW<n>_FLG.FFL fields
returns a fill level observing the bytes popped by W1.

• Any Channel Transfer Acknowledge or Sender FIFO Low Tide events are only generated when a read
by the Sender of the PFFCW<n>_ACK_CNT.ACK_CNT, PFFCW<n>_ACK_CNT.ACK_CNT_OVRFLW,
PFFCW<n>_ST.FFS or PFFCW<n>_PAY.FFS fields would observe the bytes popped by W1.

ILPDNM When MFFCW<n>_CTRL.RA_EN is 0b1, writes to the MFFCW<n>_FIFO_POP register have no effect and can
complete instantly. This is not considered an early write response.

RZNRTW When an implementation of the MHU does not implement early write response, for a write W1, to the
MFCW<n>_PAY register the following must all be completed before providing the write response:

• MFCW<n>_PAY register must be updated to reflect the changes caused by W1.
• PFCW<n>_PAY register must be updated to reflect the changes caused by W1.

RJGBZR When an implementation of the MHU implement early write response, for a write W1, to the MFCW<n>_PAY
register the following must be true:

• Any subsequent read by the Receiver of the MFCW<n>_PAY register must observe the updates caused by
W1.

• Any subsequent write by the Receiver of the MFCW<n>_PAY register must occur after W1.
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C1.3 Reset Domains

IBBPSM This section contains information about the reset for fields, for fields which have an architected reset value.

RWLPFV The MHU has two reset domains:

• MHUS
• MHUR

RCYRLT Fields which have a reset domain of MHUS are set to its architected reset value, if it has one, when the MHUS
enters a Non-operational state.

RRZHKY Fields which have a reset domain of MHUR are set to its architected reset value, if it has one, when the MHUR
enters a Non-operational state.

RBBJJG Fields which have no reset domain either:

• Do not have an architected reset value, for example the PFCW<n>_PAY and MFCW<n>_PAY registers.
• Have a constant value, for example the PBX_FEAT_SPT0 or MBX_FEAT_SPT0 registers.
• Have a value which is calculated based on other fields which have a reset value, for example reads of the

PFFCW<n>_PAY register return values based on the status of the FIFO.
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C1.4 Storage Resources

IKPGMS The MHU architecture allows for flexibility in the type and location of storage elements used in an implementation
of the MHU. The MHU architecture also uses aliasing where two or more fields use the same storage resource to
store the value.

C1.4.1 Storage resource location

IBYDLG The location of a storage resource only applies for when the MHU implementation is distributed, as for a monolithic
implementation the MHUS and MHUR are considered a single entity.

RTPXFT A storage resource refers to any logical structure which meets the following requirements:

• Has a method for reading the value of the logical structure.
• Has a method for writing the value of the logical structure based on a write enable.
• Has a method for being set to a known value when the storage element exits a Non-operational state, if the

field it is storing the value for has a defined reset value.
• Retains the last value written to it, when it is not being written to and it has not entered a Non-operational

state.

ITSWFV Examples of logical structures which meet these requirements are:

• Flip-flops
• RAM

RLBHGN Storage location for a field which is part of the MHUS reset domain must be in the MHUS.

RCVPZP Storage location for a field which is part of the MHUR reset domain must be in the MHUR.

IDKMQB A field is considered part of a reset domain even if the reset value is UNKNOWN.

C1.4.2 Field Aliasing

IKMHJD Some fields in the MHU architecture are mapped onto the same storage location.

RLGLBK The field which share resources are:

• PDBCW<n>_ST.FLG<x> and MDBCW<n>_ST.FLG<x>.
• PFCW<n>_PAY.PAY and MFCW<n>_PAY.PAY.
• PFFCW<n>_PAY.PPE and PFFCW<n>_ST.PPE.

C1.4.3 FIFO storage resources

IZSNCM When FE is implemented there is implicit storage elements required to form the FIFO and FHB.

RKLDLF The location of the storage elements which make up the FIFO is IMPLEMENTATION DEFINED but must meet the
requirements defined in Chapter B8 FIFO Extension

RTDFGW The FHB must be implemented in the MHUR as defined in Chapter B8 FIFO Extension.
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C1.5 Register Blocks

IPTVSV The registers of the MHU and grouped in pages and blocks.

RWGHKQ A page is 4KB in size and groups register which are related together.

RFFNTS Any location in a page which is not defined to include registers is Reserved and treated as RAZ/WI.

RHFWKN A block is 64KB in size and is formed of a number of pages.

RXDLJJ Any location within a block which is not allocated a page or the page is not implemented due to the configuration
of the MHU, is Reserved and treated as RAZ/WI, with the exception of the IMPLEMENTATION DEFINED page
within a block.

IMQWYQ For more information on the IMPLEMENTATION DEFINED page refer to C1.7 IMPLEMENTATION DEFINED
registers.

IKPDSX Even though it may be possible for individual pages or smaller to be allocated to different software agents it is not
an expected use cases. The MHU has been designed so that an agent has access to all pages within a block and
isolation between agents is performed at the block level.

RZMTFX The offset of registers within pages, and pages within blocks is fixed by the architecture.

RJWYVT The offset of blocks within an implementation of the MHU is IMPLEMENTATION DEFINED.

IDKZDC Arm recommends that the order of blocks within the MHUS or MHUR for an MHUv3.0 compliant MHU is as
follows:

1. Sender/Receiver Security Control block, if TZE or RME are implemented.
2. Postbox/Mailbox block.
3. Sender/Receiver RAS block, if RASE is implemented.

Table C1.1 shows the layout of blocks within the MHUS or MHUR following these recommendations:

Table C1.1: Example order of blocks for an MHUv3.0 implementation, with support for TZE and RME
and RASE

Block Num Block

0 Sender/Receiver Security Control

1 Postbox/Mailbox

2 Sender/Receiver RAS
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C1.6 Software Discovery

IMGFLR Each MHU implementation can implement a different selection and configuration of extensions of the MHU
architecture. Software will need to identify the extensions and configurations of those extensions which the
MHU implementation implements. To support this the MHU includes registers to enable software to discover the
configuration of the MHU. These registers are referred to as the Configuration and Feature registers (CFR).

SJBNMC Software can use the CFRs or it can use an IMPLEMENTATION DEFINED method to discover the configuration of
the MHU implementation.

ICLCVW An example IMPLEMENTATION DEFINED method would be software data structures or APIs, for example Device
Tree or ACPI.

RHPBZW There is a set of CFRs for each block in the MHU located in the first page. These identification register provide the
following information:

• Type of block being accessed.
• Features supported by the MHU.
• Configuration of the block.

RTSCKF The CFR are located within the first 64 32-bits words within the block.

RRRQYJ At offset 0x0000 of a block, with the exception of the Sender and Receiver RAS blocks, is the block identifier
<x>_BLK_ID, where <x> is one of the following block prefixes: PBX, MBX, SSC, RSC.

RYTLNX The block identifier has a single 4-bit field called, BLK_ID which has one of the following values:

• 0x0 - Postbox.
• 0x1 - Mailbox.
• 0x2 - Sender Security Control.
• 0x3 - Receiver Security Control.

SJVXKP Software can use the block identifier to know the type of the block, except for the Sender and Receiver RAS block,
it is accessing.

RLYSFN The Sender and Receiver RAS blocks do not include a <x>_BLK_ID register.

SRVDLZ Software must use an IMPLEMENTATION DEFINED method to discover whether a block is the Sender or Receiver
RAS block.

XBJPNK The reason for the Sender and Receiver RAS blocks not including a <x>_BLK_ID register is that the expected
user of the RAS blocks is different to the other blocks. RAS registers have their own standard, which have their
own method of identification.

RFJMQR The CFRs include registers which provide information on the extensions which are implemented by the
implementation of the MHU. These are referred to as Feature registers and have the following format
<x>_FEAT_SPT<n>, where:

• <x> is the block prefixes: PBX, MBX, SSC, RSC.
• <n> is the register number and is in the range 0-1.

An example of a Feature registers is PBX_FEAT_SPT0 and PBX_FEAT_SPT1 which provides information on the
features implemented by the Postbox.

RXLGHZ The CFRs includes registers which provide information on the configuration of the extensions, block or MHU.
These are referred to as Configuration registers and have following format <x>_<y>_CFG<z>, where:

• <x> is the block prefixes: PBX, MBX, SSC, RSC.
• <y> is the identifier for the name of the feature the register provides configuration information on, for example

DBCH or FFCH for Doorbell Extension and FIFO Channel Extension configuration information respectively.
• <z> is the register number starting from 0.
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An example of a Configuration registers is MBX_DBCH_CFG0 and MBX_FFCH_CFG0 which provide
configuration information about the DBCHs and FFCHs implemented in the Mailbox.

RNMDWK The CFRs are read-only, when accessed from the block they apply to.

RDXXSQ The values of the CFRs are constant.
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C1.7 IMPLEMENTATION DEFINED registers

RXCBXX The MHU provides the following regions for IMPLEMENTATION DEFINED registers:

• Offset 0x0FC8 of every block for the Implementation Identification Register.
• Offsets 0x0FD0-0x0FFF of every block for IMPLEMENTATION DEFINED Identification Registers.
• Offsets 0xF000-0xFFFF of every block for an IMPLEMENTATION DEFINED page.

C1.7.1 Implementation Identification Registers

IGWYRC The MHU provides the Implementation Identification Register (IIDR) which provides the product ID, revision and
variant and implementor identifier.

IDZYND The name of the IIDR register is prefixed by the block ID. For example, PBX_IIDR is the IIDR register in the
Postbox.

RJVTWG The IIDR is a read-only register.

RKLMQZ An implementation must always set the fields of the IIDR registers to values which will identify the implementor,
part and version of the implementation of the MHU.

INDSPJ The variant and revision fields of the IIDR are considered to be major and minor revisions of the implementation
of the MHU respectively.

C1.7.2 IMPLEMENTATION DEFINED Identification Registers

RLLBMK The MHU defines a region of 12 registers for IMPLEMENTATION DEFINED identification registers located at
0xFD0-0xFFF in the first 4KB of each block.

RZPLLS The IMPLEMENTATION DEFINED identification registers are always read-only.

RZWGRB The presence, names of the registers and fields and values of the IMPLEMENTATION DEFINED identification
registers is IMPLEMENTATION DEFINED. If an offset within the IMPLEMENTATION DEFINED identification
registers region is not implemented the offsets is Reserved and treated as RES0.

ITRNJQ Arm recommends that the format of the Identification Registers follows the format defined in [3] for Component
and Peripheral Identification Registers, with the Class field set to 0xF.

C1.7.3 IMPLEMENTATION DEFINED Page

IBMKWS The IMPLEMENTATION DEFINED page provides a locations for the implementor of the MHU to include additional
registers to extend the functionality of the MHU to meet the use case of the MHU. An example of where additional
registers may be required is to add registers related to functional safety.

IPVZWR The names of the IMPLEMENTATION DEFINED pages are as follows:

• Postbox IMPLEMENTATION DEFINED page, PBX_IMPL_DEF_page, in the Postbox block.
• Mailbox IMPLEMENTATION DEFINED page, MBX_IMPL_DEF_page, in the Mailbox block.
• Sender Security Control IMPLEMENTATION DEFINED page, SSC_IMPL_DEF_page, in the Sender Security

Control block.
• Receiver Security Control IMPLEMENTATION DEFINED page, RSC_IMPL_DEF_page, in the Receiver

Security Control block.

RTKRFW Each block of the MHU has a single IMPLEMENTATION DEFINED page located at offset 0xF000 in the block
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RRXYYB The registers of the IMPLEMENTATION DEFINED page are IMPLEMENTATION DEFINED. This includes:

• Whether a register is present or not.
• The name of the register.
• The access permission of the registers, so long as they are not more permissive than the architecture defines

for the IMPLEMENTATION DEFINED register.
• The names, behavior and reset value of any fields.
• The access permissions of any fields, so long as they are not more permissive than the register.

RSDQNR When TZE or RME are implemented access to the IMPLEMENTATION DEFINED page are only allowed if the
security of the access matches the requirement of the block as follows:

• For a PBX_IMPL_DEF_page or MBX_IMPL_DEF_page the security of the access must be of a security
allowed to access the Postbox or Mailbox.

• For a SSC_IMPL_DEF_page or RSC_IMPL_DEF_page the security of the access must be:

• Secure when TZE is implemented and RME is not implemented or RME is implemented and the
sampled value of the LEGACY_TZ_EN input is 0b1.

• Root when RME is implemented and the sampled value of the LEGACY_TZ_EN input is 0b0.

RWFCBR It is allowed for registers in the IMPLEMENTATION DEFINED page to be restricted to accesses from a specific
security world, for example only accessible by secure accesses, however the access must first past the register
block security check.

RFHFPX It is not required that IMPLEMENTATION DEFINED pages of different blocks contain the same registers.

RBFHGB The architected functionality of the MHU must not be altered by the reset value of any register in IMPLEMENTATION
DEFINED page.

XLBNRD This allows generic MHU drivers to make use of the MHU implementation without having knowledge of the
IMPLEMENTATION DEFINED features.

RSWBPM The IMPLEMENTATION DEFINED page follows the same rules as any other page in the MHU and any unused
locations are considered to be Reserved and treated as RES0.
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C2.1 MHUS, MHU Sender

The MHUS characteristics are:

Purpose

Contains the blocks which are part of the MHU Sender

The offsets of the blocks, within the MHU Sender are IMPLEMENTATION DEFINED, however, Arm
recommends the following offsets:

When TZE is implemented for the MHUS

0x0_0000 - SSC

0x1_0000 - PBX

When TZE is not implemented for the MHUS

0x0_0000 - PBX

Attributes

When TZE is implemented for the MHUS

The MHUS block is of size 128KB.

When TZE is not implemented for the MHUS

The MHUS block is of size 64KB.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

IMPDEF SSC Most permissive access: RW
Register condition: When TZE is implemented for the MHUS
Accessor condition: When TZE is implemented for the MHUS

IMPDEF PBX Most permissive access: RW
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C2.1.1 PBX, Postbox

The PBX characteristics are:

Purpose

Contains the individual pages of the Postbox block.

Only accesses with the correct security can access the registers within the Postbox, otherwise the access
is treated as an illegal access

The allowed security of an access to a register of the Postbox depends on:

• Whether RME is implemented for the MHUS.

• Whether TZE is implemented for the MHUS.

• Sampled value of MHUS LEGACY_TZ_EN input.

• Value of SSC_CTRL_page.SSC_PBX_SG0.SG_PBX0 field.

The following table list the allowed security states of an access:

RME TZE Sampled LEGACY_TZ_EN SSC_PBX_SG0.SG_PBX Allowed access securities

0 0 NA NA Any

0 1 NA 0b0 Secure

0b1 Any

1 1 0 0b00 Root and Secure

0b01 Any

0b10 Root

0b11 Root and Realm

1 0bx0 Root and Secure

0bx1 Any

Configuration

Attributes

The PBX block is of size 64KB.

This block is part of the MHUS block.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

0x0000 PBX_CTRL_page Most permissive access: RW

0x1000 PDBCW_page Most permissive access: RW
Register condition: When DBE is implemented
Accessor condition: When DBE is implemented
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Offset Name Notes

0x2000 PFFCW_page Most permissive access: RW
Register condition: When FE is implemented
Accessor condition: When FE is implemented

0x3000 PFCW_page Most permissive access: RW
Register condition: When FCE is implemented
Accessor condition: When FCE is implemented

0xF000 PBX_IMPL_DEF_page Most permissive access: RW
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C2.1.1.1 PBX_CTRL_page, Postbox CTRL page

The PBX_CTRL_page characteristics are:

Purpose

Allows access to the configuration registers of the Postbox.

Configuration

Attributes

The PBX_CTRL_page block is of size 4KB.

This block is part of the MHUS.PBX block.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

0x000 PBX_BLK_ID Most permissive access: RO

0x010 PBX_FEAT_SPT0 Most permissive access: RO

0x014 PBX_FEAT_SPT1 Most permissive access: RO

0x020 PBX_DBCH_CFG0 Most permissive access: RO
Register condition: When DBE is
implemented
Accessor condition: When DBE is
implemented

0x030 PBX_FFCH_CFG0 Most permissive access: RO
Register condition: When FE is
implemented
Accessor condition: When FE is
implemented

0x040 PBX_FCH_CFG0 Most permissive access: RO
Register condition: When FCE is
implemented
Accessor condition: When FCE is
implemented

0x100 PBX_CTRL Most permissive access: RW

0x400 + (4 * n)for n in 3:0 PBX_DBCH_INT_ST<n> Most permissive access: RO
Register condition: When DBE is
implemented
Accessor condition: When DBE is
implemented

0x410 + (4 * n)for n in 1:0 PBX_FFCH_INT_ST<n> Most permissive access: RO
Register condition: When FE is
implemented
Accessor condition: When FE is
implemented

0xFC8 PBX_IIDR Most permissive access: RO
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Offset Name Notes

0xFCC PBX_AIDR Most permissive access: RO

0xFD0 + (4 * n)for n in 11:0 PBX_IMPL_DEF_ID<n> Most permissive access: RO
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C2.1.1.1.1 PBX_BLK_ID, Postbox Block Identifier

The PBX_BLK_ID characteristics are:

Purpose

Identifies the block as a Postbox.

Attributes

PBX_BLK_ID is a 32-bit register.

This register is part of the MHUS.PBX.PBX_CTRL_page block.

Field descriptions

The PBX_BLK_ID bit assignments are:

RES0

31 4

0 0 0 0

3 0

BLK_ID

Bits [31:4]

Reserved, RES0.

BLK_ID, bits [3:0]

Block Identifier

Identifies the type of block that resides in this 64KB.

Reads as 0b0000

Identifies the block as the Postbox block.

Access to this field is RO.

Accessing PBX_BLK_ID

Accesses to this register use the following encodings:

Accessible at offset 0x000 from MHUS.PBX.PBX_CTRL_page

Access on this interface is RO.
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C2.1.1.1.2 PBX_FEAT_SPT0, Postbox Feature Support 0

The PBX_FEAT_SPT0 characteristics are:

Purpose

Provides information on the features implemented in the Postbox.

Attributes

PBX_FEAT_SPT0 is a 32-bit register.

This register is part of the MHUS.PBX.PBX_CTRL_page block.

Field descriptions

The PBX_FEAT_SPT0 bit assignments are:

RES0

31 24

RASE_SPT

23 20

RME_SPT

19 16

TZE_SPT

15 12

FCE_SPT

11 8

FE_SPT

7 4

DBE_SPT

3 0

Bits [31:24]

Reserved, RES0.

RASE_SPT, bits [23:20]

Reliability, Availability and Serviceability Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

RASE_SPT Meaning

0b0000 MHU does not implement the RAS extension

0b0010 MHU implements the RAS extension but does
not follow the recommendations in B10.7
Recommend implementation of RAS using Arm
RAS extensions

0b0011 MHU implements the RAS extension and
follows the recommendations in B10.7
Recommend implementation of RAS using Arm
RAS extensions

Access to this field is RO.

RME_SPT, bits [19:16]

Realm Management Extension Support

The value of this field depends on the implementation of the MHU and an optional reset time sampled input
LEGACY_TZ_EN.

The value of this field is an IMPLEMENTATION DEFINED choice of:

RME_SPT Meaning

0b0000 MHU does not implement the Realm
Management extension
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RME_SPT Meaning

0b0001 MHU implements Realm Management extension

The value of this field only applies to the half of the MHU which the register is associated with.

It is valid for the different halves of the MHU to implement different values for this field.

For fields in the PBX_FEAT_SPT0 or SSC_FEAT_SPT0 the value applies to the MHUS only.

For fields in the MBX_FEAT_SPT0 or RSC_FEAT_SPT0 the value applies to the MHUR only.

When RME is implemented, for the half of the MHU, there can be a LEGACY_TZ_EN tie-off present on that
side of the MHU.

The value of the LEGACY_TZ_EN tie-off is sampled at reset of the side of the MHU which the tie-off is
associated with.

When the sampled value of the tie-off is 0b1 the value of this field is always 0x0, otherwise the value of this field is
dependent on whether RME is implemented for this half of the MHU.

Access to this field is RO.

TZE_SPT, bits [15:12]

TrustZone Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

TZE_SPT Meaning

0b0000 MHU does not implement the TrustZone
extension

0b0001 MHU implements TrustZone extension

The value of this field only applies to the half of the MHU which the register is associated with.

It is valid for the different halves of the MHU to implement different values for this field.

For fields in the PBX_FEAT_SPT0 or SSC_FEAT_SPT0 the value applies to the MHUS only.

For fields in the MBX_FEAT_SPT0 or RSC_FEAT_SPT0 the value applies to the MHUR only.

Access to this field is RO.

FCE_SPT, bits [11:8]

Fast Channel Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

FCE_SPT Meaning

0b0000 MHU does not implement the Fast Channel
extension

0b0001 MHU implements Fast Channel extension
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Access to this field is RO.

FE_SPT, bits [7:4]

FIFO Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

FE_SPT Meaning

0b0000 MHU does not implement the FIFO extension

0b0001 MHU implements FIFO extension

Access to this field is RO.

DBE_SPT, bits [3:0]

Doorbell Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

DBE_SPT Meaning

0b0000 MHU does not implement the Doorbell
extension

0b0001 MHU implements Doorbell extension

Access to this field is RO.

Accessing PBX_FEAT_SPT0

Accesses to this register use the following encodings:

Accessible at offset 0x010 from MHUS.PBX.PBX_CTRL_page

Access on this interface is RO.
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C2.1.1.1.3 PBX_FEAT_SPT1, Postbox Feature Support 1

The PBX_FEAT_SPT1 characteristics are:

Purpose

Provides information on the features implemented in the Postbox.

Attributes

PBX_FEAT_SPT1 is a 32-bit register.

This register is part of the MHUS.PBX.PBX_CTRL_page block.

Field descriptions

The PBX_FEAT_SPT1 bit assignments are:

RES0

31 4 3 0

AUTO_OP_SPT

Bits [31:4]

Reserved, RES0.

AUTO_OP_SPT, bits [3:0]

Auto Op Protocol Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

AUTO_OP_SPT Meaning

0b0000 Auto Op(Min) is implemented

0b0001 Auto Op(Full) is implemented

Access to this field is RO.

Accessing PBX_FEAT_SPT1

Accesses to this register use the following encodings:

Accessible at offset 0x014 from MHUS.PBX.PBX_CTRL_page

Access on this interface is RO.
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C2.1.1.1.4 PBX_DBCH_CFG0, Postbox Doorbell Channel Configuration 0

The PBX_DBCH_CFG0 characteristics are:

Purpose

Provides information on the configuration of DBE in Postbox.

Configuration

This register is present only when DBE is implemented. Otherwise, direct accesses to
PBX_DBCH_CFG0 are RAZ/WI.

Attributes

PBX_DBCH_CFG0 is a 32-bit register.

This register is part of the MHUS.PBX.PBX_CTRL_page block.

Field descriptions

The PBX_DBCH_CFG0 bit assignments are:

RES0

31 8

NUM_DBCH

7 0

Bits [31:8]

Reserved, RES0.

NUM_DBCH, bits [7:0]

Number of Doorbell Channels

Number of DBCH implemented in the Postbox.

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_DBCH Meaning

0x00..0x7F Number of DBCH is N+1, where N is the value
of this field

Access to this field is RO.

Accessing PBX_DBCH_CFG0

Accesses to this register use the following encodings:

Accessible at offset 0x020 from MHUS.PBX.PBX_CTRL_page

Access on this interface is RO.
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C2.1.1.1.5 PBX_FFCH_CFG0, Postbox FIFO Channel Configuration 0

The PBX_FFCH_CFG0 characteristics are:

Purpose

Provides information on the configuration of FE in Postbox.

Configuration

This register is present only when FE is implemented. Otherwise, direct accesses to PBX_FFCH_CFG0
are RAZ/WI.

Attributes

PBX_FFCH_CFG0 is a 32-bit register.

This register is part of the MHUS.PBX.PBX_CTRL_page block.

Field descriptions

The PBX_FFCH_CFG0 bit assignments are:

RES0

31 26

FFCH_DEPTH

25 16

RES0

15 12 11 10 9 8

NUM_FFCH

7 0

P64BA_SPT
P32BA_SPT

P8BA_SPT
P16BA_SPT

Bits [31:26]

Reserved, RES0.

FFCH_DEPTH, bits [25:16]

FIFO Channel Depth

Depth of the FIFOs of the FFCHs in the Postbox.

The value of this field is an IMPLEMENTATION DEFINED choice of:

FFCH_DEPTH Meaning

0b0000000000..0

↪→b1111111111

FIFO depth is N+1 bytes, where N is the value
of this field.

Access to this field is RO.

Bits [15:12]

Reserved, RES0.

P64BA_SPT, bit [11]

Postbox 64-bit Access Support

Whether 64-bit accesses to the PFFCW<n>_PAY register are supported.

The value of this field is an IMPLEMENTATION DEFINED choice of:

P64BA_SPT Meaning

0b0 64-bit accesses are not supported

0b1 64-bit accesses are supported
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Accesses must be aligned to an 64-bit boundary.

The value of this field has no effect on the supported access sizes to any other registers.

When 64-bit accesses are supported the PFFCW<n>_PAY register occupies offsets 0x00-0x07 of the PFFCW.

When 64-bit accesses are not supported the PFFCW<n>_PAY register occupies offsets 0x00-0x03 of the PFFCW
and offsets 0x04-0x07 of the PFFCW are RES0.

Access to this field is RO.

P32BA_SPT, bit [10]

Postbox 32-bit Access Support

Whether 32-bit accesses to the PFFCW<n>_PAY register are supported.

The value of this field is an IMPLEMENTATION DEFINED choice of:

P32BA_SPT Meaning

0b0 32-bit accesses are not supported

0b1 32-bit accesses are supported

Accesses must be aligned to an 32-bit boundary.

The value of this field has no effect on the supported access sizes to any other registers.

Access to this field is RO.

P16BA_SPT, bit [9]

Postbox 16-bit Access Support

Whether 16-bit accesses to the PFFCW<n>_PAY register are supported.

The value of this field is an IMPLEMENTATION DEFINED choice of:

P16BA_SPT Meaning

0b0 16-bit accesses are not supported

0b1 16-bit accesses are supported

Accesses must be aligned to an 16-bit boundary.

The value of this field has no effect on the supported access sizes to any other registers.

Access to this field is RO.

P8BA_SPT, bit [8]

Postbox 8-bit Access Support

Whether 8-bit accesses to the PFFCW<n>_PAY register are supported.

The value of this field is an IMPLEMENTATION DEFINED choice of:

P8BA_SPT Meaning

0b0 8-bit accesses are not supported
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P8BA_SPT Meaning

0b1 8-bit accesses are supported

Accesses must be aligned to an 8-bit boundary.

The value of this field has no effect on the supported access sizes to any other registers.

Access to this field is RO.

NUM_FFCH, bits [7:0]

Number of FIFO Channels

The number of FFCHs in the Postbox.

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_FFCH Meaning

0x00..0x3F Number of FFCHs is N+1, where N is the value
of this field

Access to this field is RO.

Accessing PBX_FFCH_CFG0

Accesses to this register use the following encodings:

Accessible at offset 0x030 from MHUS.PBX.PBX_CTRL_page

Access on this interface is RO.
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C2.1.1.1.6 PBX_FCH_CFG0, Postbox Fast Channel Configuration 0

The PBX_FCH_CFG0 characteristics are:

Purpose

Provides information on the configuration of FCE in the Postbox.

Configuration

This register is present only when FCE is implemented. Otherwise, direct accesses to PBX_FCH_CFG0
are RAZ/WI.

Attributes

PBX_FCH_CFG0 is a 32-bit register.

This register is part of the MHUS.PBX.PBX_CTRL_page block.

Field descriptions

The PBX_FCH_CFG0 bit assignments are:

RES0

31 29

FCH_WS

28 21 20 16

NUM_FCG

15 11 10

NUM_FCH

9 0

NUM_FCH_PER_FCG RES0

Bits [31:29]

Reserved, RES0.

FCH_WS, bits [28:21]

Fast Channel Word-Size

Number of bits each FCH implements.

The value of this field is an IMPLEMENTATION DEFINED choice of:

FCH_WS Meaning

0x20 Fast Channel word-size is 32-bits

0x40 Fast Channel word-size is 64-bits

Access to this field is RO.

NUM_FCH_PER_FCG, bits [20:16]

Number of Fast Channels per Fast Channel Group

Number of FCHs implemented in FCGs for Postbox.

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_FCH_PER_FCG Meaning

0b00000..0b11111 Number of FCHs per FCG is N+1, where N is
the value of this field

Access to this field is RO.
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NUM_FCG, bits [15:11]

Number of Fast Channel Groups

Number of FCGs implemented in Postbox

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_FCG Meaning

0b00000..0

↪→b11111

Number of FCGs is N+1, where N is the value of
this field

Access to this field is RO.

Bit [10]

Reserved, RES0.

NUM_FCH, bits [9:0]

Number of Fast Channels

Number of FCHs implemented in Postbox.

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_FCH Meaning Applies

0b0000000000..0

↪→b0111111111

Number of FCH is N+1, where N is the value
of this field

When FCH_WS ==
0x40

0b0000000000..0

↪→b1111111111

Number of FCH is N+1, where N is the value
of this field

When FCH_WS ==
0x20

Access to this field is RO.

Accessing PBX_FCH_CFG0

Accesses to this register use the following encodings:

Accessible at offset 0x040 from MHUS.PBX.PBX_CTRL_page

Access on this interface is RO.
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C2.1.1.1.7 PBX_CTRL, Postbox Control

The PBX_CTRL characteristics are:

Purpose

Configures the behavior of the Postbox.

Attributes

PBX_CTRL is a 32-bit register.

This register is part of the MHUS.PBX.PBX_CTRL_page block.

Field descriptions

The PBX_CTRL bit assignments are:

RES0

31 2 1 0

CH_OP_MSK OP_REQ

Bits [31:2]

Reserved, RES0.

CH_OP_MSK, bit [1]

Channel Operational Mask

Controls whether channels need to be idle to allow a controlled entry of the MHUS into a non-operational state.

CH_OP_MSK Meaning

0b0 Channels must be idle to enter a non-operational
state

0b1 Channels status is ignored when considering
entry into a non-operational state

This field has no effect on entry into a non-operation state in an uncontrolled manner for the MHUS.

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b0.

OP_REQ, bit [0]

Operational Request

Controls whether the MHUS is required to remain in an operational state.

OP_REQ Meaning

0b0 Postbox is not requested to remain in the
operational state

0b1 Postbox is requested to remain in the operational
state

The reset behavior of this field is:
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• On a MHUS reset, this field resets to 0b0.

Accessing PBX_CTRL

Accesses to this register use the following encodings:

Accessible at offset 0x100 from MHUS.PBX.PBX_CTRL_page

Access on this interface is RW.
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C2.1.1.1.8 PBX_DBCH_INT_ST<n>, Postbox Doorbell Channel Interrupt Status n, n = 0 - 3

The PBX_DBCH_INT_ST<n> characteristics are:

Purpose

Indicates whether there is an interrupt outstanding for a DBCH

PBX_DBCH_INT_ST0 has status fields for DBCHs 0 to 31

PBX_DBCH_INT_ST1 has status fields for DBCHs 32 to 63

PBX_DBCH_INT_ST2 has status fields for DBCHs 64 to 95

PBX_DBCH_INT_ST3 has status fields for DBCHs 96 to 127

Configuration

This register is present only when DBE is implemented. Otherwise, direct accesses to
PBX_DBCH_INT_ST<n> are RAZ/WI.

Attributes

PBX_DBCH_INT_ST<n> is a 32-bit register.

This register is part of the MHUS.PBX.PBX_CTRL_page block.

Field descriptions

The PBX_DBCH_INT_ST<n> bit assignments are:

31 30 29 28 27 26 25 24 23 22 21 20 19 18 17 16 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0

DBCH_INT_
ST31

DBCH_INT_ST
30

DBCH_INT_ST29
DBCH_INT_ST28

DBCH_INT_ST27
DBCH_INT_ST26

DBCH_INT_ST25
DBCH_INT_ST24

DBCH_INT_ST23
DBCH_INT_ST22

DBCH_INT_ST21
DBCH_INT_ST20

DBCH_INT_ST19
DBCH_INT_ST18

DBCH_INT_ST17
DBCH_INT_ST16

DBCH_INT_
ST0

DBCH_INT_ST
1

DBCH_INT_ST2
DBCH_INT_ST3

DBCH_INT_ST4
DBCH_INT_ST5

DBCH_INT_ST6
DBCH_INT_ST7

DBCH_INT_ST8
DBCH_INT_ST9

DBCH_INT_ST10
DBCH_INT_ST11

DBCH_INT_ST12
DBCH_INT_ST13

DBCH_INT_ST14
DBCH_INT_ST15

DBCH_INT_ST<x>, bits [x], for x = 31 to 0

Doorbell Channel Interrupt Status

Each bit indicates whether there is an outstanding interrupt for the DBCH, that is contributing to the Postbox
Combined interrupt.

DBCH_INT_ST<x> Meaning

0b0 No interrupt outstanding for the DBCH or the
DBCH is not configured to contribute into the
Postbox Combined interrupt.
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DBCH_INT_ST<x> Meaning

0b1 Interrupt outstanding for the DBCH and the
DBCH is configured to contribute into the
Postbox Combined interrupt.

Any fields which are not assigned to a DBCH are Reserved and treated as RES0

Accessing PBX_DBCH_INT_ST<n>

Accesses to this register use the following encodings:

Accessible at offset 0x400 + (4 * n) from MHUS.PBX.PBX_CTRL_page

Access on this interface is RO.
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C2.1.1.1.9 PBX_FFCH_INT_ST<n>, Postbox FIFO Channel Interrupt Status n, n = 0 - 1

The PBX_FFCH_INT_ST<n> characteristics are:

Purpose

Indicates whether there is an interrupt outstanding for the FFCH.

PBX_FFCH_INT_ST0 has status fields for FFCHs 0 to 31

PBX_FFCH_INT_ST1 has status fields for FFCHs 32 to 63

Configuration

This register is present only when FE is implemented. Otherwise, direct accesses to PBX_FFCH_INT_ST<n>
are RAZ/WI.

Attributes

PBX_FFCH_INT_ST<n> is a 32-bit register.

This register is part of the MHUS.PBX.PBX_CTRL_page block.

Field descriptions

The PBX_FFCH_INT_ST<n> bit assignments are:

31 30 29 28 27 26 25 24 23 22 21 20 19 18 17 16 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0

FFCH_INT_
ST31

FFCH_INT_ST
30

FFCH_INT_ST29
FFCH_INT_ST28

FFCH_INT_ST27
FFCH_INT_ST26

FFCH_INT_ST25
FFCH_INT_ST24

FFCH_INT_ST23
FFCH_INT_ST22

FFCH_INT_ST21
FFCH_INT_ST20

FFCH_INT_ST19
FFCH_INT_ST18

FFCH_INT_ST17
FFCH_INT_ST16

FFCH_INT_
ST0

FFCH_INT_ST
1

FFCH_INT_ST2
FFCH_INT_ST3

FFCH_INT_ST4
FFCH_INT_ST5

FFCH_INT_ST6
FFCH_INT_ST7

FFCH_INT_ST8
FFCH_INT_ST9

FFCH_INT_ST10
FFCH_INT_ST11

FFCH_INT_ST12
FFCH_INT_ST13

FFCH_INT_ST14
FFCH_INT_ST15

FFCH_INT_ST<x>, bits [x], for x = 31 to 0

FIFO Channel Interrupt Status

Each bit indicates whether there is an outstanding interrupt for the FFCH, that is contributing to the Postbox
Combined interrupt

FFCH_INT_ST<x> Meaning

0b0 No interrupt outstanding for the FFCH or the
FFCH is not configured to contribute into the
Postbox Combined interrupt.

0b1 Interrupt outstanding for the FFCH and the
FFCH is configured to contribute into the
Postbox Combined interrupt.

Any fields which are not assigned to a FFCH are Reserved and treated as RAZ/WI
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Accessing PBX_FFCH_INT_ST<n>

Accesses to this register use the following encodings:

Accessible at offset 0x410 + (4 * n) from MHUS.PBX.PBX_CTRL_page

Access on this interface is RO.
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C2.1.1.1.10 PBX_IIDR, Postbox Implementer Identification Register

The PBX_IIDR characteristics are:

Purpose

This field provides information on the implementation of the MHU

Attributes

PBX_IIDR is a 32-bit register.

This register is part of the MHUS.PBX.PBX_CTRL_page block.

Field descriptions

The PBX_IIDR bit assignments are:

PRODUCT_ID

31 20

VARIANT

19 16

REVISION

15 12

IMPLEMENTER

11 0

PRODUCT_ID, bits [31:20]

Product ID of the MHU implementation

This field has an IMPLEMENTATION DEFINED value.

Access to this field is RO.

VARIANT, bits [19:16]

Variant or major revision of the MHU implementation

This field has an IMPLEMENTATION DEFINED value.

Access to this field is RO.

REVISION, bits [15:12]

Revision or minor version of the MHU implementation

This field has an IMPLEMENTATION DEFINED value.

Access to this field is RO.

IMPLEMENTER, bits [11:0]

Implementer ID

Contains the JEP106 identification information as follows:

• 11:8 - JEP106 continuation code of implementer

• 7 - Always 0

• 6:0 - JEP106 identity code of implementer

This field has an IMPLEMENTATION DEFINED value.

Access to this field is RO.

Accessing PBX_IIDR

Accesses to this register use the following encodings:

Accessible at offset 0xFC8 from MHUS.PBX.PBX_CTRL_page

Access on this interface is RO.
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C2.1.1.1.11 PBX_AIDR, Postbox Architecture Identification Register

The PBX_AIDR characteristics are:

Purpose

Provides information on the version of the MHU architecture implemented in this implementation of
the MHU.

Attributes

PBX_AIDR is a 32-bit register.

This register is part of the MHUS.PBX.PBX_CTRL_page block.

Field descriptions

The PBX_AIDR bit assignments are:

RES0

31 8 7 4 3 0

ARCH_MAJOR_REV ARCH_MINOR_R
EV

Bits [31:8]

Reserved, RES0.

ARCH_MAJOR_REV, bits [7:4]

MHU Architecture Major Revision

The value of this field is an IMPLEMENTATION DEFINED choice of:

ARCH_MAJOR_REV Meaning

0b0000 MHUv1 or unknown architecture versions

0b0001 MHUv2

0b0010 MHUv3

All other values are Reserved

Access to this field is RO.

ARCH_MINOR_REV, bits [3:0]

MHU Architecture Minor Revision

The value of this field is an IMPLEMENTATION DEFINED choice of:

ARCH_MINOR_REV Meaning

0b0000 Minor revision 0 of the major architecture

0b0001 Minor revision 1 of the major architecture

All other values are Reserved

Access to this field is RO.
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Additional information

The legal combinations for the ARCH_MAJOR_REV and ARCH_MINOR_REV fields are as follows:

ARCH_MAJOR_REV ARCH_MINOR_REV Description

0x0 0x0 MHUv1

0x1 0x0 MHUv2.0

0x1 0x1 MHUv2.1

0x2 0x0 MHUv3.0

MHU implementations based on this architecture, have the ARCH_MAJOR_REV set to 0x2 and
ARCH_MINOR_REV set to 0x0.

Accessing PBX_AIDR

Accesses to this register use the following encodings:

Accessible at offset 0xFCC from MHUS.PBX.PBX_CTRL_page

Access on this interface is RO.
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C2.1.1.1.12 PBX_IMPL_DEF_ID<n>, IMPDEF Register, n = 0 - 11

The PBX_IMPL_DEF_ID<n> characteristics are:

Purpose

This register is for IMPLEMENTATION DEFINED Identification Registers which can be used to identify
the implementation of the MHU Postbox

An implementation can do the following with this register:

• Chose whether a register is present or not.

• The name of the register.

• The access permission of the registers, so long as they are not more permissive than the architecture
defines for the IMPLEMENTATION DEFINED register.

• The names, behavior and reset value of any fields.

• The access permissions of any fields, so long as they are not more permissive than the register.

If the PBX_IMPL_DEF_ID<n> is not present then the location is Reserved and treated as RES0

Attributes

PBX_IMPL_DEF_ID<n> is a 32-bit register.

This register is part of the MHUS.PBX.PBX_CTRL_page block.

Field descriptions

The PBX_IMPL_DEF_ID<n> bit assignments are:

IMPLEMENTATION DEFINED

31 0

IMPLEMENTATION DEFINED, bits [31:0]

IMPLEMENTATION DEFINED

Accessing PBX_IMPL_DEF_ID<n>

Accesses to this register use the following encodings:

Accessible at offset 0xFD0 + (4 * n) from MHUS.PBX.PBX_CTRL_page

Access on this interface is RO.
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C2.1.1.2 PDBCW_page, Postbox Doorbell Channel Window Page

The PDBCW_page characteristics are:

Purpose

Allows access to the PDBCW.

Configuration

This Register Block is present only when DBE is implemented.

Attributes

The PDBCW_page block is of size 4KB.

This block is part of the MHUS.PBX block.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

0x0000 + (32 * n)for n in

↪→127:0

PDBCW<n>_ST Most permissive access: RO

0x000C + (32 * n)for n in

↪→127:0

PDBCW<n>_SET Most permissive access: WO/RAZ

0x0010 + (32 * n)for n in

↪→127:0

PDBCW<n>_INT_ST Most permissive access: RO

0x0014 + (32 * n)for n in

↪→127:0

PDBCW<n>_INT_CLR Most permissive access: WO/RAZ

0x0018 + (32 * n)for n in

↪→127:0

PDBCW<n>_INT_EN Most permissive access: RW

0x001C + (32 * n)for n in

↪→127:0

PDBCW<n>_CTRL Most permissive access: RW
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C2.1.1.2.1 PDBCW<n>_ST, Postbox Doorbell Channel Window <n> Status, n = 0 - 127

The PDBCW<n>_ST characteristics are:

Purpose

Status of the flags for DBCH<n>.

Configuration

This register is present only when DBE is implemented. Otherwise, direct accesses to PDBCW<n>_ST
are RAZ/WI.

Attributes

PDBCW<n>_ST is a 32-bit register.

This register is part of the MHUS.PBX.PDBCW_page block.

Field descriptions

The PDBCW<n>_ST bit assignments are:

31 30 29 28 27 26 25 24 23 22 21 20 19 18 17 16 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0

FLAG31
FLAG30

FLAG29
FLAG28

FLAG27
FLAG26

FLAG25
FLAG24

FLAG23
FLAG22

FLAG21
FLAG20

FLAG19
FLAG18

FLAG17
FLAG16

FLAG0
FLAG1

FLAG2
FLAG3

FLAG4
FLAG5

FLAG6
FLAG7

FLAG8
FLAG9

FLAG10
FLAG11

FLAG12
FLAG13

FLAG14
FLAG15

FLAG<x>, bits [x], for x = 31 to 0

Flag

Indicates the status of Flag bit <x> of the DBCH.

FLAG<x> Meaning

0b0 Flag<x> bit is not set

0b1 Flag<x> bit is set

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b0.

Accessing PDBCW<n>_ST

Accesses to this register use the following encodings:

Accessible at offset 0x0000 + (32 * n) from MHUS.PBX.PDBCW_page

Access on this interface is RO.
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C2.1.1.2.2 PDBCW<n>_SET, Postbox Doorbell Channel Window <n> Set, n = 0 - 127

The PDBCW<n>_SET characteristics are:

Purpose

Set flags of DBCH<n>.

Configuration

This register is present only when DBE is implemented. Otherwise, direct accesses to PDBCW<n>_SET
are RAZ/WI.

Attributes

PDBCW<n>_SET is a 32-bit register.

This register is part of the MHUS.PBX.PDBCW_page block.

Field descriptions

The PDBCW<n>_SET bit assignments are:

31 30 29 28 27 26 25 24 23 22 21 20 19 18 17 16 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0

FLAG31
FLAG30

FLAG29
FLAG28

FLAG27
FLAG26

FLAG25
FLAG24

FLAG23
FLAG22

FLAG21
FLAG20

FLAG19
FLAG18

FLAG17
FLAG16

FLAG0
FLAG1

FLAG2
FLAG3

FLAG4
FLAG5

FLAG6
FLAG7

FLAG8
FLAG9

FLAG10
FLAG11

FLAG12
FLAG13

FLAG14
FLAG15

FLAG<x>, bits [x], for x = 31 to 0

FLAG<x> Meaning

0b0 No effect

0b1 Sets the associated bit in the PDBCW<n>_ST
and MDBCW<n>_ST registers to 0b1

Accessing PDBCW<n>_SET

Accesses to this register use the following encodings:

Accessible at offset 0x000C + (32 * n) from MHUS.PBX.PDBCW_page

Access on this interface is WO/RAZ.
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C2.1.1.2.3 PDBCW<n>_INT_ST, Postbox Doorbell Channel Window <n> Interrupt Status, n = 0 - 127

The PDBCW<n>_INT_ST characteristics are:

Purpose

Provides the status of interrupts for DBCH <n>.

Configuration

This register is present only when DBE is implemented. Otherwise, direct accesses to
PDBCW<n>_INT_ST are RAZ/WI.

Attributes

PDBCW<n>_INT_ST is a 32-bit register.

This register is part of the MHUS.PBX.PDBCW_page block.

Field descriptions

The PDBCW<n>_INT_ST bit assignments are:

RAZ

31 1 0

TFR_ACK

Bits [31:1]

Reserved, RAZ.

TFR_ACK, bit [0]

Transfer Acknowledge

Indicates whether a Transfer Acknowledge event has occurred.

TFR_ACK Meaning

0b0 Transfer Acknowledge event hsa not occurred

0b1 Transfer Acknowledge event has occurred

Accessing PDBCW<n>_INT_ST

Accesses to this register use the following encodings:

Accessible at offset 0x0010 + (32 * n) from MHUS.PBX.PDBCW_page

Access on this interface is RO.
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C2.1.1.2.4 PDBCW<n>_INT_CLR, Postbox Doorbell Channel Window <n> Interrupt Clear, n = 0 - 127

The PDBCW<n>_INT_CLR characteristics are:

Purpose

Allows clearing of any interrupts for DBCH <n>.

Configuration

This register is present only when DBE is implemented. Otherwise, direct accesses to
PDBCW<n>_INT_CLR are RAZ/WI.

Attributes

PDBCW<n>_INT_CLR is a 32-bit register.

This register is part of the MHUS.PBX.PDBCW_page block.

Field descriptions

The PDBCW<n>_INT_CLR bit assignments are:

RAZ

31 1 0

TFR_ACK

Bits [31:1]

Reserved, RAZ.

TFR_ACK, bit [0]

TFR_ACK Meaning

0b0 No effect

0b1 Clears the Transfer Acknowledge field in the
PDBCW<n>_INT_ST register

Accessing PDBCW<n>_INT_CLR

Accesses to this register use the following encodings:

Accessible at offset 0x0014 + (32 * n) from MHUS.PBX.PDBCW_page

Access on this interface is WO/RAZ.
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C2.1.1.2.5 PDBCW<n>_INT_EN, Postbox Doorbell Channel Window <n> Interrupt Enable, n = 0 - 127

The PDBCW<n>_INT_EN characteristics are:

Purpose

Configures the interrupts of DBCH <n>.

Configuration

This register is present only when DBE is implemented. Otherwise, direct accesses to
PDBCW<n>_INT_EN are RAZ/WI.

Attributes

PDBCW<n>_INT_EN is a 32-bit register.

This register is part of the MHUS.PBX.PDBCW_page block.

Field descriptions

The PDBCW<n>_INT_EN bit assignments are:

RAZ

31 1 0

TFR_ACK

Bits [31:1]

Reserved, RAZ.

TFR_ACK, bit [0]

Transfer Acknowledge

Controls whether a Transfer Acknowledge event generates a Channel Transfer Acknowledge interrupt.

TFR_ACK Meaning

0b0 A Channel Transfer Acknowledge event does not
generate a Channel Transfer Acknowledge
interrupt.

0b1 A Channel Transfer Acknowledge event
generates a Channel Transfer Acknowledge
interrupt.

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b0.

Accessing PDBCW<n>_INT_EN

Accesses to this register use the following encodings:

Accessible at offset 0x0018 + (32 * n) from MHUS.PBX.PDBCW_page

Access on this interface is RW.
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C2.1.1.2.6 PDBCW<n>_CTRL, Postbox Doorbell Channel Window <n> Control, n = 0 - 127

The PDBCW<n>_CTRL characteristics are:

Purpose

Configures the behavior of DBCH <n>.

Configuration

This register is present only when DBE is implemented. Otherwise, direct accesses to
PDBCW<n>_CTRL are RAZ/WI.

Attributes

PDBCW<n>_CTRL is a 32-bit register.

This register is part of the MHUS.PBX.PDBCW_page block.

Field descriptions

The PDBCW<n>_CTRL bit assignments are:

RES0

31 1 0

PBX_COMB_
EN

Bits [31:1]

Reserved, RES0.

PBX_COMB_EN, bit [0]

Postbox Combined Enable

Controls whether interrupts from the DBCH contribute to the Postbox Combined interrupt.

PBX_COMB_EN Meaning

0b0 DBCH interrupts do not contribute to the
Postbox Combined interrupt

0b1 DBCH interrupts contribute to the Postbox
Combined interrupt

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b1.

Accessing PDBCW<n>_CTRL

Accesses to this register use the following encodings:

Accessible at offset 0x001C + (32 * n) from MHUS.PBX.PDBCW_page

Access on this interface is RW.
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C2.1.1.3 PFFCW_page, Postbox FIFO Channel Windows Page

The PFFCW_page characteristics are:

Purpose

Allows access to the PFFCW.

Depending on the size of the access to the PFFCW_PAY register and whether the access size is supported
the access is treated as follows:

• 8-bit access and PBX_FFCH_CFG0.P8BA_SPT == 0b1 the access behaves as defined in
PFFCW<n>_PAY8.

• 8-bit access and PBX_FFCH_CFG0.P8BA_SPT == 0b0 the access is treated as an unsupported
access.

• 16-bit access and PBX_FFCH_CFG0.P16BA_SPT == 0b1 the access behaves as defined in
PFFCW<n>_PAY16.

• 16-bit access and PBX_FFCH_CFG0.P16BA_SPT == 0b0 the access is treated as an unsupported
access.

• 32-bit access and PBX_FFCH_CFG0.P32BA_SPT == 0b1 the access behaves as defined in
PFFCW<n>_PAY32.

• 32-bit access and PBX_FFCH_CFG0.P32BA_SPT == 0b0 the access is treated as an unsupported
access.

• 64-bit access and PBX_FFCH_CFG0.P64BA_SPT == 0b1 the access behaves as defined in
PFFCW<n>_PAY64.

• 64-bit access and PBX_FFCH_CFG0.P64BA_SPT == 0b0 the access is treated as an unsupported
access.

Configuration

This Register Block is present only when FE is implemented.

Attributes

The PFFCW_page block is of size 4KB.

This block is part of the MHUS.PBX block.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

0x000 + (64 * n)for n in 63:0 PFFCW<n>_PAY8 Most permissive access: RW
Register condition: When
P8BA_SPT
Accessor condition: When
P8BA_SPT

0x000 + (64 * n)for n in 63:0 PFFCW<n>_PAY8 Most permissive access: RW
Register condition: When
P8BA_SPT
Accessor condition: When
P8BA_SPT
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Offset Name Notes

0x000 + (64 * n)for n in 63:0 PFFCW<n>_PAY16 Most permissive access: RW
Register condition: When
P16BA_SPT
Accessor condition: When
P16BA_SPT

0x000 + (64 * n)for n in 63:0 PFFCW<n>_PAY16 Most permissive access: RW
Register condition: When
P16BA_SPT
Accessor condition: When
P16BA_SPT

0x000 + (64 * n)for n in 63:0 PFFCW<n>_PAY32 Most permissive access: RW
Register condition: When
P32BA_SPT
Accessor condition: When
P32BA_SPT

0x000 + (64 * n)for n in 63:0 PFFCW<n>_PAY32 Most permissive access: RW
Register condition: When
P32BA_SPT
Accessor condition: When
P32BA_SPT

0x000 + (64 * n)for n in 63:0 PFFCW<n>_PAY64 Most permissive access: RW
Register condition: When
P64BA_SPT
Accessor condition: When
P64BA_SPT

0x000 + (64 * n)for n in 63:0 PFFCW<n>_PAY64 Most permissive access: RW
Register condition: When
P64BA_SPT
Accessor condition: When
P64BA_SPT

0x001 + (64 * n)for n in 63:0 PFFCW<n>_PAY8 Most permissive access: RW
Register condition: When
P8BA_SPT
Accessor condition: When
P8BA_SPT

0x001 + (64 * n)for n in 63:0 PFFCW<n>_PAY8 Most permissive access: RW
Register condition: When
P8BA_SPT
Accessor condition: When
P8BA_SPT

0x002 + (64 * n)for n in 63:0 PFFCW<n>_PAY8 Most permissive access: RW
Register condition: When
P8BA_SPT
Accessor condition: When
P8BA_SPT
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Offset Name Notes

0x002 + (64 * n)for n in 63:0 PFFCW<n>_PAY8 Most permissive access: RW
Register condition: When
P8BA_SPT
Accessor condition: When
P8BA_SPT

0x002 + (64 * n)for n in 63:0 PFFCW<n>_PAY16 Most permissive access: RW
Register condition: When
P16BA_SPT
Accessor condition: When
P16BA_SPT

0x002 + (64 * n)for n in 63:0 PFFCW<n>_PAY16 Most permissive access: RW
Register condition: When
P16BA_SPT
Accessor condition: When
P16BA_SPT

0x003 + (64 * n)for n in 63:0 PFFCW<n>_PAY8 Most permissive access: RW
Register condition: When
P8BA_SPT
Accessor condition: When
P8BA_SPT

0x003 + (64 * n)for n in 63:0 PFFCW<n>_PAY8 Most permissive access: RW
Register condition: When
P8BA_SPT
Accessor condition: When
P8BA_SPT

0x004 + (64 * n)for n in 63:0 PFFCW<n>_PAY8 Most permissive access: RW
Register condition: When
P8BA_SPT
Accessor condition: When
P64BA_SPT and P8BA_SPT

0x004 + (64 * n)for n in 63:0 PFFCW<n>_PAY8 Most permissive access: RW
Register condition: When
P8BA_SPT
Accessor condition: When
P64BA_SPT and P8BA_SPT

0x004 + (64 * n)for n in 63:0 PFFCW<n>_PAY16 Most permissive access: RW
Register condition: When
P16BA_SPT
Accessor condition: When
P64BA_SPT and P16BA_SPT

0x004 + (64 * n)for n in 63:0 PFFCW<n>_PAY16 Most permissive access: RW
Register condition: When
P16BA_SPT
Accessor condition: When
P64BA_SPT and P16BA_SPT
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Offset Name Notes

0x004 + (64 * n)for n in 63:0 PFFCW<n>_PAY32 Most permissive access: RW
Register condition: When
P32BA_SPT
Accessor condition: When
P64BA_SPT and P32BA_SPT

0x004 + (64 * n)for n in 63:0 PFFCW<n>_PAY32 Most permissive access: RW
Register condition: When
P32BA_SPT
Accessor condition: When
P64BA_SPT and P32BA_SPT

0x005 + (64 * n)for n in 63:0 PFFCW<n>_PAY8 Most permissive access: RW
Register condition: When
P8BA_SPT
Accessor condition: When
P64BA_SPT and P8BA_SPT

0x005 + (64 * n)for n in 63:0 PFFCW<n>_PAY8 Most permissive access: RW
Register condition: When
P8BA_SPT
Accessor condition: When
P64BA_SPT and P8BA_SPT

0x006 + (64 * n)for n in 63:0 PFFCW<n>_PAY8 Most permissive access: RW
Register condition: When
P8BA_SPT
Accessor condition: When
P64BA_SPT and P8BA_SPT

0x006 + (64 * n)for n in 63:0 PFFCW<n>_PAY8 Most permissive access: RW
Register condition: When
P8BA_SPT
Accessor condition: When
P64BA_SPT and P8BA_SPT

0x006 + (64 * n)for n in 63:0 PFFCW<n>_PAY16 Most permissive access: RW
Register condition: When
P16BA_SPT
Accessor condition: When
P64BA_SPT and P16BA_SPT

0x006 + (64 * n)for n in 63:0 PFFCW<n>_PAY16 Most permissive access: RW
Register condition: When
P16BA_SPT
Accessor condition: When
P64BA_SPT and P16BA_SPT

0x007 + (64 * n)for n in 63:0 PFFCW<n>_PAY8 Most permissive access: RW
Register condition: When
P8BA_SPT
Accessor condition: When
P64BA_SPT and P8BA_SPT
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Offset Name Notes

0x007 + (64 * n)for n in 63:0 PFFCW<n>_PAY8 Most permissive access: RW
Register condition: When
P8BA_SPT
Accessor condition: When
P64BA_SPT and P8BA_SPT

0x0008 + (64 * n)for n in 63:0 PFFCW<n>_FLG Most permissive access: RW

0x0010 + (64 * n)for n in 63:0 PFFCW<n>_INT_ST Most permissive access: RO

0x0014 + (64 * n)for n in 63:0 PFFCW<n>_INT_CLR Most permissive access: WO/RAZ

0x0018 + (64 * n)for n in 63:0 PFFCW<n>_INT_EN Most permissive access: RW

0x0020 + (64 * n)for n in 63:0 PFFCW<n>_CTRL Most permissive access: RW

0x0024 + (64 * n)for n in 63:0 PFFCW<n>_ST Most permissive access: RO

0x0028 + (64 * n)for n in 63:0 PFFCW<n>_ACK_CNT Most permissive access: RO

0x002C + (64 * n)for n in 63:0 PFFCW<n>_TIDE Most permissive access: RW
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C2.1.1.3.1 PFFCW<n>_PAY8, Postbox FIFO Channel Window <n> Payload (8-bit access), n = 0 - 63

The PFFCW<n>_PAY8 characteristics are:

Purpose

An 8-bit access to the PFFCW<n>_PAY register. Acesses must be aligned to any 8-bit boundary within
the PFFCW_PAY register, otherwise it is an unsupported access and it is IMPLEMENTATION DEFINED
whether the access is treated as RAZ/WI or modified to be an aligned access.

8-bit accesses are only supported, if PBX_FFCH_CFG0.P8BA_SPT is set to 0b1, otherwise it is an
unsupported access and it is IMPLEMENTATION DEFINED whether the access is treated as RAZ/WI or
modified to a supported size.

If P64BA_SPT is set to 1 the PFFCW<n>_PAY register occupies offsets 0x00-0x07 within the Postbox
FIFO Channel Window <n>.

If P64BA_SPT is set to 0 the PFFCW<n>_PAY register occupies offsets 0x00-0x04 and offsets 0x05 -
0x7 are reserved, within the Postbox FIFO Channel Window <n>.

Write access push the byte that is written to this offset onto the FIFO, if the FIFO has at least one byte
of free space.

Read accesses return the number of invalid bytes in the FIFO and whether the previous push operation
generated an error or not.

Configuration

This register is present only when FE is implemented and P8BA_SPT. Otherwise, direct accesses to
PFFCW<n>_PAY8 are RAZ/WI.

Attributes

PFFCW<n>_PAY8 is a 8-bit register.

This register is part of the MHUS.PBX.PFFCW_page block.

Field descriptions

The PFFCW<n>_PAY8 bit assignments are:

When access is a write:

PAY

7 0

PAY, bits [7:0]

Payload to push onto FIFO

Causes the written byte of data to be pushed onto the FIFO, if there is at least one byte of free space in the FIFO
and sets the PFFCW<n>_ST.PPE field to be set to 0b0.

If there is no free space in the FIFO, then no bytes are pushed onto the FIFO and the PFFCW<n>_ST.PPE field is
set to 0b1

The value written to this field has no effect on the operation of the FIFO.

All data flags in the PFFCW<n>_FLG register are associated with the one byte pushed onto the FIFO

If the Transfer Delineation Mode for the FIFO is set to Partial or Auto Flag then on a write which sets
PFFCW<n>_ST.PPE field to 0b0, the values of data flags in the PFFCW<n>_FLG register are updated.

When access is a read:
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7

FFS

6 0

PPE

PPE, bit [7]

Previous Push Error

Indicates whether a previous push to the FIFO caused an error

An error occurs due to the FIFO not having enough space to push all the bytes provided in the last write to the
PFFCW_PAY register.

PPE Meaning

0b0 No error has occurred on the last push operation

0b1 An error has occurred on the last push operation

FFS, bits [6:0]

FIFO Free Space

Indicates the number of invalid bytes in the FIFO

FFS Meaning Applies

0b0000000 No free bytes in the FIFO

0b0000001..0

↪→b1111110

Number of free bytes in the FIFO

0b1111111 127 bytes free in the FIFO When FFCH_DEPTH
<= 127

0b1111111 127 or more bytes free in the FIFO When FFCH_DEPTH
> 127

The maximum value returned is never greater than the FIFO Depth

Accessing PFFCW<n>_PAY8

Accesses to this register use the following encodings:

Read at offset 0x000 + (64 * n) from MHUS.PBX.PFFCW_page

return PFFCW<n>_PAY8;

Read at offset 0x001 + (64 * n) from MHUS.PBX.PFFCW_page

return PFFCW<n>_PAY8;

Read at offset 0x002 + (64 * n) from MHUS.PBX.PFFCW_page

return PFFCW<n>_PAY8;

Read at offset 0x003 + (64 * n) from MHUS.PBX.PFFCW_page

return PFFCW<n>_PAY8;

ARM-AES-0072
A.a

Copyright © 2023-2024 Arm Limited or its affiliates. All rights reserved.
Non-confidential

157



Chapter C2. Registers
C2.1. MHUS, MHU Sender

When P64BA_SPT

Read at offset 0x004 + (64 * n) from MHUS.PBX.PFFCW_page

return PFFCW<n>_PAY8;

When P64BA_SPT

Read at offset 0x005 + (64 * n) from MHUS.PBX.PFFCW_page

return PFFCW<n>_PAY8;

When P64BA_SPT

Read at offset 0x006 + (64 * n) from MHUS.PBX.PFFCW_page

return PFFCW<n>_PAY8;

When P64BA_SPT

Read at offset 0x007 + (64 * n) from MHUS.PBX.PFFCW_page

return PFFCW<n>_PAY8;

Write at offset 0x000 + (64 * n) from MHUS.PBX.PFFCW_page

PFFCW<n>_PAY8 = value;

Write at offset 0x001 + (64 * n) from MHUS.PBX.PFFCW_page

PFFCW<n>_PAY8 = value;

Write at offset 0x002 + (64 * n) from MHUS.PBX.PFFCW_page

PFFCW<n>_PAY8 = value;

Write at offset 0x003 + (64 * n) from MHUS.PBX.PFFCW_page

PFFCW<n>_PAY8 = value;

When P64BA_SPT

Write at offset 0x004 + (64 * n) from MHUS.PBX.PFFCW_page

PFFCW<n>_PAY8 = value;

When P64BA_SPT

Write at offset 0x005 + (64 * n) from MHUS.PBX.PFFCW_page

PFFCW<n>_PAY8 = value;

When P64BA_SPT

Write at offset 0x006 + (64 * n) from MHUS.PBX.PFFCW_page

PFFCW<n>_PAY8 = value;

When P64BA_SPT

Write at offset 0x007 + (64 * n) from MHUS.PBX.PFFCW_page

PFFCW<n>_PAY8 = value;
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C2.1.1.3.2 PFFCW<n>_PAY16, Postbox FIFO Channel Window <n> Payload (16-bit access), n = 0 -
63

The PFFCW<n>_PAY16 characteristics are:

Purpose

A 16-bit access to the PFFCW<n>_PAY register. Acesses must be aligned to any 16-bit boundary
within the PFFCW_PAY register, otherwise it is an unsupported access and it is IMPLEMENTATION
DEFINED whether the access is treated as RAZ/WI or modified to be an aligned access.

16-bit accesses are only supported, if PBX_FFCH_CFG0.P16BA_SPT is set to 0b1, otherwise it is an
unsupported access and it is IMPLEMENTATION DEFINED whether the access is treated as RAZ/WI or
modified to a supported size.

If P64BA_SPT is set to 1 the PFFCW<n>_PAY register occupies offsets 0x00-0x07 within the Postbox
FIFO Channel Window <n>.

If P64BA_SPT is set to 0 the PFFCW<n>_PAY register occupies offsets 0x00-0x04 and offsets 0x05 -
0x7 are reserved, within the Postbox FIFO Channel Window <n>.

Write access pushes the two bytes that are written to this offset onto the FIFO, if the FIFO has at least
two byte of free space.

Read accesses return the number of invalid bytes in the FIFO and whether the previous push operation
generated an error or not.

Configuration

This register is present only when FE is implemented and P16BA_SPT. Otherwise, direct accesses to
PFFCW<n>_PAY16 are RAZ/WI.

Attributes

PFFCW<n>_PAY16 is a 16-bit register.

This register is part of the MHUS.PBX.PFFCW_page block.

Field descriptions

The PFFCW<n>_PAY16 bit assignments are:

When access is a write:

PAY

15 0

PAY, bits [15:0]

Payload to push onto FIFO

Causes these written bytes of data to be pushed onto the FIFO, if there is at least two byte of free space in the
FIFO and sets the PFFCW<n>_ST.PPE field to be set to 0b0.

If there is less than two bytes of free space in the FIFO, then no bytes are pushed onto the FIFO and the
PFFCW<n>_ST.PPE field is set to 0b1

The value written to this field has no effect on the operation of the FIFO.

The order in which bytes are pushed onto the FIFO depends on the value of the PFFCW<n>_CTRL.MSBF field as
follows:

• 0b0 - Bytes are pushed onto the FIFO starting with the LSB.

• 0b1 - Bytes are pushed onto the FIFO starting with the MSB.
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The MHU is a little endian device and considers the LSB to be the byte which is written to the lowest offsets
accessed by the write.

SOT flag is always associated with the first byte pushed onto the FIFO and EOT and ACK flags are associated with
the last byte pushed onto the FIFO

If the Transfer Delineation Mode for the FIFO is set to Partial or Auto Flag then on a write which sets
PFFCW<n>_ST.PPE field to 0b0, the values of data flags in the PFFCW<n>_FLG register are updated.

When access is a read:

15

RES0

14 11

FFS

10 0

PPE

PPE, bit [15]

Previous Push Error

Indicates whether a previous push to the FIFO caused an error

An error occurs due to the FIFO not having enough space to push all the bytes provided in the last write to the
PFFCW_PAY register.

PPE Meaning

0b0 No error has occurred on the last push operation

0b1 An error has occurred on the last push operation

Bits [14:11]

Reserved, RES0.

FFS, bits [10:0]

FIFO Free Space

Indicates the number of invalid bytes in the FIFO

FFS Meaning

0b00000000000 No free bytes in the FIFO

0b00000000001..0

↪→b01111111111

Number of free bytes in the FIFO

0b10000000000 1024 bytes free in the FIFO

The maximum value returned is never greater than the FIFO Depth

Accessing PFFCW<n>_PAY16

Accesses to this register use the following encodings:

Read at offset 0x000 + (64 * n) from MHUS.PBX.PFFCW_page

return PFFCW<n>_PAY16;

Read at offset 0x002 + (64 * n) from MHUS.PBX.PFFCW_page
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return PFFCW<n>_PAY16;

When P64BA_SPT

Read at offset 0x004 + (64 * n) from MHUS.PBX.PFFCW_page

return PFFCW<n>_PAY16;

When P64BA_SPT

Read at offset 0x006 + (64 * n) from MHUS.PBX.PFFCW_page

return PFFCW<n>_PAY16;

Write at offset 0x000 + (64 * n) from MHUS.PBX.PFFCW_page

PFFCW<n>_PAY16 = value;

Write at offset 0x002 + (64 * n) from MHUS.PBX.PFFCW_page

PFFCW<n>_PAY16 = value;

When P64BA_SPT

Write at offset 0x004 + (64 * n) from MHUS.PBX.PFFCW_page

PFFCW<n>_PAY16 = value;

When P64BA_SPT

Write at offset 0x006 + (64 * n) from MHUS.PBX.PFFCW_page

PFFCW<n>_PAY16 = value;
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C2.1.1.3.3 PFFCW<n>_PAY32, Postbox FIFO Channel Window <n> Payload (32-bit access), n = 0 -
63

The PFFCW<n>_PAY32 characteristics are:

Purpose

A 32-bit access to the PFFCW<n>_PAY register. Acesses must be aligned to any 32-bit boundary
within the PFFCW_PAY register, otherwise it is an unsupported access and it is IMPLEMENTATION
DEFINED whether the access is treated as RAZ/WI or modified to be an aligned access.

32-bit accesses are only supported, if PBX_FFCH_CFG0.P32BA_SPT is set to 0b1, otherwise it is an
unsupported access and it is IMPLEMENTATION DEFINED whether the access is treated as RAZ/WI or
modified to a supported size.

If P64BA_SPT is set to 1 the PFFCW<n>_PAY register occupies offsets 0x00-0x07 within the Postbox
FIFO Channel Window <n>.

If P64BA_SPT is set to 0 the PFFCW<n>_PAY register occupies offsets 0x00-0x04 and offsets 0x05 -
0x7 are reserved, within the Postbox FIFO Channel Window <n>.

Write access pushes the four bytes that are written to this offset onto the FIFO, if the FIFO has at least
four byte of free space.

Read accesses return the number of invalid bytes in the FIFO and whether the previous push operation
generated an error or not.

Configuration

This register is present only when FE is implemented and P32BA_SPT. Otherwise, direct accesses to
PFFCW<n>_PAY32 are RAZ/WI.

Attributes

PFFCW<n>_PAY32 is a 32-bit register.

This register is part of the MHUS.PBX.PFFCW_page block.

Field descriptions

The PFFCW<n>_PAY32 bit assignments are:

When access is a write:

PAY

31 0

PAY, bits [31:0]

Payload to push onto FIFO

Causes these written bytes of data to be pushed onto the FIFO, if there is at least four byte of free space in the
FIFO and sets the PFFCW<n>_ST.PPE field to be set to 0b0.

If there is less than four bytes of free space in the FIFO, then no bytes are pushed onto the FIFO and the
PFFCW<n>_ST.PPE field is set to 0b1

The value written to this field has no effect on the operation of the FIFO.

The order in which bytes are pushed onto the FIFO depends on the value of the PFFCW<n>_CTRL.MSBF field as
follows:

• 0b0 - Bytes are pushed onto the FIFO starting with the LSB.

• 0b1 - Bytes are pushed onto the FIFO starting with the MSB.
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The MHU is a little endian device and considers the LSB to be the byte which is written to the lowest offsets
accessed by the write.

SOT flag is always associated with the first byte pushed onto the FIFO and EOT and ACK flags are associated with
the last byte pushed onto the FIFO

If the Transfer Delineation Mode for the FIFO is set to Partial or Auto Flag then on a write which sets
PFFCW<n>_ST.PPE field to 0b0, the values of data flags in the PFFCW<n>_FLG register are updated.

When access is a read:

31

RES0

30 11

FFS

10 0

PPE

PPE, bit [31]

Previous Push Error

Indicates whether a previous push to the FIFO caused an error

An error occurs due to the FIFO not having enough space to push all the bytes provided in the last write to the
PFFCW_PAY register.

PPE Meaning

0b0 No error has occurred on the last push operation

0b1 An error has occurred on the last push operation

Bits [30:11]

Reserved, RES0.

FFS, bits [10:0]

FIFO Free Space

Indicates the number of invalid bytes in the FIFO

FFS Meaning

0b00000000000 No free bytes in the FIFO

0b00000000001..0

↪→b01111111111

Number of free bytes in the FIFO

0b10000000000 1024 bytes free in the FIFO

The maximum value returned is never greater than the FIFO Depth

Accessing PFFCW<n>_PAY32

Accesses to this register use the following encodings:

Read at offset 0x000 + (64 * n) from MHUS.PBX.PFFCW_page

return PFFCW<n>_PAY32;

When P64BA_SPT
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Read at offset 0x004 + (64 * n) from MHUS.PBX.PFFCW_page

return PFFCW<n>_PAY32;

Write at offset 0x000 + (64 * n) from MHUS.PBX.PFFCW_page

PFFCW<n>_PAY32 = value;

When P64BA_SPT

Write at offset 0x004 + (64 * n) from MHUS.PBX.PFFCW_page

PFFCW<n>_PAY32 = value;
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C2.1.1.3.4 PFFCW<n>_PAY64, Postbox FIFO Channel Window <n> Payload (64-bit access), n = 0 -
63

The PFFCW<n>_PAY64 characteristics are:

Purpose

A 64-bit access to the PFFCW<n>_PAY register. Acesses must be aligned to any 64-bit boundary
within the PFFCW_PAY register, otherwise it is an unsupported access and it is IMPLEMENTATION
DEFINED whether the access is treated as RAZ/WI or modified to be an aligned access.

64-bit accesses are only supported, if PBX_FFCH_CFG0.P64BA_SPT is set to 0b1, otherwise it is an
unsupported access and it is IMPLEMENTATION DEFINED whether the access is treated as RAZ/WI or
modified to a supported size.

When PBX_FFCH_CFG0.P64BA_SPT is set to 0b1, the PFFCW<n>_PAY register occupies offsets
0x00-0x07 within the Postbox FIFO Channel Window <n>.

Write access pushes the eight bytes that are written to this offset onto the FIFO, if the FIFO has at least
eight byte of free space.

Read accesses return the number of invalid bytes in the FIFO and whether the previous push operation
generated an error or not.

Configuration

This register is present only when FE is implemented and P64BA_SPT. Otherwise, direct accesses to
PFFCW<n>_PAY64 are RAZ/WI.

Attributes

PFFCW<n>_PAY64 is a 64-bit register.

This register is part of the MHUS.PBX.PFFCW_page block.

Field descriptions

The PFFCW<n>_PAY64 bit assignments are:

When access is a write:

PAY

63 32

PAY

31 0

PAY, bits [63:0]

Payload to push onto FIFO

Causes these written bytes of data to be pushed onto the FIFO, if there is at least eight byte of free space in the
FIFO and sets the PFFCW<n>_ST.PPE field to be set to 0b0.

If there is less than eight bytes of free space in the FIFO, then no bytes are pushed onto the FIFO and the
PFFCW<n>_ST.PPE field is set to 0b1

The value written to this field has no effect on the operation of the FIFO.

The order in which bytes are pushed onto the FIFO depends on the value of the PFFCW<n>_CTRL.MSBF field as
follows:

• 0b0 - Bytes are pushed onto the FIFO starting with the LSB.

• 0b1 - Bytes are pushed onto the FIFO starting with the MSB.
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The MHU is a little endian device and considers the LSB to be the byte which is written to the lowest offsets
accessed by the write.

SOT flag is always associated with the first byte pushed onto the FIFO and EOT and ACK flags are associated with
the last byte pushed onto the FIFO

If the Transfer Delineation Mode for the FIFO is set to Partial or Auto Flag then on a write which sets
PFFCW<n>_ST.PPE field to 0b0, the values of data flags in the PFFCW<n>_FLG register are updated.

When access is a read:

63

RES0

62 32

PPE

RES0

31 11

FFS

10 0

PPE, bit [63]

Previous Push Error

Indicates whether a previous push to the FIFO caused an error

An error occurs due to the FIFO not having enough space to push all the bytes provided in the last write to the
PFFCW_PAY register.

PPE Meaning

0b0 No error has occurred on the last push operation

0b1 An error has occurred on the last push operation

Bits [62:11]

Reserved, RES0.

FFS, bits [10:0]

FIFO Free Space

FFS Meaning

0b00000000000 No free bytes in the FIFO

0b00000000001..0

↪→b01111111111

Number of free bytes in the FIFO

0b10000000000 1024 bytes free in the FIFO

The maximum value returned is never greater than the FIFO Depth

Accessing PFFCW<n>_PAY64

Accesses to this register use the following encodings:

Read at offset 0x000 + (64 * n) from MHUS.PBX.PFFCW_page

return PFFCW<n>_PAY64;

Write at offset 0x000 + (64 * n) from MHUS.PBX.PFFCW_page
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PFFCW<n>_PAY64 = value;
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C2.1.1.3.5 PFFCW<n>_FLG, Postbox FIFO Channel Window <n> Flag, n = 0 - 63

The PFFCW<n>_FLG characteristics are:

Purpose

Provides access to the flags to be used for the next group of bytes pushed onto the FIFO by a write to
the PFFCW<n>_PAY register.

Configuration

This register is present only when FE is implemented. Otherwise, direct accesses to PFFCW<n>_FLG
are RAZ/WI.

Attributes

PFFCW<n>_FLG is a 32-bit register.

This register is part of the MHUS.PBX.PFFCW_page block.

Field descriptions

The PFFCW<n>_FLG bit assignments are:

RES0

31 3 2 1 0

EOT ACK
SOT

Bits [31:3]

Reserved, RES0.

EOT, bit [2]

EOT flag

The EOT field indicates that the next push operation to the FIFO will contain the last byte of a Transfer

This fields behavior depends on the value of the PFFCW<n>_CTRL.TDM field as follows:

PFFCW<n>_CTRL.TDM Behavior of the EOT field

0b00 Software manages the EOT field directly and hardware will never change the value.

0b01 The EOT field is set by software and hardware. The EOT is set to 0b0 when
PFFCW<n>_CTRL.TDM is set to 0b01. When one or more bytes are pushed onto the
FIFO, the EOT field is set to 0b0 irrespective of the value of the SOT or EOT fields
before the push.

0b10 The EOT field is managed by hardware. The EOT flag is set to 0b0 when
PFFCW<n>_CTRL.TDM is set to 0b10. The EOT flag value will toggle when one or
more bytes are pushed onto the FIFO.

EOT Meaning

0b0 Next push operation does not contain the last
byte of the Transfer

0b1 Next push operation does contain the last byte of
the Transfer
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The EOT flag is always associated with the last byte to be pushed onto the FIFO.

When multiple bytes are pushed onto the FIFO via a single write to the PFFCW<n>_PAY register, which byte is
associated with which fields depends on the value of the PFFCW<n>_CTRL.MSBF field as follows:

• 0b0 - LSB is associated with the SOT flag and MSB is associated with the EOT and ACK flags.

• 0b1 - MSB is associated with the SOT flag and LSB is associated with the EOT and ACK flags.

The MHU is a little endian device and considers the LSB to be the byte which is written in the lowest offset
accessed by the write.

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b0.

Accessing this field has the following behavior:

• When PFFCW<n>_CTRL.TDM == ‘00’, access to this field is RW
• Access is RW if all of the following are true:

– PFFCW<n>_CTRL.TDM == ‘01’
– any of the following are true:

* EOT field will be set to == ‘1’
* SOT field will be set to == ‘1’

• Access is RO if all of the following are true:
– PFFCW<n>_CTRL.TDM == ‘01’
– EOT field will be set to == ‘0’
– SOT field will be set to == ‘0’

• When PFFCW<n>_CTRL.TDM == ‘10’, access to this field is RO

SOT, bit [1]

SOT flag

The SOT flag indicates that the next push operation to the FIFO will contain the first byte of a Transfer

This fields behavior depends on the value of the PFFCW<n>_CTRL.TDM field as follows:

PFFCW<n>_CTRL.TDM Behavior of the SOT field

0b00 Software manages the SOT field directly and hardware will never change the value.

0b01 The SOT field is set by software and hardware. The SOT is set to 0b1 when
PFFCW<n>_CTRL.TDM is set to 0b01. When one or more bytes are pushed onto the
FIFO, the SOT field value will be set to the value of the EOT field when the push
occurred.

0b10 The SOT field is managed by hardware. The SOT flag is set to 0b1 when
PFFCW<n>_CTRL.TDM is set to 0b10 and is read-only. The SOT flag value will
toggle when one or more bytes are push ed onto the FIFO.

SOT Meaning

0b0 Next push operation does not contain the first
byte of the Transfer

0b1 Next push operation does contain the first byte of
the Transfer
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The SOT flag is always associated with the first byte to be pushed onto the FIFO.

When multiple bytes are pushed onto the FIFO via a single write to the PFFCW<n>_PAY register, which byte is
associated with which fields depends on the value of the PFFCW<n>_CTRL.MSBF field as follows:

• 0b0 - LSB is associated with the SOT flag and MSB is associated with the EOT and ACK flags.

• 0b1 - MSB is associated with the SOT flag and LSB is associated with the EOT and ACK flags.

The MHU is a little endian device and considers the LSB to be the byte which is written in the lowest offset
accessed by the write.

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b1.

Accessing this field has the following behavior:

• When PFFCW<n>_CTRL.TDM == ‘00’, access to this field is RW
• Access is RW if all of the following are true:

– PFFCW<n>_CTRL.TDM == ‘01’
– any of the following are true:

* EOT field will be set to == ‘1’
* SOT field will be set to == ‘1’

• Access is RO if all of the following are true:
– PFFCW<n>_CTRL.TDM == ‘01’
– EOT field will be set to == ‘0’
– SOT field will be set to == ‘0’

• When PFFCW<n>_CTRL.TDM == ‘10’, access to this field is RO

ACK, bit [0]

ACK Flag

The ACK flag requests that when the Receiver pops the byte and the byte is the last byte of the Transfer, from the
FIFO, a Transfer Acknowledge event is generated.

The behavior of the ACK field is not effected by the value of PFFCW<n>_CTRL.TDM

ACK Meaning

0b0 Entry is not requested to generate a Transfer
Acknowledge event when popped from the FIFO

0b1 Entry is requested to generated a Transfer
Acknowledge event when popped from the FIFO

The ACK flag is always associated with the same byte that is associated with the EOT flag.

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b0.

Accessing PFFCW<n>_FLG

Accesses to this register use the following encodings:

Accessible at offset 0x0008 + (64 * n) from MHUS.PBX.PFFCW_page

Access on this interface is RW.
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C2.1.1.3.6 PFFCW<n>_INT_ST, Postbox FIFO Channel Window <n> Interrupt Status, n = 0 - 63

The PFFCW<n>_INT_ST characteristics are:

Purpose

Provides the status of interrupts for FFCH<n>.

Configuration

This register is present only when FE is implemented. Otherwise, direct accesses to PFFCW<n>_INT_ST
are RAZ/WI.

Attributes

PFFCW<n>_INT_ST is a 32-bit register.

This register is part of the MHUS.PBX.PFFCW_page block.

Field descriptions

The PFFCW<n>_INT_ST bit assignments are:

FF

31

RAZ

30 3 2 1 0

FHT TFR_ACK
FLT

FF, bit [31]

FIFO Flush

Indicates whether the MHUR FIFO Flush mechanism has caused a flush of the FIFO for this FFCH.

FF Meaning

0b0 MHUR FIFO Flush mechanism has not caused a
flush of the FIFO

0b1 MHU FIFO Flush mechanism has caused a flush
of the FIFO

Bits [30:3]

Reserved, RAZ.

FHT, bit [2]

FIFO High Tidemark

Indicates whether the Sender FIFO High Tidemark event has occurred.

FHT Meaning

0b0 Sender FIFO High Tidemark event has not
occurred

0b1 Sender FIFO High Tidemark event has occurred

FLT, bit [1]

FIFO Low Tidemark
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Indicates whether the Sender FIFO Low Tidemark event has occurred.

FLT Meaning

0b0 Sender FIFO Low Tidemark event has not
occurred

0b1 Sender FIFO Low Tidemark event has occurred

TFR_ACK, bit [0]

Transfer Acknowledge

Indicates whether a Transfer Acknowledge event has occurred.

TFR_ACK Meaning

0b0 Transfer Acknowledge event has not occurred

0b1 Transfer Acknowledge event has occurred

Accessing PFFCW<n>_INT_ST

Accesses to this register use the following encodings:

Accessible at offset 0x0010 + (64 * n) from MHUS.PBX.PFFCW_page

Access on this interface is RO.
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C2.1.1.3.7 PFFCW<n>_INT_CLR, Postbox FIFO Channel Window <n> Interrupt Clear, n = 0 - 63

The PFFCW<n>_INT_CLR characteristics are:

Purpose

Allows clearing of any interrupts for FFCH<n>.

Configuration

This register is present only when FE is implemented. Otherwise, direct accesses to PFFCW<n>_INT_CLR
are RAZ/WI.

Attributes

PFFCW<n>_INT_CLR is a 32-bit register.

This register is part of the MHUS.PBX.PFFCW_page block.

Field descriptions

The PFFCW<n>_INT_CLR bit assignments are:

FF

31

RAZ

30 3 2 1 0

FHT TFR_ACK
FLT

FF, bit [31]

FIFO Flush

FF Meaning

0b0 No effect

0b1 Clear FIFO flush event in the
PFFCW<n>_INT_ST register

Bits [30:3]

Reserved, RAZ.

FHT, bit [2]

FIFO High Tidemark

FHT Meaning

0b0 No effect

0b1 Clear FIFO High Tidemark event in the
PFFCW<n>_INT_ST register

FLT, bit [1]

FIFO Low Tidemark
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FLT Meaning

0b0 No effect

0b1 Clear FIFO Low Tidemark event in the
PFFCW<n>_INT_ST register

TFR_ACK, bit [0]

Transfer Acknowledge

TFR_ACK Meaning

0b0 No effect

0b1 Clear Transfer Acknowledge event in the
PFFCW<n>_INT_ST register

Accessing PFFCW<n>_INT_CLR

Accesses to this register use the following encodings:

Accessible at offset 0x0014 + (64 * n) from MHUS.PBX.PFFCW_page

Access on this interface is WO/RAZ.
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C2.1.1.3.8 PFFCW<n>_INT_EN, Postbox FIFO Channel Window <n> Interrupt Enable, n = 0 - 63

The PFFCW<n>_INT_EN characteristics are:

Purpose

Configures the interrupts of FFCH<n>.

Configuration

This register is present only when FE is implemented. Otherwise, direct accesses to PFFCW<n>_INT_EN
are RAZ/WI.

Attributes

PFFCW<n>_INT_EN is a 32-bit register.

This register is part of the MHUS.PBX.PFFCW_page block.

Field descriptions

The PFFCW<n>_INT_EN bit assignments are:

FF

31

RAZ

30 3 2 1 0

FHT TFR_ACK
FLT

Shows the status of the events of the DBCH

FF, bit [31]

FIFO Flush

Controls whether a FIFO flush event generated by the MHUR generates an interrupt.

FF Meaning

0b0 A FIFO flush event from the MHUR does not
generate an interrupt

0b1 A FIFO flush event from the MHUR generates
an interrupt

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b1.

Bits [30:3]

Reserved, RAZ.

FHT, bit [2]

FIFO High Tidemark

Controls whether a Sender FIFO High Tidemark event generates an interrupt.

FHT Meaning

0b0 FIFO High Tidemark event does not generate an
interrupt
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FHT Meaning

0b1 FIFO High Tidemark event generates an
interrupt

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b0.

FLT, bit [1]

FIFO Low Tidemark

Controls whether a Sender FIFO Low Tidemark event generates an interrupt.

FLT Meaning

0b0 FIFO Low Tidemark event has does not generate
an interrupt

0b1 FIFO Low Tidemark event generates an interrupt

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b0.

TFR_ACK, bit [0]

Transfer Acknolwedge

Controls whether a Transfer Acknowledge event generates an interrupt.

TFR_ACK Meaning

0b0 Transfer Acknowledge events does not generate
an interrupt

0b1 Transfer Acknowledge event generates an
interrupt

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b0.

Accessing PFFCW<n>_INT_EN

Accesses to this register use the following encodings:

Accessible at offset 0x0018 + (64 * n) from MHUS.PBX.PFFCW_page

Access on this interface is RW.
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C2.1.1.3.9 PFFCW<n>_CTRL, Postbox FIFO Channel Window <n> Control, n = 0 - 63

The PFFCW<n>_CTRL characteristics are:

Purpose

Configures the behavior of FFCH<n>.

Configuration

This register is present only when FE is implemented. Otherwise, direct accesses to PFFCW<n>_CTRL
are RAZ/WI.

Attributes

PFFCW<n>_CTRL is a 32-bit register.

This register is part of the MHUS.PBX.PFFCW_page block.

Field descriptions

The PFFCW<n>_CTRL bit assignments are:

FF

31

RES0

30 4

TDM

3 2 1 0

MSBF PBX_COMB_
EN

FF, bit [31]

FIFO Flush

Request a flush of the FFCH.

FF Meaning

0b0 No request to flush the FIFO

0b1 Request to flush the FIFO

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b0.

Bits [30:4]

Reserved, RES0.

TDM, bits [3:2]

Transfer Delineation Mode

Selects which Transfer Delineation mode the MHU uses for the FFCH.

Transfer Delineation mode selects whether the MHU or software or a combination of both manages the SOT and
EOT flags.

TDM Meaning

0b00 Software flag
Software is responsible for managing the SOT
and EOT flags.
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TDM Meaning

0b01 Partial flag
Flags are managed partially by software and
partially by the MHU.
Upon selecting partial flag Transfer Delineation
mode the PFFCW<n>_FLG.{SOT,EOT} fields
are set to 0b1 and 0b0 respectively.
No change occurs to the PFFCW<n>_FLG.ACK
field.
To update either the
PFFCW<n>_FLG.{SOT/EOT} fields at least
one of them must be set to 0b1, otherwise the
update to those fields are ignored.
When a push operation occurs the SOT and EOT
fields are updated as follows:

• SOT field is set to value of the EOT field
before the push.

• EOT field is always set to 0b0.
To update only the value of the
PFFCW<n>_FLG.ACK field when using partial
flag Transfer Delineation mode, software should
set both the SOT and EOT fields to 0b0.

0b10 Auto flag
Flags are fully managed by the MHU.
Upon selecting auto flag Transfer Delineation
mode the PFFCW<n>_FLG.{SOT,EOT} fields
are set to 0b1 and 0b0 respectively.
No change occurs to the PFFCW<n>_FLG.ACK
field.
When a push operation occurs the values of the
SOT and EOT fields toggle.
The PFFCW<n>_FLG.{SOT/EOT} fields are
read-only, but the PFFCW<n>_FLG.ACK field
remains writeable.
To update the value of the
PFFCW<n>_FLG.ACK field when using the
auto flag Transfer Delineation mode software
can write any value ot the SOT and EOT fields as
it will be ignored.

All other values are Reserved.

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b00.

MSBF, bit [1]

Most Significant Byte First

Selects the order in which bytes are pushed onto the FIFO when multiple bytes are to be pushed due to a single
write to the PFFCW<n>_PAY register.
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MSBF Meaning

0b0 Least Significant Byte first

0b1 Most Significant Byte first

FFCH are considered little-endian and the LSB is the lowest byte offset and the MSB is the highest byte offset
within the access.

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b0.

PBX_COMB_EN, bit [0]

Postbox Combined Enable

Controls whether interrupts from the FFCH contribute to the Postbox Combined interrupt.

PBX_COMB_EN Meaning

0b0 FFCH interrupts do not contribute to the Postbox
Combined interrupt.

0b1 FFCH interrupts contribute to the Postbox
Combined interrupt.

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b1.

Accessing PFFCW<n>_CTRL

Accesses to this register use the following encodings:

Accessible at offset 0x0020 + (64 * n) from MHUS.PBX.PFFCW_page

Access on this interface is RW.
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C2.1.1.3.10 PFFCW<n>_ST, Postbox FIFO Channel Window <n> Status, n = 0 - 63

The PFFCW<n>_ST characteristics are:

Purpose

Provides the status of FFCH<n>.

Configuration

This register is present only when FE is implemented. Otherwise, direct accesses to PFFCW<n>_ST
are RAZ/WI.

Attributes

PFFCW<n>_ST is a 32-bit register.

This register is part of the MHUS.PBX.PFFCW_page block.

Field descriptions

The PFFCW<n>_ST bit assignments are:

FF

31

RES0

30 17 16

RES0

15 11

FFS

10 0

PPE

FF, bit [31]

FIFO Flush

Status of MHUS FIFO flush mechanism for the FFCH.

FF Meaning

0b0 The meaning of this value depends on the value
of the PFFCW<n>_CTRL.FF field.
When PFFCW<n>_CTRL.FF is 0b0
Sender FIFO flush mechanism is idle
When PFFCW<n>_CTRL.FF is 0b1
Sender FIFO flush mechanism is performing a
flush

0b1 Sender FIFO flush completed

Bits [30:17]

Reserved, RES0.

PPE, bit [16]

Previous Push Error

Indicates whether a previous push to the FIFO caused an error

An error is when the previous write to the PFFCW<n>_PAY register could not push all bytes onto the FIFO due to
the FIFO not having enough invalid bytes.

PPE Meaning

0b0 No error has occurred on the last push operation
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PPE Meaning

0b1 An error has occurred on the last push operation

Bits [15:11]

Reserved, RES0.

FFS, bits [10:0]

FIFO Free Space

Indicates the number of invalid bytes in the FIFO

The maximum value returned is never greater than the FIFO Depth

Accessing PFFCW<n>_ST

Accesses to this register use the following encodings:

Accessible at offset 0x0024 + (64 * n) from MHUS.PBX.PFFCW_page

Access on this interface is RO.
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C2.1.1.3.11 PFFCW<n>_ACK_CNT, Postbox FIFO Channel Window <n> Acknowledge Counter, n =
0 - 63

The PFFCW<n>_ACK_CNT characteristics are:

Purpose

Provides a count of the number of Transfers which the Receiver has acknowledged, for FFCH<n>,
since the last time the register was read.

Configuration

This register is present only when FE is implemented. Otherwise, direct accesses to PFFCW<n>_ACK_CNT
are RAZ/WI.

Attributes

PFFCW<n>_ACK_CNT is a 32-bit register.

This register is part of the MHUS.PBX.PFFCW_page block.

Field descriptions

The PFFCW<n>_ACK_CNT bit assignments are:

RES0

31 12 11

ACK_CNT

10 0

ACK_CNT_OVRFLW

Bits [31:12]

Reserved, RES0.

ACK_CNT_OVRFLW, bit [11]

Acknowledge Counter Overflow

Indicate whether the Acknowledge counter has overflown.

ACK_CNT_OVRFLW Meaning

0b0 Acknowledge counter has not overflown

0b1 Acknowledge counter has overflown

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b0.

ACK_CNT, bits [10:0]

Acknowledge Count

Count of the number of Transfer Acknowledge events which have occurred since the last time the register was read.

When value of ACK_CNT_OVRFLW is set to 1 the value in this field no longer provides an accurate count of the
number of Transfer Acknowledge events.

ACK_CNT Meaning

0b00000000000..0

↪→b11111111111

Number of Acknowledged Transfers
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The maximum value of this field is calculated by 2clog2((FFCH_DEPTH/min_transfer_size)+1) - 1.

Where min_transfer_size is minimum size of a Transfer in bytes which the Sender can send.

The value of min_transfer_size is determined from the values of the P{8/16/32/64}BA_SPT fields in the
PBX_FFCH_CFG0 register.

P8BA_SPT P16BA_SPT P32BA_SPT P64BA_SPT Minimum Transfer Size (Bytes)

1 X X X 1

0 1 X X 2

0 0 1 X 4

0 0 0 1 8

When the counter reaches maximum value and a new Acknowledge occurs the ACK_CNT_OVRFLW is set to 0b1
and the ACK_CNT field wraps around.

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b00000000000.

Accessing PFFCW<n>_ACK_CNT

Accesses to this register use the following encodings:

Accessible at offset 0x0028 + (64 * n) from MHUS.PBX.PFFCW_page

Access on this interface is RO.
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C2.1.1.3.12 PFFCW<n>_TIDE, Postbox FIFO Channel Window <n> Tidemark, n = 0 - 63

The PFFCW<n>_TIDE characteristics are:

Purpose

Allows configuration of the low and high tidemark thresholds for the Sender tidemark events for
FFCH<n>.

Configuration

This register is present only when FE is implemented. Otherwise, direct accesses to PFFCW<n>_TIDE
are RAZ/WI.

Attributes

PFFCW<n>_TIDE is a 32-bit register.

This register is part of the MHUS.PBX.PFFCW_page block.

Field descriptions

The PFFCW<n>_TIDE bit assignments are:

RES0

31 26

HIGH

25 16

RES0

15 10

LOW

9 0

Bits [31:26]

Reserved, RES0.

HIGH, bits [25:16]

High Tide Mark

Threshold value used in the generation of the Sender FIFO High Tide event.

The event is generated when a push to the FIFO occurs, and the following are both true:

• The FIFO fill level before the push was less than or equal to the value of this field.

• The FIFO fill level after the push is greater than the value of this field.

HIGH Meaning

0b0000000000..0

↪→b1111111111

Threshold value in bytes

The upper and lower offset of this field depend on the configuration of the MHU.

The upper offset of this field is equal to clog2(FFCH_DEPTH)+15.

The lower offset of this field depends on the supported access sizes to PFFCW<n>_PAY register as follows:

• When PBX_FFCH_CFG.P8BA_SPT is 0b1 the lower offset is 16.

• When PBX_FFCH_CFG.P8BA_SPT is 0b0 and PBX_FFCH_CFG.P16BA_SPT is 0b1 the lower offset is 17.

• When PBX_FFCH_CFG.P{8/16}BA_SPT are both 0b0 and PBX_FFCH_CFG.P32BA_SPT is 0b1 the lower
offset is 18.

• When PBX_FFCH_CFG.P{8/16/32}BA_SPT are all 0b0 and PBX_FFCH_CFG.P64BA_SPT is 0b1 the
lower offset is 19.

Any offsets above the upper offset or below the lower offset are RES0.

ARM-AES-0072
A.a

Copyright © 2023-2024 Arm Limited or its affiliates. All rights reserved.
Non-confidential

184



Chapter C2. Registers
C2.1. MHUS, MHU Sender

If the upper offset is less than the lower offset the entire field is RES0.

For calculations of the Sender High Tide event all offsets which are RES0 are used.

The reset behavior of this field is:

• On a MHUS reset, the expression (FFCH_DEPTH - 1)[u:l].

Where:

u = tide_upr()

l = tide_lwr([P64BA_SPT,P32BA_SPT,P16BA_SPT,P8BA_SPT])

Bits [15:10]

Reserved, RES0.

LOW, bits [9:0]

Low Tide Mark

Threshold value used in the generation of the Sender FIFO Low Tide event.

The event is generated when a pop to the FIFO occurs, and the following are both true:

• The FIFO fill level before the pop was greater than the value of this field.

• The FIFO fill level after the pop is less than or equal the value of this field.

LOW Meaning

0b0000000000..0

↪→b1111111111

Threshold value in bytes

The upper and lower offset of this field depend on the configuration of the MHU.

The upper offset of this field is equal to clog2(FFCH_DEPTH)-1.

The lower offset of this field depends on the supported access sizes to PFFCW<n>_PAY register as follows:

• When PBX_FFCH_CFG.P8BA_SPT is 0b1 the lower offset is 0.

• When PBX_FFCH_CFG.P8BA_SPT is 0b0 and PBX_FFCH_CFG.P16BA_SPT is 0b1 the lower offset is 1.

• When PBX_FFCH_CFG.P{8/16}BA_SPT are both 0b0 and PBX_FFCH_CFG.P32BA_SPT is 0b1 the lower
offset is 2.

• When PBX_FFCH_CFG.P{8/16/32}BA_SPT are all 0b0 and PBX_FFCH_CFG.P64BA_SPT is 0b1 the
lower offset is 3.

Any offsets above the upper offset or below the lower offset are RES0.

If the upper offset is less than the lower offset the entire field is RES0.

For calculations of the Sender High Tide event all offsets which are RES0 are used.

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b0000000000.

Accessing PFFCW<n>_TIDE

Accesses to this register use the following encodings:

Accessible at offset 0x002C + (64 * n) from MHUS.PBX.PFFCW_page

Access on this interface is RW.
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C2.1.1.4 PFCW_page, Postbox Fast Channel Windows Page

The PFCW_page characteristics are:

Purpose

Allows access to the PFCW.

Depending on the Fast Channel word-size either the PFCW<n>_PAY32 or PFCW<n>_PAY64 registers
are implmented.

When the Fast Channel word-size is 32-bit

PFCW<n>_PAY32 is implemented

There can be between 1 and 1024 PFCWs.

When the Fast Channel word-size is 64-bit

PFCW<n>_PAY64 is implemented

There can be between 1 and 512 PFCWs.

Configuration

This Register Block is present only when FCE is implemented.

Attributes

The PFCW_page block is of size 4KB.

This block is part of the MHUS.PBX block.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

0x000 + (4 * n)for n in

↪→1023:0

PFCW<n>_PAY32 Most permissive access: RW
Register condition: When FCH_WS == 0x20
Accessor condition: When FCH_WS == 0x20

0x000 + (4 * n)for n in

↪→1023:0

PFCW<n>_PAY32 Most permissive access: RW
Register condition: When FCH_WS == 0x20
Accessor condition: When FCH_WS == 0x20

0x000 + (8 * n)for n in

↪→511:0

PFCW<n>_PAY64 Most permissive access: RW
Register condition: When FCH_WS == 0x40
Accessor condition: When FCH_WS == 0x40

0x000 + (8 * n)for n in

↪→511:0

PFCW<n>_PAY64 Most permissive access: RW
Register condition: When FCH_WS == 0x40
Accessor condition: When FCH_WS == 0x40
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C2.1.1.4.1 PFCW<n>_PAY32, Postbox Fast Channel Window <n> Payload 32-bit, n = 0 - 1023

The PFCW<n>_PAY32 characteristics are:

Purpose

Access to payload of FCH <n>

Arm recommends that accesses to these registers are atomic.

Note

This is the 32-bit version of the PFCW<n>_PAY registers

Configuration

This register is present only when FCE is implemented and FCH_WS == 0x20. Otherwise, direct
accesses to PFCW<n>_PAY32 are RAZ/WI.

Attributes

PFCW<n>_PAY32 is a 32-bit register.

This register is part of the MHUS.PBX.PFCW_page block.

Field descriptions

The PFCW<n>_PAY32 bit assignments are:

PAY

31 0

PAY, bits [31:0]

Payload for Channel <n>

A write to this register sets the value of the payload and generates a Transfer event.

A read to this register returns the current value of the payload.

The reset behavior of this field is:

• On a MHUR reset, this field resets to an architecturally UNKNOWN value.

Accessing PFCW<n>_PAY32

Accesses to this register use the following encodings:

Read at offset 0x000 + (4 * n) from MHUS.PBX.PFCW_page

return PFCW<n>_PAY32;

Write at offset 0x000 + (4 * n) from MHUS.PBX.PFCW_page

PFCW<n>_PAY32 = value;

ARM-AES-0072
A.a

Copyright © 2023-2024 Arm Limited or its affiliates. All rights reserved.
Non-confidential

187



Chapter C2. Registers
C2.1. MHUS, MHU Sender

C2.1.1.4.2 PFCW<n>_PAY64, Postbox Fast Channel Window <n> Payload 64-bit, n = 0 - 511

The PFCW<n>_PAY64 characteristics are:

Purpose

Access to payload of FCH <n>

Arm recommends that accesses to these registers are atomic.

Note

This is the 64-bit version of the PFCW<n>_PAY registers

Configuration

This register is present only when FCE is implemented and FCH_WS == 0x40. Otherwise, direct
accesses to PFCW<n>_PAY64 are RAZ/WI.

Attributes

PFCW<n>_PAY64 is a 64-bit register.

This register is part of the MHUS.PBX.PFCW_page block.

Field descriptions

The PFCW<n>_PAY64 bit assignments are:

PAY

63 32

PAY

31 0

PAY, bits [63:0]

Payload for Channel <n>

A write to this register sets the value of the payload and generates a Transfer event.

A read to this register returns the current value of the payload.

The reset behavior of this field is:

• On a MHUR reset, this field resets to an architecturally UNKNOWN value.

Accessing PFCW<n>_PAY64

Accesses to this register use the following encodings:

Read at offset 0x000 + (8 * n) from MHUS.PBX.PFCW_page

return PFCW<n>_PAY64;

Write at offset 0x000 + (8 * n) from MHUS.PBX.PFCW_page

PFCW<n>_PAY64 = value;
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C2.1.1.5 PBX_IMPL_DEF_page, Postbox Implementation Defined page

The PBX_IMPL_DEF_page characteristics are:

Purpose

The PBX_IMPL_DEF_page is for an implementation of the MHU, to implement any IMPLEMENTATION
DEFINED registers.

Registers defined in this block must follow the rules in C1.7.3 IMPLEMENTATION DEFINED Page

Configuration

Attributes

The PBX_IMPL_DEF_page block is of size 4KB.

This block is part of the MHUS.PBX block.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

0x0000 + (4 * n)for n in 1023:0 - Most permissive access: ImplementationDefined
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C2.1.2 SSC, Sender Security Control

The SSC characteristics are:

Purpose

Contains the individual pages of the Sender Security Control block.

Only accesses with the correct security can access the registers within the Sender Security Control
block, otherwise the access is treated as an illegal access.

The allowed security of an access to a register of the Sender Security Control block depends on:

• Whether RME is implemented for the MHUS.

• Sampled value of MHUS LEGACY_TZ_EN input.

The following table list the allowed security states of an access:

RME TZE LEGACY_TZ_EN Allowed access security

0 0 NA NA

0 1 NA Secure

1 1 0 Root

1 Secure

Configuration

This Register Block is present only when TZE is implemented for the MHUS.

Attributes

The SSC block is of size 64KB.

This block is part of the MHUS block.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

0x0000 SSC_CTRL_page Most permissive access: RW

0xF000 SSC_IMPL_DEF_page Most permissive access: RW
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C2.1.2.1 SSC_CTRL_page, Sender Security Control Page

The SSC_CTRL_page characteristics are:

Purpose

Allow assignment of resources of the MHUS to a Security Group.

Configuration

This Register Block is present only when TZE is implemented for the MHUS.

Attributes

The SSC_CTRL_page block is of size 4KB.

This block is part of the MHUS.SSC block.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

0x000 SSC_BLK_ID Most permissive access: RO

0x010 SSC_FEAT_SPT0 Most permissive access: RO

0x014 SSC_FEAT_SPT1 Most permissive access: RO

0x020 SSC_DBCH_CFG0 Most permissive access: RO
Register condition: When DBE is
implemented
Accessor condition: When DBE is
implemented

0x030 SSC_FFCH_CFG0 Most permissive access: RO
Register condition: When FE is
implemented
Accessor condition: When FE is
implemented

0x040 SSC_FCH_CFG0 Most permissive access: RO
Register condition: When FCE is
implemented
Accessor condition: When FCE is
implemented

0x110 + (4 * n)for n in 0 SSC_PBX_SG<n> Most permissive access: RW

0xFC8 SSC_IIDR Most permissive access: RO

0xFCC SSC_AIDR Most permissive access: RO

0xFD0 + (4 * n)for n in 11:0 SSC_IMPL_DEF_ID<n> Most permissive access: RO
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C2.1.2.1.1 SSC_BLK_ID, Sender Security Block Identifier

The SSC_BLK_ID characteristics are:

Purpose

Identifies the block as a Sender Security.

Configuration

This register is present only when TZE is implemented for the MHUS. Otherwise, direct accesses to
SSC_BLK_ID are RAZ/WI.

Attributes

SSC_BLK_ID is a 32-bit register.

This register is part of the MHUS.SSC.SSC_CTRL_page block.

Field descriptions

The SSC_BLK_ID bit assignments are:

RES0

31 4

0 0 1 0

3 0

BLK_ID

Bits [31:4]

Reserved, RES0.

BLK_ID, bits [3:0]

Block Identifier

Identifies the type of block that resides in this 64KB.

Reads as 0b0010

Identifies the block as the Sender Security block.

Access to this field is RO.

Accessing SSC_BLK_ID

Accesses to this register use the following encodings:

Accessible at offset 0x000 from MHUS.SSC.SSC_CTRL_page

Access on this interface is RO.
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C2.1.2.1.2 SSC_FEAT_SPT0, Sender Security Feature Support 0

The SSC_FEAT_SPT0 characteristics are:

Purpose

Provides information on the features implemented in the Sender Security.

Configuration

This register is present only when TZE is implemented for the MHUS. Otherwise, direct accesses to
SSC_FEAT_SPT0 are RAZ/WI.

Attributes

SSC_FEAT_SPT0 is a 32-bit register.

This register is part of the MHUS.SSC.SSC_CTRL_page block.

Field descriptions

The SSC_FEAT_SPT0 bit assignments are:

RES0

31 24

RASE_SPT

23 20

RME_SPT

19 16

TZE_SPT

15 12

FCE_SPT

11 8

FE_SPT

7 4

DBE_SPT

3 0

Bits [31:24]

Reserved, RES0.

RASE_SPT, bits [23:20]

Reliability, Availability and Serviceability Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

RASE_SPT Meaning

0b0000 MHU does not implement the RAS extension

0b0010 MHU implements the RAS extension but does
not follow the recommendations in B10.7
Recommend implementation of RAS using Arm
RAS extensions

0b0011 MHU implements the RAS extension and
follows the recommendations in B10.7
Recommend implementation of RAS using Arm
RAS extensions

Access to this field is RO.

RME_SPT, bits [19:16]

Realm Management Extension Support

The value of this field depends on the implementation of the MHU and an optional reset time sampled input
LEGACY_TZ_EN.

The value of this field is an IMPLEMENTATION DEFINED choice of:
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RME_SPT Meaning

0b0000 MHU does not implement the Realm
Management extension

0b0001 MHU implements Realm Management extension

The value of this field only applies to the half of the MHU which the register is associated with.

It is valid for the different halves of the MHU to implement different values for this field.

For fields in the PBX_FEAT_SPT0 or SSC_FEAT_SPT0 the value applies to the MHUS only.

For fields in the MBX_FEAT_SPT0 or RSC_FEAT_SPT0 the value applies to the MHUR only.

When RME is implemented, for the half of the MHU, there can be a LEGACY_TZ_EN tie-off present on that
side of the MHU.

The value of the LEGACY_TZ_EN tie-off is sampled at reset of the side of the MHU which the tie-off is
associated with.

When the sampled value of the tie-off is 0b1 the value of this field is always 0x0, otherwise the value of this field is
dependent on whether RME is implemented for this half of the MHU.

Access to this field is RO.

TZE_SPT, bits [15:12]

TrustZone Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

TZE_SPT Meaning

0b0000 MHU does not implement the TrustZone
extension

0b0001 MHU implements TrustZone extension

The value of this field only applies to the half of the MHU which the register is associated with.

It is valid for the different halves of the MHU to implement different values for this field.

For fields in the PBX_FEAT_SPT0 or SSC_FEAT_SPT0 the value applies to the MHUS only.

For fields in the MBX_FEAT_SPT0 or RSC_FEAT_SPT0 the value applies to the MHUR only.

Access to this field is RO.

FCE_SPT, bits [11:8]

Fast Channel Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

FCE_SPT Meaning

0b0000 MHU does not implement the Fast Channel
extension
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FCE_SPT Meaning

0b0001 MHU implements Fast Channel extension

Access to this field is RO.

FE_SPT, bits [7:4]

FIFO Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

FE_SPT Meaning

0b0000 MHU does not implement the FIFO extension

0b0001 MHU implements FIFO extension

Access to this field is RO.

DBE_SPT, bits [3:0]

Doorbell Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

DBE_SPT Meaning

0b0000 MHU does not implement the Doorbell
extension

0b0001 MHU implements Doorbell extension

Access to this field is RO.

Accessing SSC_FEAT_SPT0

Accesses to this register use the following encodings:

Accessible at offset 0x010 from MHUS.SSC.SSC_CTRL_page

Access on this interface is RO.
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C2.1.2.1.3 SSC_FEAT_SPT1, Sender Security Feature Support 1

The SSC_FEAT_SPT1 characteristics are:

Purpose

Provides information on the features implemented in the Sender Security.

Configuration

This register is present only when TZE is implemented for the MHUS. Otherwise, direct accesses to
SSC_FEAT_SPT1 are RAZ/WI.

Attributes

SSC_FEAT_SPT1 is a 32-bit register.

This register is part of the MHUS.SSC.SSC_CTRL_page block.

Field descriptions

The SSC_FEAT_SPT1 bit assignments are:

RES0

31 4 3 0

AUTO_OP_SPT

Bits [31:4]

Reserved, RES0.

AUTO_OP_SPT, bits [3:0]

Auto Op Protocol Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

AUTO_OP_SPT Meaning

0b0000 Auto Op(Min) is implemented

0b0001 Auto Op(Full) is implemented

Access to this field is RO.

Accessing SSC_FEAT_SPT1

Accesses to this register use the following encodings:

Accessible at offset 0x014 from MHUS.SSC.SSC_CTRL_page

Access on this interface is RO.
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C2.1.2.1.4 SSC_DBCH_CFG0, Sender Security Doorbell Channel Configuration 0

The SSC_DBCH_CFG0 characteristics are:

Purpose

Provides information on the configuration of DBE in MHUS.

Configuration

This register is present only when TZE is implemented for the MHUS and DBE is implemented.
Otherwise, direct accesses to SSC_DBCH_CFG0 are RAZ/WI.

Attributes

SSC_DBCH_CFG0 is a 32-bit register.

This register is part of the MHUS.SSC.SSC_CTRL_page block.

Field descriptions

The SSC_DBCH_CFG0 bit assignments are:

RES0

31 8

NUM_DBCH

7 0

Bits [31:8]

Reserved, RES0.

NUM_DBCH, bits [7:0]

Number of Doorbell Channels

Number of DBCH implemented in the MHUS.

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_DBCH Meaning

0x00..0x7F Number of DBCH is N+1, where N is the value
of this field

Access to this field is RO.

Accessing SSC_DBCH_CFG0

Accesses to this register use the following encodings:

Accessible at offset 0x020 from MHUS.SSC.SSC_CTRL_page

Access on this interface is RO.
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C2.1.2.1.5 SSC_FFCH_CFG0, Sender Security FIFO Channel Configuration 0

The SSC_FFCH_CFG0 characteristics are:

Purpose

Provides information on the configuration of FE in Sender Security.

Configuration

This register is present only when TZE is implemented for the MHUS and FE is implemented. Otherwise,
direct accesses to SSC_FFCH_CFG0 are RAZ/WI.

Attributes

SSC_FFCH_CFG0 is a 32-bit register.

This register is part of the MHUS.SSC.SSC_CTRL_page block.

Field descriptions

The SSC_FFCH_CFG0 bit assignments are:

RES0

31 26

FFCH_DEPTH

25 16

RES0

15 12 11 10 9 8

NUM_FFCH

7 0

P64BA_SPT
P32BA_SPT

P8BA_SPT
P16BA_SPT

Bits [31:26]

Reserved, RES0.

FFCH_DEPTH, bits [25:16]

FIFO Channel Depth

Depth of the FIFOs of the FFCHs in the MHUS.

The value of this field is an IMPLEMENTATION DEFINED choice of:

FFCH_DEPTH Meaning

0b0000000000..0

↪→b1111111111

FIFO depth is N+1 bytes, where N is the value
of this field.

Access to this field is RO.

Bits [15:12]

Reserved, RES0.

P64BA_SPT, bit [11]

Postbox 64-bit Access Support

Whether 64-bit accesses to the PFFCW<n>_PAY register are supported.

The value of this field is an IMPLEMENTATION DEFINED choice of:

P64BA_SPT Meaning

0b0 64-bit accesses are not supported

0b1 64-bit accesses are supported
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Accesses must be aligned to an 64-bit boundary.

The value of this field has no effect on the supported access sizes to any other registers.

When 64-bit accesses are supported the PFFCW<n>_PAY register occupies offsets 0x00-0x07 of the PFFCW.

When 64-bit accesses are not supported the PFFCW<n>_PAY register occupies offsets 0x00-0x03 of the PFFCW
and offsets 0x04-0x07 of the PFFCW are RES0.

Access to this field is RO.

P32BA_SPT, bit [10]

Postbox 32-bit Access Support

Whether 32-bit accesses to the PFFCW<n>_PAY register are supported.

The value of this field is an IMPLEMENTATION DEFINED choice of:

P32BA_SPT Meaning

0b0 32-bit accesses are not supported

0b1 32-bit accesses are supported

Accesses must be aligned to an 32-bit boundary.

The value of this field has no effect on the supported access sizes to any other registers.

Access to this field is RO.

P16BA_SPT, bit [9]

Postbox 16-bit Access Support

Whether 16-bit accesses to the PFFCW<n>_PAY register are supported.

The value of this field is an IMPLEMENTATION DEFINED choice of:

P16BA_SPT Meaning

0b0 16-bit accesses are not supported

0b1 16-bit accesses are supported

Accesses must be aligned to an 16-bit boundary.

The value of this field has no effect on the supported access sizes to any other registers.

Access to this field is RO.

P8BA_SPT, bit [8]

Postbox 8-bit Access Support

Whether 8-bit accesses to the PFFCW<n>_PAY register are supported.

The value of this field is an IMPLEMENTATION DEFINED choice of:

P8BA_SPT Meaning

0b0 8-bit accesses are not supported
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P8BA_SPT Meaning

0b1 8-bit accesses are supported

Accesses must be aligned to an 8-bit boundary.

The value of this field has no effect on the supported access sizes to any other registers.

Access to this field is RO.

NUM_FFCH, bits [7:0]

Number of FIFO Channels

The number of FFCHs in the MHUS.

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_FFCH Meaning

0x00..0x3F Number of FFCHs is N+1, where N is the value
of this field

Access to this field is RO.

Accessing SSC_FFCH_CFG0

Accesses to this register use the following encodings:

Accessible at offset 0x030 from MHUS.SSC.SSC_CTRL_page

Access on this interface is RO.
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C2.1.2.1.6 SSC_FCH_CFG0, Sender Security Fast Channel Configuration 0

The SSC_FCH_CFG0 characteristics are:

Purpose

Provides information on the configuration of FCE in the MHUS.

Configuration

This register is present only when TZE is implemented for the MHUS and FCE is implemented.
Otherwise, direct accesses to SSC_FCH_CFG0 are RAZ/WI.

Attributes

SSC_FCH_CFG0 is a 32-bit register.

This register is part of the MHUS.SSC.SSC_CTRL_page block.

Field descriptions

The SSC_FCH_CFG0 bit assignments are:

RES0

31 29

FCH_WS

28 21 20 16

NUM_FCG

15 11

NUM_FCH

9 0

NUM_FCH_PER_FCG

Bits [31:29]

Reserved, RES0.

FCH_WS, bits [28:21]

Fast Channel Word-Size

Number of bits each FCH implements.

The value of this field is an IMPLEMENTATION DEFINED choice of:

FCH_WS Meaning

0x20 Fast Channel word-size is 32-bits

0x40 Fast Channel word-size is 64-bits

Access to this field is RO.

NUM_FCH_PER_FCG, bits [20:16]

Number of Fast Channels per Fast Channel Group

Number of FCHs implemented in FCGs for MHUS.

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_FCH_PER_FCG Meaning

0b00000..0b11111 Number of FCHs per FCG is N+1, where N is
the value of this field

Access to this field is RO.
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NUM_FCG, bits [15:11]

Number of Fast Channel Groups

Number of FCGs implemented in MHUS

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_FCG Meaning

0b00000..0

↪→b11111

Number of FCGs is N+1, where N is the value of
this field

Access to this field is RO.

NUM_FCH, bits [9:0]

Number of Fast Channels

Number of FCHs implemented in MHUS.

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_FCH Meaning Applies

0b0000000000..0

↪→b0111111111

Number of FCH is N+1, where N is the value
of this field

When FCH_WS ==
0x40

0b0000000000..0

↪→b1111111111

Number of FCH is N+1, where N is the value
of this field

When FCH_WS ==
0x20

Access to this field is RO.

Accessing SSC_FCH_CFG0

Accesses to this register use the following encodings:

Accessible at offset 0x040 from MHUS.SSC.SSC_CTRL_page

Access on this interface is RO.
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C2.1.2.1.7 SSC_PBX_SG<n>, Sender Postbox Security Group <ngt;, n = 0 - 0

The SSC_PBX_SG<n> characteristics are:

Purpose

Configuration of the Security Group of the Postbox

Configuration

This register is present only when TZE is implemented for the MHUS. Otherwise, direct accesses to
SSC_PBX_SG<n> are RAZ/WI.

Attributes

SSC_PBX_SG<n> is a 32-bit register.

This register is part of the MHUS.SSC.SSC_CTRL_page block.

Field descriptions

The SSC_PBX_SG<n> bit assignments are:

When RME is implemented for the MHUS and sampled value of MHUS LEGACY_TZ_EN is 0b0:

RES0

31 2 1 0

SG_PBX0

Bits [31:2]

Reserved, RES0.

SG_PBX<m>, bits [2m+1:2m], for m = 0

Security Group for Postbox

SG_PBX<m> Meaning

0b00 Postbox is assigned to the Secure Security Group

0b01 Postbox is assigned to the Non-secure Security
Group

0b10 Postbox is assigned to the Root Security Group

0b11 Postbox is assigned to the Realm Security Group

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b10.

When RME is not implemented for the MHUS or (RME is implemented for the MHUS and sampled value
of MHUS LEGACY_TZ_EN is 0b1):

RES0

31 1 0

SG_PBX0

Bits [31:1]

Reserved, RES0.
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SG_PBX<m>, bits [m], for m = 0

Security Group for Postbox

SG_PBX<m> Meaning

0b0 Postbox is assigned to the Secure Security Group

0b1 Postbox is assigned to the Non-secure Security
Group

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b0.

Accessing SSC_PBX_SG<n>

Accesses to this register use the following encodings:

Accessible at offset 0x110 + (4 * n) from MHUS.SSC.SSC_CTRL_page

Access on this interface is RW.
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C2.1.2.1.8 SSC_IIDR, Sender Security Implementer Identification Register

The SSC_IIDR characteristics are:

Purpose

This field provides information on the implementation of the MHU

Configuration

This register is present only when TZE is implemented for the MHUS. Otherwise, direct accesses to
SSC_IIDR are RAZ/WI.

Attributes

SSC_IIDR is a 32-bit register.

This register is part of the MHUS.SSC.SSC_CTRL_page block.

Field descriptions

The SSC_IIDR bit assignments are:

PRODUCT_ID

31 20

VARIANT

19 16

REVISION

15 12

IMPLEMENTER

11 0

PRODUCT_ID, bits [31:20]

Product ID of the MHU implementation

This field has an IMPLEMENTATION DEFINED value.

Access to this field is RO.

VARIANT, bits [19:16]

Variant or major revision of the MHU implementation

This field has an IMPLEMENTATION DEFINED value.

Access to this field is RO.

REVISION, bits [15:12]

Revision or minor version of the MHU implementation

This field has an IMPLEMENTATION DEFINED value.

Access to this field is RO.

IMPLEMENTER, bits [11:0]

Implementer ID

Contains the JEP106 identification information as follows:

• 11:8 - JEP106 continuation code of implementer

• 7 - Always 0

• 6:0 - JEP106 identity code of implementer

This field has an IMPLEMENTATION DEFINED value.

Access to this field is RO.

Accessing SSC_IIDR

Accesses to this register use the following encodings:
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Accessible at offset 0xFC8 from MHUS.SSC.SSC_CTRL_page

Access on this interface is RO.
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C2.1.2.1.9 SSC_AIDR, Sender Security Architecture Identification Register

The SSC_AIDR characteristics are:

Purpose

Provides information on the version of the MHU architecture implemented in this implementation of
the MHU.

Configuration

This register is present only when TZE is implemented for the MHUS. Otherwise, direct accesses to
SSC_AIDR are RAZ/WI.

Attributes

SSC_AIDR is a 32-bit register.

This register is part of the MHUS.SSC.SSC_CTRL_page block.

Field descriptions

The SSC_AIDR bit assignments are:

RES0

31 8 7 4 3 0

ARCH_MAJOR_REV ARCH_MINOR_R
EV

Bits [31:8]

Reserved, RES0.

ARCH_MAJOR_REV, bits [7:4]

MHU Architecture Major Revision

The value of this field is an IMPLEMENTATION DEFINED choice of:

ARCH_MAJOR_REV Meaning

0b0000 MHUv1 or unknown architecture versions

0b0001 MHUv2

0b0010 MHUv3

All other values are Reserved

Access to this field is RO.

ARCH_MINOR_REV, bits [3:0]

MHU Architecture Minor Revision

The value of this field is an IMPLEMENTATION DEFINED choice of:

ARCH_MINOR_REV Meaning

0b0000 Minor revision 0 of the major architecture

0b0001 Minor revision 1 of the major architecture
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All other values are Reserved

Access to this field is RO.

Additional information

The legal combinations for the ARCH_MAJOR_REV and ARCH_MINOR_REV fields are as follows:

ARCH_MAJOR_REV ARCH_MINOR_REV Description

0x0 0x0 MHUv1

0x1 0x0 MHUv2.0

0x1 0x1 MHUv2.1

0x2 0x0 MHUv3.0

MHU implementations based on this architecture, have the ARCH_MAJOR_REV set to 0x2 and
ARCH_MINOR_REV set to 0x0.

Accessing SSC_AIDR

Accesses to this register use the following encodings:

Accessible at offset 0xFCC from MHUS.SSC.SSC_CTRL_page

Access on this interface is RO.
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C2.1.2.1.10 SSC_IMPL_DEF_ID<n>, IMPDEF Register, n = 0 - 11

The SSC_IMPL_DEF_ID<n> characteristics are:

Purpose

This register is for IMPLEMENTATION DEFINED Identification Registers which can be used to identify
the implementation of the MHU Sender Security

An implementation can do the following with this register:

• Chose whether a register is present or not.

• The name of the register.

• The access permission of the registers, so long as they are not more permissive than the architecture
defines for the IMPLEMENTATION DEFINED register.

• The names, behavior and reset value of any fields.

• The access permissions of any fields, so long as they are not more permissive than the register.

If the SSC_IMPL_DEF_ID<n> is not present then the location is Reserved and treated as RES0

Configuration

This register is present only when TZE is implemented for the MHUS. Otherwise, direct accesses to
SSC_IMPL_DEF_ID<n> are RAZ/WI.

Attributes

SSC_IMPL_DEF_ID<n> is a 32-bit register.

This register is part of the MHUS.SSC.SSC_CTRL_page block.

Field descriptions

The SSC_IMPL_DEF_ID<n> bit assignments are:

IMPLEMENTATION DEFINED

31 0

IMPLEMENTATION DEFINED, bits [31:0]

IMPLEMENTATION DEFINED

Accessing SSC_IMPL_DEF_ID<n>

Accesses to this register use the following encodings:

Accessible at offset 0xFD0 + (4 * n) from MHUS.SSC.SSC_CTRL_page

Access on this interface is RO.
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C2.1.2.2 SSC_IMPL_DEF_page, Sender Security Control Implementation Defined
page

The SSC_IMPL_DEF_page characteristics are:

Purpose

The SSC_IMPL_DEF_page is for an implementation of the MHU, to implement any IMPLEMENTATION
DEFINED registers.

Registers defined in this block must follow the rules in C1.7.3 IMPLEMENTATION DEFINED Page

Configuration

This Register Block is present only when TZE is implemented for the MHUS.

Attributes

The SSC_IMPL_DEF_page block is of size 4KB.

This block is part of the MHUS.SSC block.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

0x0000 + (4 * n)for n in 1023:0 - Most permissive access: ImplementationDefined
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C2.2 MHUR, MHU Receiver

The MHUR characteristics are:

Purpose

Contains the blocks which are part of the MHU Receiver

The offsets of the blocks, within the MHU Receiver are IMPLEMENTATION DEFINED, however, Arm
recommends the following offsets:

When TZE is implemented for the MHUR

0x0_0000 - RSC

0x1_0000 - MBX

When TZE is not implemented for the MHUR

0x0_0000 - MBX

Attributes

When TZE is implemented for the MHUR

The MHUR block is of size 128KB.

When TZE is not implemented for the MHUR

The MHUR block is of size 64KB.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

IMPDEF RSC Most permissive access: RW
Register condition: When TZE is implemented for the MHUR
Accessor condition: When TZE is implemented for the MHUR

IMPDEF MBX Most permissive access: RW
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C2.2.1 MBX, Mailbox

The MBX characteristics are:

Purpose

Contains the individual pages of the Mailbox block.

Only accesses with the correct security can access the registers within the Mailbox, otherwise the access
is treated as an illegal access

The allowed security of an access to a register of the Mailbox depends on:

• The value of RME is implemented for the MHUR.

• Whether TZE is implemented for the MHUR.

• Sampled value of MHUR LEGACY_TZ_EN input.

• Value of RSC_CTRL_page.RSC_MBX_SG0.SG_MBX0 field.

The following table list the allowed security states of an access:

RME TZE
Sampled
LEGACY_TZ_EN RSC_MBX_SG0.SG_MBX0 Allowed access securities

0 0 NA NA Any

0 1 NA 0b0 Secure

0b1 Any

1 1 0 0b00 Root and Secure

0b01 Any

0b10 Root

0b11 Root and Realm

1 0bx0 Root and Secure

0bx1 Any

Configuration

Attributes

The MBX block is of size 64KB.

This block is part of the MHUR block.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

0x0000 MBX_CTRL_page Most permissive access: RW

0x1000 MDBCW_page Most permissive access: RW
Register condition: When DBE is implemented
Accessor condition: When DBE is implemented
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Offset Name Notes

0x2000 MFFCW_page Most permissive access: RW
Register condition: When FE is implemented
Accessor condition: When FE is implemented

0x3000 MFCW_page Most permissive access: RW
Register condition: When FCE is implemented
Accessor condition: When FCE is implemented

0xF000 MBX_IMPL_DEF_page Most permissive access: RW
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C2.2.1.1 MBX_CTRL_page, Mailbox Control page

The MBX_CTRL_page characteristics are:

Purpose

Allows access to the configuration registers of the Mailbox.

Configuration

Attributes

The MBX_CTRL_page block is of size 4KB.

This block is part of the MHUR.MBX block.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

0x000 MBX_BLK_ID Most permissive access: RO

0x010 MBX_FEAT_SPT0 Most permissive access: RO

0x014 MBX_FEAT_SPT1 Most permissive access: RO

0x020 MBX_DBCH_CFG0 Most permissive access: RO
Register condition: When DBE
is implemented
Accessor condition: When DBE
is implemented

0x030 MBX_FFCH_CFG0 Most permissive access: RO
Register condition: When FE is
implemented
Accessor condition: When FE is
implemented

0x040 MBX_FCH_CFG0 Most permissive access: RO
Register condition: When FCE is
implemented
Accessor condition: When FCE
is implemented

0x100 MBX_CTRL Most permissive access: RW

0x140 MBX_FCH_CTRL Most permissive access: RW
Register condition: When FCE is
implemented
Accessor condition: When FCE
is implemented

0x144 MBX_FCG_INT_EN Most permissive access: RW
Register condition: When FCE is
implemented and FCGI_SPT ==
1
Accessor condition: When FCE
is implemented
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Offset Name Notes

0x400 + (4 * n)for n in 3:0 MBX_DBCH_INT_ST<n> Most permissive access: RO
Register condition: When DBE
is implemented
Accessor condition: When DBE
is implemented

0x410 + (4 * n)for n in 1:0 MBX_FFCH_INT_ST<n> Most permissive access: RO
Register condition: When FE is
implemented
Accessor condition: When FE is
implemented

0x470 MBX_FCG_INT_ST Most permissive access: RO
Register condition: When FCE is
implemented and FCGI_SPT ==
1
Accessor condition: When FCE
is implemented

0x480 + (4 * n)for n in

↪→31:0

MBX_FCH_GRP<n>_INT_ST Most permissive access: RO
Register condition: When FCE is
implemented and FCGI_SPT ==
1
Accessor condition: When FCE
is implemented

0xFC8 MBX_IIDR Most permissive access: RO

0xFCC MBX_AIDR Most permissive access: RO

0xFD0 + (4 * n)for n in

↪→11:0

MBX_IMPL_DEF_ID<n> Most permissive access: RO
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C2.2.1.1.1 MBX_BLK_ID, Mailbox Block Identifier

The MBX_BLK_ID characteristics are:

Purpose

Identifies the block as a Mailbox.

Attributes

MBX_BLK_ID is a 32-bit register.

This register is part of the MHUR.MBX.MBX_CTRL_page block.

Field descriptions

The MBX_BLK_ID bit assignments are:

RES0

31 4

0 0 0 1

3 0

BLK_ID

Bits [31:4]

Reserved, RES0.

BLK_ID, bits [3:0]

Block Identifier

Identifies the type of block that resides in this 64KB.

Reads as 0b0001

Identifies the block as the Mailbox block.

Access to this field is RO.

Accessing MBX_BLK_ID

Accesses to this register use the following encodings:

Accessible at offset 0x000 from MHUR.MBX.MBX_CTRL_page

Access on this interface is RO.
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C2.2.1.1.2 MBX_FEAT_SPT0, Mailbox Feature Support 0

The MBX_FEAT_SPT0 characteristics are:

Purpose

Provides information on the features implemented in the Mailbox.

Attributes

MBX_FEAT_SPT0 is a 32-bit register.

This register is part of the MHUR.MBX.MBX_CTRL_page block.

Field descriptions

The MBX_FEAT_SPT0 bit assignments are:

RES0

31 24

RASE_SPT

23 20

RME_SPT

19 16

TZE_SPT

15 12

FCE_SPT

11 8

FE_SPT

7 4

DBE_SPT

3 0

Bits [31:24]

Reserved, RES0.

RASE_SPT, bits [23:20]

Reliability, Availability and Serviceability Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

RASE_SPT Meaning

0b0000 MHU does not implement the RAS extension

0b0010 MHU implements the RAS extension but does
not follow the recommendations in B10.7
Recommend implementation of RAS using Arm
RAS extensions

0b0011 MHU implements the RAS extension and
follows the recommendations in B10.7
Recommend implementation of RAS using Arm
RAS extensions

Access to this field is RO.

RME_SPT, bits [19:16]

Realm Management Extension Support

The value of this field depends on the implementation of the MHU and an optional reset time sampled input
LEGACY_TZ_EN.

The value of this field is an IMPLEMENTATION DEFINED choice of:

RME_SPT Meaning

0b0000 MHU does not implement the Realm
Management extension
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RME_SPT Meaning

0b0001 MHU implements Realm Management extension

The value of this field only applies to the half of the MHU which the register is associated with.

It is valid for the different halves of the MHU to implement different values for this field.

For fields in the PBX_FEAT_SPT0 or SSC_FEAT_SPT0 the value applies to the MHUS only.

For fields in the MBX_FEAT_SPT0 or RSC_FEAT_SPT0 the value applies to the MHUR only.

When RME is implemented, for the half of the MHU, there can be a LEGACY_TZ_EN tie-off present on that
side of the MHU.

The value of the LEGACY_TZ_EN tie-off is sampled at reset of the side of the MHU which the tie-off is
associated with.

When the sampled value of the tie-off is 0b1 the value of this field is always 0x0, otherwise the value of this field is
dependent on whether RME is implemented for this half of the MHU.

Access to this field is RO.

TZE_SPT, bits [15:12]

TrustZone Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

TZE_SPT Meaning

0b0000 MHU does not implement the TrustZone
extension

0b0001 MHU implements TrustZone extension

The value of this field only applies to the half of the MHU which the register is associated with.

It is valid for the different halves of the MHU to implement different values for this field.

For fields in the PBX_FEAT_SPT0 or SSC_FEAT_SPT0 the value applies to the MHUS only.

For fields in the MBX_FEAT_SPT0 or RSC_FEAT_SPT0 the value applies to the MHUR only.

Access to this field is RO.

FCE_SPT, bits [11:8]

Fast Channel Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

FCE_SPT Meaning

0b0000 MHU does not implement the Fast Channel
extension

0b0001 MHU implements Fast Channel extension
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Access to this field is RO.

FE_SPT, bits [7:4]

FIFO Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

FE_SPT Meaning

0b0000 MHU does not implement the FIFO extension

0b0001 MHU implements FIFO extension

Access to this field is RO.

DBE_SPT, bits [3:0]

Doorbell Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

DBE_SPT Meaning

0b0000 MHU does not implement the Doorbell
extension

0b0001 MHU implements Doorbell extension

Access to this field is RO.

Accessing MBX_FEAT_SPT0

Accesses to this register use the following encodings:

Accessible at offset 0x010 from MHUR.MBX.MBX_CTRL_page

Access on this interface is RO.
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C2.2.1.1.3 MBX_FEAT_SPT1, Mailbox Feature Support 1

The MBX_FEAT_SPT1 characteristics are:

Purpose

Provides information on the features implemented in the Mailbox.

Attributes

MBX_FEAT_SPT1 is a 32-bit register.

This register is part of the MHUR.MBX.MBX_CTRL_page block.

Field descriptions

The MBX_FEAT_SPT1 bit assignments are:

RES0

31 4 3 0

AUTO_OP_SPT

Bits [31:4]

Reserved, RES0.

AUTO_OP_SPT, bits [3:0]

Auto Op Protocol Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

AUTO_OP_SPT Meaning

0b0000 Auto Op(Min) is implemented

0b0001 Auto Op(Full) is implemented

Access to this field is RO.

Accessing MBX_FEAT_SPT1

Accesses to this register use the following encodings:

Accessible at offset 0x014 from MHUR.MBX.MBX_CTRL_page

Access on this interface is RO.
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C2.2.1.1.4 MBX_DBCH_CFG0, Mailbox Doorbell Channel Configuration 0

The MBX_DBCH_CFG0 characteristics are:

Purpose

Provides information on the configuration of DBE in Mailbox.

Configuration

This register is present only when DBE is implemented. Otherwise, direct accesses to
MBX_DBCH_CFG0 are RAZ/WI.

Attributes

MBX_DBCH_CFG0 is a 32-bit register.

This register is part of the MHUR.MBX.MBX_CTRL_page block.

Field descriptions

The MBX_DBCH_CFG0 bit assignments are:

RES0

31 8

NUM_DBCH

7 0

Bits [31:8]

Reserved, RES0.

NUM_DBCH, bits [7:0]

Number of Doorbell Channels

Number of DBCH implemented in the Mailbox.

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_DBCH Meaning

0x00..0x7F Number of DBCH is N+1, where N is the value
of this field

Access to this field is RO.

Accessing MBX_DBCH_CFG0

Accesses to this register use the following encodings:

Accessible at offset 0x020 from MHUR.MBX.MBX_CTRL_page

Access on this interface is RO.
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C2.2.1.1.5 MBX_FFCH_CFG0, Mailbox FIFO Channel Configuration 0

The MBX_FFCH_CFG0 characteristics are:

Purpose

Provides information on the configuration of FE in Mailbox.

Configuration

This register is present only when FE is implemented. Otherwise, direct accesses to MBX_FFCH_CFG0
are RAZ/WI.

Attributes

MBX_FFCH_CFG0 is a 32-bit register.

This register is part of the MHUR.MBX.MBX_CTRL_page block.

Field descriptions

The MBX_FFCH_CFG0 bit assignments are:

RES0

31 26

FFCH_DEPTH

25 16

RES0

15 12 11 10 9 8

NUM_FFCH

7 0

M64BA_SPT
M32BA_SPT

M8BA_SPT
M16BA_SPT

Bits [31:26]

Reserved, RES0.

FFCH_DEPTH, bits [25:16]

FIFO Channel Depth

Depth of the FIFOs of the FFCHs in the Mailbox.

The value of this field is an IMPLEMENTATION DEFINED choice of:

FFCH_DEPTH Meaning

0b0000000000..0

↪→b1111111111

FIFO depth is N+1 bytes, where N is the value
of this field.

Access to this field is RO.

Bits [15:12]

Reserved, RES0.

M64BA_SPT, bit [11]

Mailbox 64-bit Access Support

Whether 64-bit accesses to the following registers are supported:

• MFFCW<n>_PAY

• MFFCW<n>_FLG

The value of this field is an IMPLEMENTATION DEFINED choice of:
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M64BA_SPT Meaning

0b0 64-bit accesses are not supported

0b1 64-bit accesses are supported

Accesses must be aligned to an 64-bit boundary.

The value of this field has no effect on the supported access sizes to any other registers.

When 64-bit accesses are supported the:

• MFFCW<n>_PAY register occupies offsets 0x00-0x07 of the MFFCW.

• MFFCW<n>_FLG register occupies offsets 0x008-0x0F of the MFFCW.

When 64-bit accesses are not supported:

• MFFCW<n>_PAY register occupies offsets 0x00-0x03 of the MFFCW and offsets 0x04-0x07 of the MFFCW
are RES0.

• MFFCW<n>_FLG register occupies offsets 0x008-0x0B of the MFFCW and offsets 0x0C-0x0F of the
MFFCW are RES0.

Access to this field is RO.

M32BA_SPT, bit [10]

Mailbox 32-bit Access Support

Whether 32-bit accesses to the following registers are supported:

• MFFCW<n>_PAY

• MFFCW<n>_FLG

The value of this field is an IMPLEMENTATION DEFINED choice of:

M32BA_SPT Meaning

0b0 32-bit accesses are not supported

0b1 32-bit accesses are supported

Accesses must be aligned to an 32-bit boundary.

The value of this field has no effect on the supported access sizes to any other registers.

Access to this field is RO.

M16BA_SPT, bit [9]

Mailbox 16-bit Access Support

Whether 16-bit accesses to the following registers are supported:

• MFFCW<n>_PAY

• MFFCW<n>_FLG

The value of this field is an IMPLEMENTATION DEFINED choice of:

ARM-AES-0072
A.a

Copyright © 2023-2024 Arm Limited or its affiliates. All rights reserved.
Non-confidential

223



Chapter C2. Registers
C2.2. MHUR, MHU Receiver

M16BA_SPT Meaning

0b0 16-bit accesses are not supported

0b1 16-bit accesses are supported

Accesses must be aligned to an 16-bit boundary.

The value of this field has no effect on the supported access sizes to any other registers.

Access to this field is RO.

M8BA_SPT, bit [8]

Mailbox 8-bit Access Support

Whether 8-bit accesses to the following registers are supported:

• MFFCW<n>_PAY

• MFFCW<n>_FLG

The value of this field is an IMPLEMENTATION DEFINED choice of:

M8BA_SPT Meaning

0b0 8-bit accesses are not supported

0b1 8-bit accesses are supported

Accesses must be aligned to an 8-bit boundary

The value of this field has no effect on the supported access sizes to any other registers.

Access to this field is RO.

NUM_FFCH, bits [7:0]

Number of FIFO Channels

The number of FFCHs in the Mailbox.

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_FFCH Meaning

0x00..0x3F Number of FFCHs is N+1, where N is the value
of this field

Access to this field is RO.

Accessing MBX_FFCH_CFG0

Accesses to this register use the following encodings:

Accessible at offset 0x030 from MHUR.MBX.MBX_CTRL_page

Access on this interface is RO.
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C2.2.1.1.6 MBX_FCH_CFG0, Mailbox Fast Channel Configuration 0

The MBX_FCH_CFG0 characteristics are:

Purpose

Provides information on the configuration of FCE in the Mailbox.

Configuration

This register is present only when FCE is implemented. Otherwise, direct accesses to MBX_FCH_CFG0
are RAZ/WI.

Attributes

MBX_FCH_CFG0 is a 32-bit register.

This register is part of the MHUR.MBX.MBX_CTRL_page block.

Field descriptions

The MBX_FCH_CFG0 bit assignments are:

RES0

31 29

FCH_WS

28 21 20 16

NUM_FCG

15 11 10

NUM_FCH

9 0

NUM_FCH_PER_FCG FCGI_SPT

Bits [31:29]

Reserved, RES0.

FCH_WS, bits [28:21]

Fast Channel Word-Size

Number of bits each FCH implements.

The value of this field is an IMPLEMENTATION DEFINED choice of:

FCH_WS Meaning

0x20 Fast Channel word-size is 32-bits

0x40 Fast Channel word-size is 64-bits

Access to this field is RO.

NUM_FCH_PER_FCG, bits [20:16]

Number of Fast Channels per Fast Channel Group

Number of FCHs implemented in FCGs for Mailbox.

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_FCH_PER_FCG Meaning

0b00000..0b11111 Number of FCHs per FCG is N+1, where N is
the value of this field

Access to this field is RO.
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NUM_FCG, bits [15:11]

Number of Fast Channel Groups

Number of FCGs implemented in Mailbox

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_FCG Meaning

0b00000..0

↪→b11111

Number of FCGs is N+1, where N is the value of
this field

Access to this field is RO.

FCGI_SPT, bit [10]

Fast Channel Group Interrupt Support

Indicates whether Fast Channel Group Transfer interrupt is implemented for each FCGs.

The value of this field is an IMPLEMENTATION DEFINED choice of:

FCGI_SPT Meaning

0b0 Fast Channel Group Transfer interrupts are not
implemented.

0b1 Fast Channel Group Transfer interrupts are
implemented.

Access to this field is RO.

NUM_FCH, bits [9:0]

Number of Fast Channels

Number of FCHs implemented in Mailbox.

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_FCH Meaning Applies

0b0000000000..0

↪→b0111111111

Number of FCH is N+1, where N is the value
of this field

When FCH_WS ==
0x40

0b0000000000..0

↪→b1111111111

Number of FCH is N+1, where N is the value
of this field

When FCH_WS ==
0x20

Access to this field is RO.

Accessing MBX_FCH_CFG0

Accesses to this register use the following encodings:

Accessible at offset 0x040 from MHUR.MBX.MBX_CTRL_page

Access on this interface is RO.
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C2.2.1.1.7 MBX_CTRL, Mailbox Control

The MBX_CTRL characteristics are:

Purpose

Configures the behavior of the Mailbox.

Attributes

MBX_CTRL is a 32-bit register.

This register is part of the MHUR.MBX.MBX_CTRL_page block.

Field descriptions

The MBX_CTRL bit assignments are:

RES0

31 2 1 0

CH_OP_MSK OP_REQ

Bits [31:2]

Reserved, RES0.

CH_OP_MSK, bit [1]

Channel Operational Mask

Controls whether channels need to be idle to allow a controlled entry of the MHUR into a non-operational state.

CH_OP_MSK Meaning

0b0 Channels must be idle to enter a non-operational
state

0b1 Channels status is ignored when considering
entry into a non-operational state

This field has no effect on entry into a non-operation state in an uncontrolled manner for the MHUR.

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b0.

OP_REQ, bit [0]

Operational Request

Controls whether the MHUR is required to remain in an operational state.

OP_REQ Meaning

0b0 Mailbox is not requested to remain in the
operational state

0b1 Mailbox is requested to remain in the operational
state

The reset behavior of this field is:
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• On a MHUR reset, this field resets to 0b0.

Accessing MBX_CTRL

Accesses to this register use the following encodings:

Accessible at offset 0x100 from MHUR.MBX.MBX_CTRL_page

Access on this interface is RW.
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C2.2.1.1.8 MBX_FCH_CTRL, Mailbox Fast Channel Control

The MBX_FCH_CTRL characteristics are:

Purpose

Controls the Fast Channels in the Mailbox

Configuration

This register is present only when FCE is implemented. Otherwise, direct accesses to MBX_FCH_CTRL
are RAZ/WI.

Attributes

MBX_FCH_CTRL is a 32-bit register.

This register is part of the MHUR.MBX.MBX_CTRL_page block.

Field descriptions

The MBX_FCH_CTRL bit assignments are:

RES0

31 3 2

RES0

1 0

INT_EN

Bits [31:3]

Reserved, RES0.

INT_EN, bit [2]

Interrupt Enable

Enables interrupts for all FCHs in the Mailbox.

INT_EN Meaning

0b0 Interrupts for FCHs, in the Mailbox, are disabled

0b1 Interrupts for FCHs, in the Mailbox, are enabled

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b1.

Bits [1:0]

Reserved, RES0.

Accessing MBX_FCH_CTRL

Accesses to this register use the following encodings:

Accessible at offset 0x140 from MHUR.MBX.MBX_CTRL_page

Access on this interface is RW.
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C2.2.1.1.9 MBX_FCG_INT_EN, Mailbox Fast Channel Group Interrupt Enable

The MBX_FCG_INT_EN characteristics are:

Purpose

Controls whether a FCG contributes to the Mailbox Combined interrupt

Configuration

This register is present only when FCE is implemented and FCGI_SPT == 1. Otherwise, direct accesses
to MBX_FCG_INT_EN are RAZ/WI.

Attributes

MBX_FCG_INT_EN is a 32-bit register.

This register is part of the MHUR.MBX.MBX_CTRL_page block.

Field descriptions

The MBX_FCG_INT_EN bit assignments are:

31 30 29 28 27 26 25 24 23 22 21 20 19 18 17 16 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0

MBX_COMB_
EN31

MBX_COMB_EN
30

MBX_COMB_EN29
MBX_COMB_EN28

MBX_COMB_EN27
MBX_COMB_EN26

MBX_COMB_EN25
MBX_COMB_EN24

MBX_COMB_EN23
MBX_COMB_EN22

MBX_COMB_EN21
MBX_COMB_EN20

MBX_COMB_EN19
MBX_COMB_EN18

MBX_COMB_EN17
MBX_COMB_EN16

MBX_COMB_
EN0

MBX_COMB_EN
1

MBX_COMB_EN2
MBX_COMB_EN3

MBX_COMB_EN4
MBX_COMB_EN5

MBX_COMB_EN6
MBX_COMB_EN7

MBX_COMB_EN8
MBX_COMB_EN9

MBX_COMB_EN10
MBX_COMB_EN11

MBX_COMB_EN12
MBX_COMB_EN13

MBX_COMB_EN14
MBX_COMB_EN15

MBX_COMB_EN<m>, bits [m], for m = 31 to 0

MBX_COMB_EN<m> Meaning

0b0 FCG<m> does not contribute to the Mailbox
Combined interrupt

0b1 FCG<m> contributes to the Mailbox Combined
interrupt

The field is only implemented, if the associated FCG is implemented. Fields which are not implemented are RES0.

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b1.

Accessing MBX_FCG_INT_EN

Accesses to this register use the following encodings:

Accessible at offset 0x144 from MHUR.MBX.MBX_CTRL_page

Access on this interface is RW.
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C2.2.1.1.10 MBX_DBCH_INT_ST<n>, Mailbox Doorbell Channel Interrupt Status <n>, n = 0 - 3

The MBX_DBCH_INT_ST<n> characteristics are:

Purpose

Indicates whether there is an interrupt outstanding for the DBCH

MBX_DBCH_INT_ST0 has status fields for DBCHs 0 to 31

MBX_DBCH_INT_ST1 has status fields for DBCHs 32 to 63

MBX_DBCH_INT_ST2 has status fields for DBCHs 64 to 95

MBX_DBCH_INT_ST3 has status fields for DBCHs 96 to 127

Configuration

This register is present only when DBE is implemented. Otherwise, direct accesses to
MBX_DBCH_INT_ST<n> are RAZ/WI.

Attributes

MBX_DBCH_INT_ST<n> is a 32-bit register.

This register is part of the MHUR.MBX.MBX_CTRL_page block.

Field descriptions

The MBX_DBCH_INT_ST<n> bit assignments are:

31 30 29 28 27 26 25 24 23 22 21 20 19 18 17 16 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0

DBCH_INT_
ST31

DBCH_INT_ST
30

DBCH_INT_ST29
DBCH_INT_ST28

DBCH_INT_ST27
DBCH_INT_ST26

DBCH_INT_ST25
DBCH_INT_ST24

DBCH_INT_ST23
DBCH_INT_ST22

DBCH_INT_ST21
DBCH_INT_ST20

DBCH_INT_ST19
DBCH_INT_ST18

DBCH_INT_ST17
DBCH_INT_ST16

DBCH_INT_
ST0

DBCH_INT_ST
1

DBCH_INT_ST2
DBCH_INT_ST3

DBCH_INT_ST4
DBCH_INT_ST5

DBCH_INT_ST6
DBCH_INT_ST7

DBCH_INT_ST8
DBCH_INT_ST9

DBCH_INT_ST10
DBCH_INT_ST11

DBCH_INT_ST12
DBCH_INT_ST13

DBCH_INT_ST14
DBCH_INT_ST15

DBCH_INT_ST<x>, bits [x], for x = 31 to 0

Doorbell Channel Interrupt Status

Each bit indicates whether there is an outstanding interrupt for the DBCH, that is contributing to the Mailbox
Combined interrupt.

DBCH_INT_ST<x> Meaning

0b0 No interrupt outstanding for the DBCH or the
DBCH is not configured to contribute into the
Mailbox Combined interrupt.
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DBCH_INT_ST<x> Meaning

0b1 Interrupt outstanding for the DBCH and the
DBCH is configured to contribute into the
Mailbox Combined interrupt.

Any fields which are not assigned to a DBCH are Reserved and treated as RAZ/WI

Accessing MBX_DBCH_INT_ST<n>

Accesses to this register use the following encodings:

Accessible at offset 0x400 + (4 * n) from MHUR.MBX.MBX_CTRL_page

Access on this interface is RO.
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C2.2.1.1.11 MBX_FFCH_INT_ST<n>, Mailbox FIFO Channel Interrupt Status <n>, n = 0 - 1

The MBX_FFCH_INT_ST<n> characteristics are:

Purpose

Indicates whether there is an interrupt outstanding for the FFCH.

MBX_FFCH_INT_ST0 has status fields for FFCHs 0 to 31

MBX_FFCH_INT_ST1 has status fields for FFCHs 32 to 63

Configuration

This register is present only when FE is implemented. Otherwise, direct accesses to MBX_FFCH_INT_ST<n>
are RAZ/WI.

Attributes

MBX_FFCH_INT_ST<n> is a 32-bit register.

This register is part of the MHUR.MBX.MBX_CTRL_page block.

Field descriptions

The MBX_FFCH_INT_ST<n> bit assignments are:

31 30 29 28 27 26 25 24 23 22 21 20 19 18 17 16 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0

FFCH_INT_
ST31

FFCH_INT_ST
30

FFCH_INT_ST29
FFCH_INT_ST28

FFCH_INT_ST27
FFCH_INT_ST26

FFCH_INT_ST25
FFCH_INT_ST24

FFCH_INT_ST23
FFCH_INT_ST22

FFCH_INT_ST21
FFCH_INT_ST20

FFCH_INT_ST19
FFCH_INT_ST18

FFCH_INT_ST17
FFCH_INT_ST16

FFCH_INT_
ST0

FFCH_INT_ST
1

FFCH_INT_ST2
FFCH_INT_ST3

FFCH_INT_ST4
FFCH_INT_ST5

FFCH_INT_ST6
FFCH_INT_ST7

FFCH_INT_ST8
FFCH_INT_ST9

FFCH_INT_ST10
FFCH_INT_ST11

FFCH_INT_ST12
FFCH_INT_ST13

FFCH_INT_ST14
FFCH_INT_ST15

FFCH_INT_ST<x>, bits [x], for x = 31 to 0

FIFO Channel Interrupt Status

Each bit indicates whether there is an outstanding interrupt for the FFCH, that is contributing to the Mailbox
Combined interrupt.

FFCH_INT_ST<x> Meaning

0b0 No interrupt outstanding for the FFCH or the
FFCH is not configured to contribute into the
Mailbox Combined interrupt.

0b1 Interrupt outstanding for the FFCH and the
FFCH is configured to contribute into the
Mailbox Combined interrupt.

Any fields which are not assigned to a FFCH are Reserved and treated as RAZ/WI
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Accessing MBX_FFCH_INT_ST<n>

Accesses to this register use the following encodings:

Accessible at offset 0x410 + (4 * n) from MHUR.MBX.MBX_CTRL_page

Access on this interface is RO.
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C2.2.1.1.12 MBX_FCG_INT_ST, Mailbox Fast Channel Group Interrupt Status

The MBX_FCG_INT_ST characteristics are:

Purpose

Provides the status of each Fast Channel Group Transfer interrupt

Configuration

This register is present only when FCE is implemented and FCGI_SPT == 1. Otherwise, direct accesses
to MBX_FCG_INT_ST are RAZ/WI.

Attributes

MBX_FCG_INT_ST is a 32-bit register.

This register is part of the MHUR.MBX.MBX_CTRL_page block.

Field descriptions

The MBX_FCG_INT_ST bit assignments are:

31 30 29 28 27 26 25 24 23 22 21 20 19 18 17 16 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0

FCH_GRP31
_INT_ST

FCH_GRP30_I
NT_ST

FCH_GRP29_INT
_ST

FCH_GRP28_INT_S
T

FCH_GRP27_INT_ST
FCH_GRP26_INT_ST

FCH_GRP25_INT_ST
FCH_GRP24_INT_ST

FCH_GRP23_INT_ST
FCH_GRP22_INT_ST

FCH_GRP21_INT_ST
FCH_GRP20_INT_ST

FCH_GRP19_INT_ST
FCH_GRP18_INT_ST

FCH_GRP17_INT_ST
FCH_GRP16_INT_ST

FCH_GRP0_
INT_ST

FCH_GRP1_IN
T_ST

FCH_GRP2_INT_
ST

FCH_GRP3_INT_ST
FCH_GRP4_INT_ST

FCH_GRP5_INT_ST
FCH_GRP6_INT_ST

FCH_GRP7_INT_ST
FCH_GRP8_INT_ST

FCH_GRP9_INT_ST
FCH_GRP10_INT_ST

FCH_GRP11_INT_ST
FCH_GRP12_INT_ST

FCH_GRP13_INT_ST
FCH_GRP14_INT_ST

FCH_GRP15_INT_ST

FCH_GRP<n>_INT_ST, bits [n], for n = 31 to 0

Fast Channel Group Interrupt Status

Each bit indicates whether there is an outstanding interrupt for an FCH which is part of FCG<m>, that is
contributing to the Mailbox Combined interrupt.

FCH_GRP<n>_INT_ST Meaning

0b0 No Fast Channel Group Transfer interrupt for
FCG<m> or FCG<m> is configured not to
contribute to the Mailbox Combined interrupt.

0b1 Fast Channel Group Transfer interrupt for
FCG<m> and FCG<m> is configured to
contribute to the Mailbox Combined interrupt.

Any fields which are not assigned to an implemented FCG are RES0.

Accessing MBX_FCG_INT_ST

ARM-AES-0072
A.a

Copyright © 2023-2024 Arm Limited or its affiliates. All rights reserved.
Non-confidential

235



Chapter C2. Registers
C2.2. MHUR, MHU Receiver

Accesses to this register use the following encodings:

Accessible at offset 0x470 from MHUR.MBX.MBX_CTRL_page

Access on this interface is RO.
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C2.2.1.1.13 MBX_FCH_GRP<n>_INT_ST, Mailbox Fast Channel Group <n> Interrupt Status, n = 0 -
31

The MBX_FCH_GRP<n>_INT_ST characteristics are:

Purpose

Provides the status of each FCH with the Fast Channel Group<n>

The number of MBX_FCH_GRP<n>_INT_ST is set by the value of MBX_FCH_CFG0.NUM_FCG,
with any unused registers being RES0.

The number of fields within each register depends on the value of MBX_FCH_CFG0.NUM_FCH_PER_FCG,
with any unused fields being RES0.

Configuration

This register is present only when FCE is implemented and FCGI_SPT == 1. Otherwise, direct accesses
to MBX_FCH_GRP<n>_INT_ST are RAZ/WI.

Attributes

MBX_FCH_GRP<n>_INT_ST is a 32-bit register.

This register is part of the MHUR.MBX.MBX_CTRL_page block.

Field descriptions

The MBX_FCH_GRP<n>_INT_ST bit assignments are:

31 30 29 28 27 26 25 24 23 22 21 20 19 18 17 16 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0

FCH_INT_S
T31

FCH_INT_ST3
0

FCH_INT_ST29
FCH_INT_ST28

FCH_INT_ST27
FCH_INT_ST26

FCH_INT_ST25
FCH_INT_ST24

FCH_INT_ST23
FCH_INT_ST22

FCH_INT_ST21
FCH_INT_ST20

FCH_INT_ST19
FCH_INT_ST18

FCH_INT_ST17
FCH_INT_ST16

FCH_INT_S
T0

FCH_INT_ST1
FCH_INT_ST2

FCH_INT_ST3
FCH_INT_ST4

FCH_INT_ST5
FCH_INT_ST6

FCH_INT_ST7
FCH_INT_ST8

FCH_INT_ST9
FCH_INT_ST10

FCH_INT_ST11
FCH_INT_ST12

FCH_INT_ST13
FCH_INT_ST14

FCH_INT_ST15

FCH_INT_ST<m>, bits [m], for m = 31 to 0

Fast Channel Interrupt Status

Each bit indicates whether there is an outstanding interrupt for the FCH, within FCG<n>, that is contributing to
the Mailbox Combined interrupt.

FCH_INT_ST<m> Meaning

0b0 No interrupt outstanding for FCH<x>

0b1 Outstanding interrupt for FCH<x>

Where x is the FCH number and is calculated by the following formula: n*NUM_FCH_PER_FCG + m.
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Any fields which are not assigned to an implemented FCH are RES0.

Accessing MBX_FCH_GRP<n>_INT_ST

Accesses to this register use the following encodings:

Accessible at offset 0x480 + (4 * n) from MHUR.MBX.MBX_CTRL_page

Access on this interface is RO.
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C2.2.1.1.14 MBX_IIDR, Mailbox Implementer Identification Register

The MBX_IIDR characteristics are:

Purpose

This field provides information on the implementation of the MHU

Attributes

MBX_IIDR is a 32-bit register.

This register is part of the MHUR.MBX.MBX_CTRL_page block.

Field descriptions

The MBX_IIDR bit assignments are:

PRODUCT_ID

31 20

VARIANT

19 16

REVISION

15 12

IMPLEMENTER

11 0

PRODUCT_ID, bits [31:20]

Product ID of the MHU implementation

This field has an IMPLEMENTATION DEFINED value.

Access to this field is RO.

VARIANT, bits [19:16]

Variant or major revision of the MHU implementation

This field has an IMPLEMENTATION DEFINED value.

Access to this field is RO.

REVISION, bits [15:12]

Revision or minor version of the MHU implementation

This field has an IMPLEMENTATION DEFINED value.

Access to this field is RO.

IMPLEMENTER, bits [11:0]

Implementer ID

Contains the JEP106 identification information as follows:

• 11:8 - JEP106 continuation code of implementer

• 7 - Always 0

• 6:0 - JEP106 identity code of implementer

This field has an IMPLEMENTATION DEFINED value.

Access to this field is RO.

Accessing MBX_IIDR

Accesses to this register use the following encodings:

Accessible at offset 0xFC8 from MHUR.MBX.MBX_CTRL_page

Access on this interface is RO.
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C2.2.1.1.15 MBX_AIDR, Mailbox Architecture Identification Register

The MBX_AIDR characteristics are:

Purpose

Provides information on the version of the MHU architecture implemented in this implementation of
the MHU.

Attributes

MBX_AIDR is a 32-bit register.

This register is part of the MHUR.MBX.MBX_CTRL_page block.

Field descriptions

The MBX_AIDR bit assignments are:

RES0

31 8

0 0 1 0

7 4

0 0 0 0

3 0

ARCH_MAJOR_REV ARCH_MINOR_R
EV

Bits [31:8]

Reserved, RES0.

ARCH_MAJOR_REV, bits [7:4]

MHU Architecture Major Revision

In the current implementation, this field is 0b0010.

None

ARCH_MAJOR_REV Meaning

0b0000 MHUv1 or unknown architecture versions

0b0001 MHUv2

0b0010 MHUv3

All other values are Reserved

Access to this field is RO.

ARCH_MINOR_REV, bits [3:0]

MHU Architecture Minor Revision

In the current implementation, this field is 0b0000.

None

ARCH_MINOR_REV Meaning

0b0000 Minor revision 0 of the major architecture

0b0001 Minor revision 1 of the major architecture
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All other values are Reserved

Access to this field is RO.

Additional information

The legal combinations for the ARCH_MAJOR_REV and ARCH_MINOR_REV fields are as follows:

ARCH_MAJOR_REV ARCH_MINOR_REV Description

0x0 0x0 MHUv1

0x1 0x0 MHUv2.0

0x1 0x1 MHUv2.1

0x2 0x0 MHUv3.0

MHU implementations based on this architecture, have the ARCH_MAJOR_REV set to 0x2 and
ARCH_MINOR_REV set to 0x0.

Accessing MBX_AIDR

Accesses to this register use the following encodings:

Accessible at offset 0xFCC from MHUR.MBX.MBX_CTRL_page

Access on this interface is RO.
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C2.2.1.1.16 MBX_IMPL_DEF_ID<n>, IMPDEF Register, n = 0 - 11

The MBX_IMPL_DEF_ID<n> characteristics are:

Purpose

This register is for IMPLEMENTATION DEFINED Identification Registers which can be used to identify
the implementation of the MHU Mailbox

An implementation can do the following with this register:

• Chose whether a register is present or not.

• The name of the register.

• The access permission of the registers, so long as they are not more permissive than the architecture
defines for the IMPLEMENTATION DEFINED register.

• The names, behavior and reset value of any fields.

• The access permissions of any fields, so long as they are not more permissive than the register.

If the MBX_IMPL_DEF_ID<n> is not present then the location is Reserved and treated as RES0

Attributes

MBX_IMPL_DEF_ID<n> is a 32-bit register.

This register is part of the MHUR.MBX.MBX_CTRL_page block.

Field descriptions

The MBX_IMPL_DEF_ID<n> bit assignments are:

IMPLEMENTATION DEFINED

31 0

IMPLEMENTATION DEFINED, bits [31:0]

IMPLEMENTATION DEFINED

Accessing MBX_IMPL_DEF_ID<n>

Accesses to this register use the following encodings:

Accessible at offset 0xFD0 + (4 * n) from MHUR.MBX.MBX_CTRL_page

Access on this interface is RO.
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C2.2.1.2 MDBCW_page, Mailbox Doorbell Channel Windows Page

The MDBCW_page characteristics are:

Purpose

Allows access to the MDBCW.

Configuration

This Register Block is present only when DBE is implemented.

Attributes

The MDBCW_page block is of size 4KB.

This block is part of the MHUR.MBX block.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

0x0000 + (32 * n)for n in

↪→127:0

MDBCW<n>_ST Most permissive access: RO

0x0004 + (32 * n)for n in

↪→127:0

MDBCW<n>_ST_MSK Most permissive access: RO

0x0008 + (32 * n)for n in

↪→127:0

MDBCW<n>_CLR Most permissive access: WO/RAZ

0x0010 + (32 * n)for n in

↪→127:0

MDBCW<n>_MSK_ST Most permissive access: RO

0x0014 + (32 * n)for n in

↪→127:0

MDBCW<n>_MSK_SET Most permissive access: WO/RAZ

0x0018 + (32 * n)for n in

↪→127:0

MDBCW<n>_MSK_CLR Most permissive access: WO/RAZ

0x001C + (32 * n)for n in

↪→127:0

MDBCW<n>_CTRL Most permissive access: RW
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C2.2.1.2.1 MDBCW<n>_ST, Mailbox Doorbell Channel Window <n> Status, n = 0 - 127

The MDBCW<n>_ST characteristics are:

Purpose

Status of the flags for DBCH<n>.

Configuration

This register is present only when DBE is implemented. Otherwise, direct accesses to MDBCW<n>_ST
are RAZ/WI.

Attributes

MDBCW<n>_ST is a 32-bit register.

This register is part of the MHUR.MBX.MDBCW_page block.

Field descriptions

The MDBCW<n>_ST bit assignments are:

31 30 29 28 27 26 25 24 23 22 21 20 19 18 17 16 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0

FLAG31
FLAG30

FLAG29
FLAG28

FLAG27
FLAG26

FLAG25
FLAG24

FLAG23
FLAG22

FLAG21
FLAG20

FLAG19
FLAG18

FLAG17
FLAG16

FLAG0
FLAG1

FLAG2
FLAG3

FLAG4
FLAG5

FLAG6
FLAG7

FLAG8
FLAG9

FLAG10
FLAG11

FLAG12
FLAG13

FLAG14
FLAG15

FLAG<x>, bits [x], for x = 31 to 0

Flag

FLAG<x> Meaning

0b0 Flag<x> bit is not set

0b1 Flag<x> bit is set

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b0.

Accessing MDBCW<n>_ST

Accesses to this register use the following encodings:

Accessible at offset 0x0000 + (32 * n) from MHUR.MBX.MDBCW_page

Access on this interface is RO.
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C2.2.1.2.2 MDBCW<n>_ST_MSK, Mailbox Doorbell Channel Window <n> Status Masked, n = 0 - 127

The MDBCW<n>_ST_MSK characteristics are:

Purpose

Masked status of DBCH<n>.

Configuration

This register is present only when DBE is implemented. Otherwise, direct accesses to
MDBCW<n>_ST_MSK are RAZ/WI.

Attributes

MDBCW<n>_ST_MSK is a 32-bit register.

This register is part of the MHUR.MBX.MDBCW_page block.

Field descriptions

The MDBCW<n>_ST_MSK bit assignments are:

31 30 29 28 27 26 25 24 23 22 21 20 19 18 17 16 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0

FLAG_MSK3
1

FLAG_MSK30
FLAG_MSK29

FLAG_MSK28
FLAG_MSK27

FLAG_MSK26
FLAG_MSK25

FLAG_MSK24
FLAG_MSK23

FLAG_MSK22
FLAG_MSK21

FLAG_MSK20
FLAG_MSK19

FLAG_MSK18
FLAG_MSK17

FLAG_MSK16

FLAG_MSK0
FLAG_MSK1

FLAG_MSK2
FLAG_MSK3

FLAG_MSK4
FLAG_MSK5

FLAG_MSK6
FLAG_MSK7

FLAG_MSK8
FLAG_MSK9

FLAG_MSK10
FLAG_MSK11

FLAG_MSK12
FLAG_MSK13

FLAG_MSK14
FLAG_MSK15

FLAG_MSK<x>, bits [x], for x = 31 to 0

Flag Masked

Provides the masked status of flag<x>.

FLAG_MSK<x> Meaning

0b0 Flag<x> and does not contribute to the DBCH
Channel Transfer interrupt.

0b1 Flag Masked<x> and contribute to the DBCH
Channel Transfer interrupt.

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b0.

Accessing MDBCW<n>_ST_MSK

Accesses to this register use the following encodings:

Accessible at offset 0x0004 + (32 * n) from MHUR.MBX.MDBCW_page
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Access on this interface is RO.
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C2.2.1.2.3 MDBCW<n>_CLR, Mailbox Doorbell Channel Window <n> Clear, n = 0 - 127

The MDBCW<n>_CLR characteristics are:

Purpose

Clear flag of DBCH<n>.

Configuration

This register is present only when DBE is implemented. Otherwise, direct accesses to
MDBCW<n>_CLR are RAZ/WI.

Attributes

MDBCW<n>_CLR is a 32-bit register.

This register is part of the MHUR.MBX.MDBCW_page block.

Field descriptions

The MDBCW<n>_CLR bit assignments are:

31 30 29 28 27 26 25 24 23 22 21 20 19 18 17 16 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0

FLAG31
FLAG30

FLAG29
FLAG28

FLAG27
FLAG26

FLAG25
FLAG24

FLAG23
FLAG22

FLAG21
FLAG20

FLAG19
FLAG18

FLAG17
FLAG16

FLAG0
FLAG1

FLAG2
FLAG3

FLAG4
FLAG5

FLAG6
FLAG7

FLAG8
FLAG9

FLAG10
FLAG11

FLAG12
FLAG13

FLAG14
FLAG15

FLAG<x>, bits [x], for x = 31 to 0

FLAG<x> Meaning

0b0 No effect

0b1 Sets the associated bit in the PDBCW<n>_ST
and MDBCW<n>_ST register to 0

Accessing MDBCW<n>_CLR

Accesses to this register use the following encodings:

Accessible at offset 0x0008 + (32 * n) from MHUR.MBX.MDBCW_page

Access on this interface is WO/RAZ.
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C2.2.1.2.4 MDBCW<n>_MSK_ST, Mailbox Doorbell Channel Window <n> Mask Status, n = 0 - 127

The MDBCW<n>_MSK_ST characteristics are:

Purpose

Status of the mask for DBCH<n>.

Configuration

This register is present only when DBE is implemented. Otherwise, direct accesses to
MDBCW<n>_MSK_ST are RAZ/WI.

Attributes

MDBCW<n>_MSK_ST is a 32-bit register.

This register is part of the MHUR.MBX.MDBCW_page block.

Field descriptions

The MDBCW<n>_MSK_ST bit assignments are:

31 30 29 28 27 26 25 24 23 22 21 20 19 18 17 16 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0

MSK31
MSK30

MSK29
MSK28

MSK27
MSK26

MSK25
MSK24

MSK23
MSK22

MSK21
MSK20

MSK19
MSK18

MSK17
MSK16

MSK0
MSK1

MSK2
MSK3

MSK4
MSK5

MSK6
MSK7

MSK8
MSK9

MSK10
MSK11

MSK12
MSK13

MSK14
MSK15

MSK<x>, bits [x], for x = 31 to 0

MSK<x> Meaning

0b0 Flag<x> in MDBCW<n>_ST register is not
masked

0b1 Flag<x> in MDBCW<n>_ST register is masked

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b0.

Accessing MDBCW<n>_MSK_ST

Accesses to this register use the following encodings:

Accessible at offset 0x0010 + (32 * n) from MHUR.MBX.MDBCW_page

Access on this interface is RO.
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C2.2.1.2.5 MDBCW<n>_MSK_SET, Mailbox Doorbell Channel Window <n> Mask Set, n = 0 - 127

The MDBCW<n>_MSK_SET characteristics are:

Purpose

Sets a bit in the mask for DBCH<n>.

Configuration

This register is present only when DBE is implemented. Otherwise, direct accesses to
MDBCW<n>_MSK_SET are RAZ/WI.

Attributes

MDBCW<n>_MSK_SET is a 32-bit register.

This register is part of the MHUR.MBX.MDBCW_page block.

Field descriptions

The MDBCW<n>_MSK_SET bit assignments are:

31 30 29 28 27 26 25 24 23 22 21 20 19 18 17 16 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0

MSK31
MSK30

MSK29
MSK28

MSK27
MSK26

MSK25
MSK24

MSK23
MSK22

MSK21
MSK20

MSK19
MSK18

MSK17
MSK16

MSK0
MSK1

MSK2
MSK3

MSK4
MSK5

MSK6
MSK7

MSK8
MSK9

MSK10
MSK11

MSK12
MSK13

MSK14
MSK15

MSK<x>, bits [x], for x = 31 to 0

MSK<x> Meaning

0b0 No effect

0b1 Set associated bit in MDBCW<n>_MSK_ST
register to 1

Accessing MDBCW<n>_MSK_SET

Accesses to this register use the following encodings:

Accessible at offset 0x0014 + (32 * n) from MHUR.MBX.MDBCW_page

Access on this interface is WO/RAZ.
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C2.2.1.2.6 MDBCW<n>_MSK_CLR, Mailbox Doorbell Channel Window <n> Mask Clear, n = 0 - 127

The MDBCW<n>_MSK_CLR characteristics are:

Purpose

Clears a bit in the mask for DBCH<n>

Configuration

This register is present only when DBE is implemented. Otherwise, direct accesses to
MDBCW<n>_MSK_CLR are RAZ/WI.

Attributes

MDBCW<n>_MSK_CLR is a 32-bit register.

This register is part of the MHUR.MBX.MDBCW_page block.

Field descriptions

The MDBCW<n>_MSK_CLR bit assignments are:

31 30 29 28 27 26 25 24 23 22 21 20 19 18 17 16 15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0

MSK31
MSK30

MSK29
MSK28

MSK27
MSK26

MSK25
MSK24

MSK23
MSK22

MSK21
MSK20

MSK19
MSK18

MSK17
MSK16

MSK0
MSK1

MSK2
MSK3

MSK4
MSK5

MSK6
MSK7

MSK8
MSK9

MSK10
MSK11

MSK12
MSK13

MSK14
MSK15

MSK<x>, bits [x], for x = 31 to 0

MSK<x> Meaning

0b0 No effect

0b1 Set associated bit in MDBCW<n>_MSK_ST
register to 0

Accessing MDBCW<n>_MSK_CLR

Accesses to this register use the following encodings:

Accessible at offset 0x0018 + (32 * n) from MHUR.MBX.MDBCW_page

Access on this interface is WO/RAZ.
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C2.2.1.2.7 MDBCW<n>_CTRL, Mailbox Doorbell Channel Window <n> Control, n = 0 - 127

The MDBCW<n>_CTRL characteristics are:

Purpose

Configures the behavior of DBCH <n>.

Configuration

This register is present only when DBE is implemented. Otherwise, direct accesses to
MDBCW<n>_CTRL are RAZ/WI.

Attributes

MDBCW<n>_CTRL is a 32-bit register.

This register is part of the MHUR.MBX.MDBCW_page block.

Field descriptions

The MDBCW<n>_CTRL bit assignments are:

RES0

31 1 0

MBX_COMB_
EN

Bits [31:1]

Reserved, RES0.

MBX_COMB_EN, bit [0]

Mailbox Combined Enable

Controls whether events from this DBCH contribute to the Mailbox Combined interrupt.

MBX_COMB_EN Meaning

0b0 DBCH interrupts do not contribute to the
Mailbox Combined interrupt

0b1 DBCH interrupts contribute to the Mailbox
Combined interrupt

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b1.

Accessing MDBCW<n>_CTRL

Accesses to this register use the following encodings:

Accessible at offset 0x001C + (32 * n) from MHUR.MBX.MDBCW_page

Access on this interface is RW.
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C2.2.1.3 MFFCW_page, Mailbox FIFO Channel Window Page

The MFFCW_page characteristics are:

Purpose

Allows access to the MFFCW.

Depending on the size of the access to the MFFCW_PAY and MFFCW_FLG registers and whether the
access size is supported the access is treated as follows:

• 8-bit access and MBX_FFCH_CFG0.M8BA_SPT == 0b1 the access behaves as defined in
MFFCW<n>_PAY8 or MFFCW<n>_FLG8.

• 8-bit access and MBX_FFCH_CFG0.M8BA_SPT == 0b0 the access is treated as an unsupported
access.

• 16-bit access and MBX_FFCH_CFG0.M16BA_SPT == 0b1 the access behaves as defined in
MFFCW<n>_PAY16 or MFFCW<n>_FLG16.

• 16-bit access and MBX_FFCH_CFG0.M16BA_SPT == 0b0 the access is treated as an unsupported
access.

• 32-bit access and MBX_FFCH_CFG0.M32BA_SPT == 0b1 the access behaves as defined in
MFFCW<n>_PAY32 or MFFCW<n>_FLG32.

• 32-bit access and MBX_FFCH_CFG0.M32BA_SPT == 0b0 the access is treated as an unsupported
access.

• 64-bit access and MBX_FFCH_CFG0.M64BA_SPT == 0b1 the access behaves as defined in
MFFCW<n>_PAY64 or MFFCW<n>_FLG64.

• 64-bit access and MBX_FFCH_CFG0.M64BA_SPT == 0b0 the access is treated as an unsupported
access.

Configuration

This Register Block is present only when FE is implemented.

Attributes

The MFFCW_page block is of size 4KB.

This block is part of the MHUR.MBX block.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

0x000 + (64 * n)for n in 63:0 MFFCW<n>_PAY8 Most permissive access: RO
Register condition: When
M8BA_SPT
Accessor condition: When
M8BA_SPT

0x000 + (64 * n)for n in 63:0 MFFCW<n>_PAY16 Most permissive access: RO
Register condition: When
M16BA_SPT
Accessor condition: When
M16BA_SPT
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Offset Name Notes

0x000 + (64 * n)for n in 63:0 MFFCW<n>_PAY32 Most permissive access: RO
Register condition: When
M32BA_SPT
Accessor condition: When
M32BA_SPT

0x000 + (64 * n)for n in 63:0 MFFCW<n>_PAY64 Most permissive access: RO
Register condition: When
M64BA_SPT
Accessor condition: When
M64BA_SPT

0x001 + (64 * n)for n in 63:0 MFFCW<n>_PAY8 Most permissive access: RO
Register condition: When
M8BA_SPT
Accessor condition: When
M8BA_SPT

0x002 + (64 * n)for n in 63:0 MFFCW<n>_PAY8 Most permissive access: RO
Register condition: When
M8BA_SPT
Accessor condition: When
M8BA_SPT

0x002 + (64 * n)for n in 63:0 MFFCW<n>_PAY16 Most permissive access: RO
Register condition: When
M16BA_SPT
Accessor condition: When
M16BA_SPT

0x003 + (64 * n)for n in 63:0 MFFCW<n>_PAY8 Most permissive access: RO
Register condition: When
M8BA_SPT
Accessor condition: When
M8BA_SPT

0x004 + (64 * n)for n in 63:0 MFFCW<n>_PAY8 Most permissive access: RO
Register condition: When
M8BA_SPT
Accessor condition: When
M64BA_SPT and M8BA_SPT

0x004 + (64 * n)for n in 63:0 MFFCW<n>_PAY16 Most permissive access: RO
Register condition: When
M16BA_SPT
Accessor condition: When
M64BA_SPT and M16BA_SPT

0x004 + (64 * n)for n in 63:0 MFFCW<n>_PAY32 Most permissive access: RO
Register condition: When
M32BA_SPT
Accessor condition: When
M64BA_SPT and M32BA_SPT
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Offset Name Notes

0x005 + (64 * n)for n in 63:0 MFFCW<n>_PAY8 Most permissive access: RO
Register condition: When
M8BA_SPT
Accessor condition: When
M64BA_SPT and M8BA_SPT

0x006 + (64 * n)for n in 63:0 MFFCW<n>_PAY8 Most permissive access: RO
Register condition: When
M8BA_SPT
Accessor condition: When
M64BA_SPT and M8BA_SPT

0x006 + (64 * n)for n in 63:0 MFFCW<n>_PAY16 Most permissive access: RO
Register condition: When
M16BA_SPT
Accessor condition: When
M64BA_SPT and M16BA_SPT

0x007 + (64 * n)for n in 63:0 MFFCW<n>_PAY8 Most permissive access: RO
Register condition: When
M8BA_SPT
Accessor condition: When
M64BA_SPT and M8BA_SPT

0x008 + (64 * n)for n in 63:0 MFFCW<n>_FLG8 Most permissive access: RO
Register condition: When
M8BA_SPT
Accessor condition: When
M8BA_SPT

0x008 + (64 * n)for n in 63:0 MFFCW<n>_FLG16 Most permissive access: RO
Register condition: When
M16BA_SPT
Accessor condition: When
M16BA_SPT

0x008 + (64 * n)for n in 63:0 MFFCW<n>_FLG32 Most permissive access: RO
Register condition: When
M32BA_SPT
Accessor condition: When
M32BA_SPT

0x008 + (64 * n)for n in 63:0 MFFCW<n>_FLG64 Most permissive access: RO
Register condition: When
M64BA_SPT
Accessor condition: When
M64BA_SPT

0x009 + (64 * n)for n in 63:0 MFFCW<n>_FLG8 Most permissive access: RO
Register condition: When
M8BA_SPT
Accessor condition: When
M8BA_SPT
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Offset Name Notes

0x00A + (64 * n)for n in 63:0 MFFCW<n>_FLG8 Most permissive access: RO
Register condition: When
M8BA_SPT
Accessor condition: When
M8BA_SPT

0x00A + (64 * n)for n in 63:0 MFFCW<n>_FLG16 Most permissive access: RO
Register condition: When
M16BA_SPT
Accessor condition: When
M16BA_SPT

0x00B + (64 * n)for n in 63:0 MFFCW<n>_FLG8 Most permissive access: RO
Register condition: When
M8BA_SPT
Accessor condition: When
M8BA_SPT

0x00C + (64 * n)for n in 63:0 MFFCW<n>_FLG8 Most permissive access: RO
Register condition: When
M8BA_SPT
Accessor condition: When
M64BA_SPT and M8BA_SPT

0x00C + (64 * n)for n in 63:0 MFFCW<n>_FLG16 Most permissive access: RO
Register condition: When
M16BA_SPT
Accessor condition: When
M64BA_SPT and M16BA_SPT

0x00C + (64 * n)for n in 63:0 MFFCW<n>_FLG32 Most permissive access: RO
Register condition: When
M32BA_SPT
Accessor condition: When
M64BA_SPT and M32BA_SPT

0x00D + (64 * n)for n in 63:0 MFFCW<n>_FLG8 Most permissive access: RO
Register condition: When
M8BA_SPT
Accessor condition: When
M64BA_SPT and M8BA_SPT

0x00E + (64 * n)for n in 63:0 MFFCW<n>_FLG8 Most permissive access: RO
Register condition: When
M8BA_SPT
Accessor condition: When
M64BA_SPT and M8BA_SPT

0x00E + (64 * n)for n in 63:0 MFFCW<n>_FLG16 Most permissive access: RO
Register condition: When
M16BA_SPT
Accessor condition: When
M64BA_SPT and M16BA_SPT
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Offset Name Notes

0x00F + (64 * n)for n in 63:0 MFFCW<n>_FLG8 Most permissive access: RO
Register condition: When
M8BA_SPT
Accessor condition: When
M64BA_SPT and M8BA_SPT

0x0010 + (64 * n)for n in 63:0 MFFCW<n>_INT_ST Most permissive access: RO

0x0014 + (64 * n)for n in 63:0 MFFCW<n>_INT_CLR Most permissive access: WO/RAZ

0x0018 + (64 * n)for n in 63:0 MFFCW<n>_INT_EN Most permissive access: RW

0x0020 + (64 * n)for n in 63:0 MFFCW<n>_CTRL Most permissive access: RW

0x0024 + (64 * n)for n in 63:0 MFFCW<n>_ST Most permissive access: RO

0x0028 + (64 * n)for n in 63:0 MFFCW<n>_FIFO_POP Most permissive access: WO/RAZ

0x002C + (64 * n)for n in 63:0 MFFCW<n>_TIDE Most permissive access: RW
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C2.2.1.3.1 MFFCW<n>_PAY8, Mailbox FIFO Channel Window <n> Payload (8-bit access), n = 0 - 63

The MFFCW<n>_PAY8 characteristics are:

Purpose

An 8-bit access to the MFFCW<n>_PAY register. Accesses must be aligned to any 8-bit boundary
within the MFFCW<n>_PAY register, otherwise it is an unsupported access and it is IMPLEMENTATION
DEFINED whether the access is treated as RAZ/WI or modified to be an aligned access.

8-bit accesses are only supported, if MBX_FFCH_CFG0.M8BA_SPT is set to 0b1, otherwise it is an
unsupported access and it is IMPLEMENTATION DEFINED whether the access is treated as RAZ/WI or
modified to a supported size.

If M64BA_SPT is set to 1 the MFFCW<n>_PAY register occupies offsets 0x00-0x07 within the
Mailbox FIFO Channel Window <n>.

If M64BA_SPT is set to 0 the MFFCW<n>_PAY register occupies offsets 0x00-0x03 and offsets
0x04-0x07 are reserved, within the Mailbox FIFO Channel Window <n>.

A read of this registers reads the byte at the head of the FIFO, if the FIFO is not empty otherwise an
IMPLEMENTATION DEFINED value is returned.

If the MFFCW<n>_CTRL.RA_EN field is set to 0b1, the byte read from the FIFO is also popped from
the FIFO.

On a read of this registers the values of the data flags, associated with the byte read from the FIFO are
stored in the Flag History Buffer.

Configuration

This register is present only when FE is implemented and M8BA_SPT. Otherwise, direct accesses to
MFFCW<n>_PAY8 are RAZ/WI.

Attributes

MFFCW<n>_PAY8 is a 8-bit register.

This register is part of the MHUR.MBX.MFFCW_page block.

Field descriptions

The MFFCW<n>_PAY8 bit assignments are:

PAY

7 0

PAY, bits [7:0]

Payload read from FIFO

One byte is read from the FIFO, starting from the head of the FIFO.

A byte read from the FIFO can be either valid or invalid. A valid byte has an 8-bit data value and data flags
associated with it. An invalid byte has an IMPLEMENTATION DEFINED data value and no data flags associated
with it.

The data flags of the byte are stored in the Flag History Buffer(FHB) in entry 0 of the FHB.

With all other entries being marked as invalid.

If MFFCW<n>_CTRL.RA_EN is set to 0b1, when the byte is read from the FIFO:

• It is also removed from the FIFO.

• A Transfer Acknowledge event is generated if that byte was associated with the ACK and EOT data flags.
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Otherwise the byte still remains in the FIFO and a subsequent read of the same size would return the same byte.

Accessing MFFCW<n>_PAY8

Accesses to this register use the following encodings:

Read at offset 0x000 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_PAY8;

Read at offset 0x001 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_PAY8;

Read at offset 0x002 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_PAY8;

Read at offset 0x003 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_PAY8;

When M64BA_SPT

Read at offset 0x004 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_PAY8;

When M64BA_SPT

Read at offset 0x005 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_PAY8;

When M64BA_SPT

Read at offset 0x006 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_PAY8;

When M64BA_SPT

Read at offset 0x007 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_PAY8;
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C2.2.1.3.2 MFFCW<n>_PAY16, Mailbox FIFO Channel Window <n> Payload (16-bit access), n = 0 -
63

The MFFCW<n>_PAY16 characteristics are:

Purpose

A 16-bit access to the MFFCW<n>_PAY register. Accesses must be aligned to any 16-bit boundary
within the MFFCW<n>_PAY register, otherwise it is an unsupported access and it is IMPLEMENTATION
DEFINED whether the access is treated as RAZ/WI or modified to be an aligned access.

16-bit accesses are only supported, if MBX_FFCH_CFG0.M16BA_SPT is set to 0b1, otherwise it is an
unsupported access and it is IMPLEMENTATION DEFINED whether the access is treated as RAZ/WI or
modified to a supported size.

If M64BA_SPT is set to 1 the MFFCW<n>_PAY register occupies offsets 0x00-0x07 within the
Mailbox FIFO Channel Window <n>.

If M64BA_SPT is set to 0 the MFFCW<n>_PAY register occupies offsets 0x00-0x03 and offsets
0x04-0x07 are reserved, within the Mailbox FIFO Channel Window <n>.

A read of this register reads up to two bytes starting at the head of the FIFO, if the FIFO is not empty
otherwise an IMPLEMENTATION DEFINED value is returned.

If the MFFCW<n>_CTRL.RA_EN field is set to 0b1, the bytes read from the FIFO is also popped from
the FIFO.

On a read of this register, the values of the data flags, associated with the bytes read from the FIFO are
stored in the Flag History Buffer.

Configuration

This register is present only when FE is implemented and M16BA_SPT. Otherwise, direct accesses to
MFFCW<n>_PAY16 are RAZ/WI.

Attributes

MFFCW<n>_PAY16 is a 16-bit register.

This register is part of the MHUR.MBX.MFFCW_page block.

Field descriptions

The MFFCW<n>_PAY16 bit assignments are:

PAY

15 0

PAY, bits [15:0]

Payload read from FIFO

Two bytes are read from the FIFO, starting from the head of the FIFO.

A byte read from the FIFO can be either valid or invalid. A valid byte has an 8-bit data value and data flags
associated with it. An invalid byte has an IMPLEMENTATION DEFINED data value and no data flags associated
with it.

The data values of all bytes read from the FIFO, are arrange in the PAY field depending on the value of the
MFFCW<n>_CTRL.MSBF field and the byte number.

MFFCW<n>_CTRL.MSBF == 0b0

Bytes are arranged starting with the first byte read from the FIFO in the LSB of the PAY field and the last byte read
from the FIFO in the MSB of the PAY field.
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MFFCW<n>_CTRL.MSBF == 0b1

Bytes are arranged starting with the first byte read from the FIFO in the MSB of the PAY field and the last byte
read from the FIFO in the LSB of the PAY field.

The data flags of each byte are stored in the Flag History Buffer(FHB) starting with the first byte read in entry 0 of
the FHB and the last byte read in entry 1 of the FHB.

With all other entries being marked as invalid.

If MFFCW<n>_CTRL.RA_EN is set to 0b1, when a byte is read from the FIFO:

• Tt is also removed from the FIFO.

• A Transfer Acknowledge event is generated if that byte was associated with the ACK and EOT data flags.

Otherwise the byte still remains in the FIFO and a subsequent read of the same size would return the same bytes.

Accessing MFFCW<n>_PAY16

Accesses to this register use the following encodings:

Read at offset 0x000 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_PAY16;

Read at offset 0x002 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_PAY16;

When M64BA_SPT

Read at offset 0x004 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_PAY16;

When M64BA_SPT

Read at offset 0x006 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_PAY16;
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C2.2.1.3.3 MFFCW<n>_PAY32, Mailbox FIFO Channel Window <n> Payload (32-bit access), n = 0 -
63

The MFFCW<n>_PAY32 characteristics are:

Purpose

A 32-bit access to the MFFCW<n>_PAY register. Accesses must be aligned to any 32-bit boundary
within the MFFCW<n>_PAY register, otherwise it is an unsupported access and it is IMPLEMENTATION
DEFINED whether the access is treated as RAZ/WI or modified to be an aligned access.

32-bit accesses are only supported, if MBX_FFCH_CFG0.M32BA_SPT is set to 0b1, otherwise it is an
unsupported access and it is IMPLEMENTATION DEFINED whether the access is treated as RAZ/WI or
modified to a supported size.

If M64BA_SPT is set to 1 the MFFCW<n>_PAY register occupies offsets 0x00-0x07 within the
Mailbox FIFO Channel Window <n>.

If M64BA_SPT is set to 0 the MFFCW<n>_PAY register occupies offsets 0x00-0x03 and offsets
0x04-0x07 are reserved, within the Mailbox FIFO Channel Window <n>.

A read of this register reads up to four bytes starting at the head of the FIFO, if the FIFO is not empty
otherwise an IMPLEMENTATION DEFINED value is returned.

If the MFFCW<n>_CTRL.RA_EN field is set to 0b1, the bytes read from the FIFO is also popped from
the FIFO.

On a read of this register, the values of the data flags, associated with the bytes read from the FIFO are
stored in the Flag History Buffer.

Configuration

This register is present only when FE is implemented and M32BA_SPT. Otherwise, direct accesses to
MFFCW<n>_PAY32 are RAZ/WI.

Attributes

MFFCW<n>_PAY32 is a 32-bit register.

This register is part of the MHUR.MBX.MFFCW_page block.

Field descriptions

The MFFCW<n>_PAY32 bit assignments are:

PAY

31 0

PAY, bits [31:0]

Payload read from FIFO

Four bytes are read from the FIFO, starting from the head of the FIFO.

A byte read from the FIFO can be either valid or invalid. A valid byte has an 8-bit data value and data flags
associated with it. An invalid byte has an IMPLEMENTATION DEFINED data value and no data flags associated
with it.

The data values of all bytes read from the FIFO, are arrange in the PAY field depending on the value of the
MFFCW<n>_CTRL.MSBF field and the byte number.

MFFCW<n>_CTRL.MSBF == 0b0

Bytes are arranged starting with the first byte read from the FIFO in the LSB of the PAY field and the last byte read
from the FIFO in the MSB of the PAY field.
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MFFCW<n>_CTRL.MSBF == 0b1

Bytes are arranged starting with the first byte read from the FIFO in the MSB of the PAY field and the last byte
read from the FIFO in the LSB of the PAY field.

The data flags of each byte are stored in the Flag History Buffer(FHB) starting with the first byte read in entry 0 of
the FHB and the last byte read in entry 3 of the FHB.

With all other entries being marked as invalid.

If MFFCW<n>_CTRL.RA_EN is set to 0b1, when a byte is read from the FIFO:

• It is also removed from the FIFO.

• A Transfer Acknowledge event is generated if that byte was associated with the ACK and EOT data flags.

Otherwise the byte still remains in the FIFO and a subsequent read of the same size would return the same bytes.

Accessing MFFCW<n>_PAY32

Accesses to this register use the following encodings:

Read at offset 0x000 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_PAY32;

When M64BA_SPT

Read at offset 0x004 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_PAY32;

ARM-AES-0072
A.a

Copyright © 2023-2024 Arm Limited or its affiliates. All rights reserved.
Non-confidential

262



Chapter C2. Registers
C2.2. MHUR, MHU Receiver

C2.2.1.3.4 MFFCW<n>_PAY64, Mailbox FIFO Channel Window <n> Payload (64-bit access), n = 0 -
63

The MFFCW<n>_PAY64 characteristics are:

Purpose

A 64-bit access to the MFFCW<n>_PAY register. Accesses must be aligned to any 64-bit boundary
within the MFFCW<n>_PAY register, otherwise it is an unsupported access and it is IMPLEMENTATION
DEFINED whether the access is treated as RAZ/WI or modified to be an aligned access.

64-bit accesses are only supported, if MBX_FFCH_CFG0.M64BA_SPT is set to 0b1, otherwise it is an
unsupported access and it is IMPLEMENTATION DEFINED whether the access is treated as RAZ/WI or
modified to a supported size.

When MBX_FFCH_CFG0.M64BA_SPT is set to 0b1, the MFFCW<n>_PAY register occupies offsets
0x00-0x07 within the Mailbox FIFO Channel Window <n>.

A read of this register reads up to eight bytes starting at the head of the FIFO, if the FIFO is not empty
otherwise an IMPLEMENTATION DEFINED value is returned.

If the MFFCW<n>_CTRL.RA_EN field is set to 0b1, the bytes read from the FIFO is also popped from
the FIFO.

On a read of this register, the values of the data flags, associated with the bytes read from the FIFO are
stored in the Flag History Buffer.

Configuration

This register is present only when FE is implemented and M64BA_SPT. Otherwise, direct accesses to
MFFCW<n>_PAY64 are RAZ/WI.

Attributes

MFFCW<n>_PAY64 is a 64-bit register.

This register is part of the MHUR.MBX.MFFCW_page block.

Field descriptions

The MFFCW<n>_PAY64 bit assignments are:

PAY

63 32

PAY

31 0

PAY, bits [63:0]

Payload read from FIFO

Eigth bytes are read from the FIFO, starting from the head of the FIFO.

A byte read from the FIFO can be either valid or invalid. A valid byte has an 8-bit data value and data flags
associated with it. An invalid byte has an IMPLEMENTATION DEFINED data value and no data flags associated
with it.

The data values of all bytes read from the FIFO, are arrange in the PAY field depending on the value of the
MFFCW<n>_CTRL.MSBF field and the byte number.

MFFCW<n>_CTRL.MSBF == 0b0

Bytes are arranged starting with the first byte read from the FIFO in the LSB of the PAY field and the last byte read
from the FIFO in the MSB of the PAY field.
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MFFCW<n>_CTRL.MSBF == 0b1

Bytes are arranged starting with the first byte read from the FIFO in the MSB of the PAY field and the last byte
read from the FIFO in the LSB of the PAY field.

The data flags of each byte are stored in the Flag History Buffer(FHB) starting with the first byte read in entry 0 of
the FHB and the last byte read in entry 7 of the FHB.

With all other entries being marked as invalid.

If MFFCW<n>_CTRL.RA_EN is set to 0b1, when a byte is read from the FIFO:

• It is also removed from the FIFO.

• A Transfer Acknowledge event is generated if that byte was associated with the ACK and EOT data flags.

Otherwise the byte still remains in the FIFO and a subsequent read of the same size would return the same bytes.

Accessing MFFCW<n>_PAY64

Accesses to this register use the following encodings:

Read at offset 0x000 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_PAY64;
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C2.2.1.3.5 MFFCW<n>_FLG8, Mailbox FIFO Channel Window <n> Flag (8-bit access), n = 0 - 63

The MFFCW<n>_FLG8 characteristics are:

Purpose

An 8-bit access to the MFFCW<n>_FLG register. Accesses must be aligned to any 8-bit boundary
within the MFFCW<n>_FLG register, otherwise the access is treated as RAZ/WI.

8-bit accesses are only supported, if MBX_FFCH_CFG0.M8BA_SPT is set to 0b1, otherwise it is an
unsupported access and it is IMPLEMENTATION DEFINED whether the access is treated as RAZ/WI or
modified to a supported size.

If M64BA_SPT is set to 1 the MFFCW<n>_FLG register occupies offsets 0x08-0x0F within the
Mailbox FIFO Channel Window <n>.

If M64BA_SPT is set to 0 the MFFCW<n>_FLG register occupies offsets 0x08-0x0B and offsets
0x0C-0x0F are reserved, within the Mailbox FIFO Channel Window <n>.

A read of this register returns:

• The contents of the Flag History Buffer.

• Current fill level of the FIFO.

This register is expected to be read after a read of the MFFCW<n>_PAY register to get the data flags
associated with the bytes read from the FIFO. The read of this register must be of the same size as the
read of the MFFCW<n>_PAY register, otherwise it can lead to loss or corruption of information.

Configuration

This register is present only when FE is implemented and M8BA_SPT. Otherwise, direct accesses to
MFFCW<n>_FLG8 are RAZ/WI.

Attributes

MFFCW<n>_FLG8 is a 8-bit register.

This register is part of the MHUR.MBX.MFFCW_page block.

Field descriptions

The MFFCW<n>_FLG8 bit assignments are:

FFL

7 4 3 2

FLG0

1 0

RES0 VFLG0

FFL, bits [7:4]

FIFO Fill Level

Indicates the number of bytes containing valid data in the FIFO.

FFL Meaning Applies

0b0000 All bytes in the FIFO are invalid

0b0001..0b1110 Number of valid bytes in the FIFO

0b1111 15 bytes are valid in the FIFO When FFCH_DEPTH
<= 15

0b1111 15 or more bytes are valid in the FIFO When FFCH_DEPTH
> 15
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The maximum value returned is never greater than the FIFO Depth.

Bit [3]

Reserved, RES0.

VFLG0, bit [2]

Valid FLG0

Indicates whether FLG0 field contains valid data or not.

VFLG0 Meaning

0b0 FLG0 is not valid

0b1 FLG0 is valid

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b0.

FLG0, bits [1:0]

Flag 0

Provides the data flags, except for the ACK flag, held in FHB entry 0 and whether the data flags are valid or invalid.

The legal values of the FLG0 field are:

FLG0 Meaning

0b00 Payload
Neither the first or last byte of a Transfer

0b01 Start Byte
First byte of a Transfer

0b10 End Byte
Last byte of a Transfer

0b11 Start and End Byte
First and last byte of a Transfer

The value of the FLG0 field is only valid if VFLG0 is set to 0b1, otherwise the value of this field must be ignored
by software.

Accessing MFFCW<n>_FLG8

Accesses to this register use the following encodings:

Read at offset 0x008 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_FLG8;

Read at offset 0x009 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_FLG8;

Read at offset 0x00A + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_FLG8;
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Read at offset 0x00B + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_FLG8;

When M64BA_SPT

Read at offset 0x00C + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_FLG8;

When M64BA_SPT

Read at offset 0x00D + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_FLG8;

When M64BA_SPT

Read at offset 0x00E + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_FLG8;

When M64BA_SPT

Read at offset 0x00F + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_FLG8;
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C2.2.1.3.6 MFFCW<n>_FLG16, Mailbox FIFO Channel Window <n> Flag (16-bit access), n = 0 - 63

The MFFCW<n>_FLG16 characteristics are:

Purpose

A 16-bit access to the MFFCW<n>_FLG register. Accesses must be aligned to any 16-bit boundary
within the MFFCW<n>_FLG register, otherwise the access is treated as RAZ/WI.

16-bit accesses are only supported, if MBX_FFCH_CFG0.M16BA_SPT is set to 0b1, otherwise it is an
unsupported access and it is IMPLEMENTATION DEFINED whether the access is treated as RAZ/WI or
modified to a supported size.

If M64BA_SPT is set to 1 the MFFCW<n>_FLG register occupies offsets 0x08-0x0F within the
Mailbox FIFO Channel Window <n>.

If M64BA_SPT is set to 0 the MFFCW<n>_FLG register occupies offsets 0x08-0x0B and offsets
0x0C-0x0F are reserved, within the Mailbox FIFO Channel Window <n>.

A read of this register returns:

• The contents of the Flag History Buffer.

• Current fill level of the FIFO.

This register is expected to be read after a read of the MFFCW<n>_PAY register to get the data flags
associated with the bytes read from the FIFO. The read of this register must be of the same size as the
read of the MFFCW<n>_PAY register, otherwise it can lead to loss or corruption of information.

Configuration

This register is present only when FE is implemented and M16BA_SPT. Otherwise, direct accesses to
MFFCW<n>_FLG16 are RAZ/WI.

Attributes

MFFCW<n>_FLG16 is a 16-bit register.

This register is part of the MHUR.MBX.MFFCW_page block.

Field descriptions

The MFFCW<n>_FLG16 bit assignments are:

FFL

15 8 7 6

FLG1

5 4 3 2

FLG0

1 0

RES0
VFLG1

VFLG0
RES0

FFL, bits [15:8]

FIFO Fill Level

Indicates the number of bytes containing valid data in the FIFO.

FFL Meaning Applies

0x00 All bytes in the FIFO are invalid

0x01..0xFE Number of valid bytes in the FIFO

0xFF 255 bytes are valid in the FIFO When FFCH_DEPTH
<= 255
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FFL Meaning Applies

0xFF 255 or more bytes are valid in the FIFO When FFCH_DEPTH
> 255

The maximum value returned is never greater than the FIFO Depth.

Bits [7, 3]

Reserved, RES0.

VFLG<m>, bits [2+4m], for m = 1 to 0

Valid Flag <m>

Indicates whether FLG<m> field contains valid data or not.

VFLG<m> Meaning

0b0 FLG<m> is not valid

0b1 FLG<m> is valid

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b0.

FLG<m>, bits [5:4, 1:0], for m = 1 to 0, where each field is 2 bits wide

Flag <m>

Provides the data flags, except for the ACK flag, held in FHB entry 0 and 1 and whether the data flags are valid or
invalid.

The association of the FLG<m> field to the FHB entries depends on the value of the MFFCW<n>_CTRL.MSBF
field when the read of the MFFCW<n>_FLG register occurrs.

MFFCW<n>_CTRL.MSBF == 0b0

FLG0 is associatied with FHB entry 0 and FLG1 is associated with FHB entry 1

MFFCW<n>_CTRL.MSBF == 0b1

FLG0 is associatied with FHB entry 1 and FLG1 is associated with FHB entry 0

The legal values of the FLG<m> field, when VFLG<m> is set to 0b1 are:

FLG<m> Meaning

0b00 Payload
Neither the first or last byte of a Transfer

0b01 Start Byte
First byte of a Transfer

0b10 End Byte
Last byte of a Transfer

0b11 Start and End Byte
First and last byte of a Transfer
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The value of the FLG<m> field is only valid if VFLG<m> is set to 0b1, otherwise the value of this field must be
ignored by software.

Accessing MFFCW<n>_FLG16

Accesses to this register use the following encodings:

Read at offset 0x008 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_FLG16;

Read at offset 0x00A + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_FLG16;

When M64BA_SPT

Read at offset 0x00C + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_FLG16;

When M64BA_SPT

Read at offset 0x00E + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_FLG16;
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C2.2.1.3.7 MFFCW<n>_FLG32, MailboxPostbox FIFO Channel Window <n> Flag (32-bit access), n =
0 - 63

The MFFCW<n>_FLG32 characteristics are:

Purpose

A 32-bit access to the MFFCW<n>_FLG register. Accesses must be aligned to any 32-bit boundary
within the MFFCW<n>_FLG register, otherwise the access is treated as RAZ/WI.

32-bit accesses are only supported, if MBX_FFCH_CFG0.M32BA_SPT is set to 0b1, otherwise it is an
unsupported access and it is IMPLEMENTATION DEFINED whether the access is treated as RAZ/WI or
modified to a supported size.

If M64BA_SPT is set to 1 the MFFCW<n>_FLG register occupies offsets 0x08-0x0F within the
Mailbox FIFO Channel Window <n>.

If M64BA_SPT is set to 0 the MFFCW<n>_FLG register occupies offsets 0x08-0x0B and offsets
0x0C-0x0F are reserved, within the Mailbox FIFO Channel Window <n>.

A read of this register returns:

• The contents of the Flag History Buffer.

• Current fill level of the FIFO.

This register is expected to be read after a read of the MFFCW<n>_PAY register to get the data flags
associated with the bytes read from the FIFO. The read of this register must be of the same size as the
read of the MFFCW<n>_PAY register, otherwise it can lead to loss or corruption of information.

Configuration

This register is present only when FE is implemented and M32BA_SPT. Otherwise, direct accesses to
MFFCW<n>_FLG32 are RAZ/WI.

Attributes

MFFCW<n>_FLG32 is a 32-bit register.

This register is part of the MHUR.MBX.MFFCW_page block.

Field descriptions

The MFFCW<n>_FLG32 bit assignments are:

FFL

31 21

RES0

20 15 14

FLG3

13 12 11 10

FLG2

9 8 7 6

FLG1

5 4 3 2

FLG0

1 0

VFLG3
RES0
VFLG2

VFLG0
RES0

VFLG1
RES0

FFL, bits [31:21]

FIFO Fill Level

Indicates the number of bytes containing valid data in the FIFO.

FFL Meaning

0b00000000000 All bytes in the FIFO are invalid

0b00000000001..0

↪→b01111111111

Number of valid bytes in the FIFO
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FFL Meaning

0b10000000000 1024 or more bytes are valid in the FIFO

The maximum value returned is never greater than the FIFO Depth.

Bits [20:15, 11, 7, 3]

Reserved, RES0.

VFLG<m>, bits [2+4m], for m = 3 to 0

Valid Flag <m>

Indicates whether FLG<m> field contains valid data or not.

VFLG<m> Meaning

0b0 FLG<m> is not valid

0b1 FLG<m> is valid

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b0.

FLG<m>, bits [13:12, 9:8, 5:4, 1:0], for m = 3 to 0, where each field is 2 bits wide

Flag <m>

Provides the data flags, except for the ACK flag, held in FHB entry 0 to 3 and whether the data flags are valid or
invalid.

The association of the FLG<m> field to the FHB entries depends on the value of the MFFCW<n>_CTRL.MSBF
field when the read of the MFFCW<n>_FLG register occurrs.

MFFCW<n>_CTRL.MSBF == 0b0

FLG0 is associatied with FHB entry 0 and FLG3 is associated with FHB entry 3

MFFCW<n>_CTRL.MSBF == 0b1

FLG0 is associatied with FHB entry 3 and FLG3 is associated with FHB entry 0

The legal values of the FLG<m> field, when VFLG<m> is set to 0b1 are:

FLG<m> Meaning

0b00 Payload
Neither the first or last byte of a Transfer

0b01 Start Byte
First byte of a Transfer

0b10 End Byte
Last byte of a Transfer

0b11 Start and End Byte
First and last byte of a Transfer
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The value of the FLG<m> field is only valid if VFLG<m> is set to 0b1, otherwise the value of this field must be
ignored by software.

Accessing MFFCW<n>_FLG32

Accesses to this register use the following encodings:

Read at offset 0x008 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_FLG32;

When M64BA_SPT

Read at offset 0x00C + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_FLG32;
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C2.2.1.3.8 MFFCW<n>_FLG64, Mailbox FIFO Channel Window <n> Flag (64-bit access), n = 0 - 63

The MFFCW<n>_FLG64 characteristics are:

Purpose

A 64-bit access to the MFFCW<n>_FLG register. Accesses must be aligned to any 64-bit boundary
within the MFFCW<n>_FLG register, otherwise the access is treated as RAZ/WI.

64-bit accesses are only supported, if MBX_FFCH_CFG0.M64BA_SPT is set to 0b1, otherwise it is an
unsupported access and it is IMPLEMENTATION DEFINED whether the access is treated as RAZ/WI or
modified to a supported size.

When MBX_FFCH_CFG0.M64BA_SPT is set to 0b1, the MFFCW<n>_FLG register occupies offsets
0x08-0x0F within the Mailbox FIFO Channel Window <n>.

A read of this register returns:

• The contents of the Flag History Buffer.

• Current fill level of the FIFO.

This register is expected to be read after a read of the MFFCW<n>_PAY register to get the data flags
associated with the bytes read from the FIFO. The read of this register must be of the same size as the
read of the MFFCW<n>_PAY register, otherwise it can lead to loss or corruption of information.

Configuration

This register is present only when FE is implemented and M64BA_SPT. Otherwise, direct accesses to
MFFCW<n>_FLG64 are RAZ/WI.

Attributes

MFFCW<n>_FLG64 is a 64-bit register.

This register is part of the MHUR.MBX.MFFCW_page block.

Field descriptions

The MFFCW<n>_FLG64 bit assignments are:

FFL

63 53

RES0

52 32

31 30

FLG7

29 28 27 26

FLG6

25 24 23 22

FLG5

21 20 19 18

FLG4

17 16 15 14

FLG3

13 12 11 10

FLG2

9 8 7 6

FLG1

5 4 3 2

FLG0

1 0

RES0
VFLG7

RES0
VFLG6

RES0
VFLG5

RES0
VFLG4

VFLG0
RES0

VFLG1
RES0

VFLG2
RES0

VFLG3
RES0

FFL, bits [63:53]

FIFO Fill Level

Indicates the number of bytes containing valid data in the FIFO.

FFL Meaning

0b00000000000 All bytes in the FIFO are invalid
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FFL Meaning

0b00000000001..0

↪→b01111111111

Number of valid bytes in the FIFO

0b10000000000 1024 or more bytes are valid in the FIFO

The maximum value returned is never greater than the FIFO Depth.

Bits [52:31, 27, 23, 19, 15, 11, 7, 3]

Reserved, RES0.

VFLG<m>, bits [2+4m], for m = 7 to 0

Valid Flag <m>

Indicates whether FLG<m> field contains valid data or not.

VFLG<m> Meaning

0b0 FLG<m> is not valid

0b1 FLG<m> is valid

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b0.

FLG<m>, bits [29:28, 25:24, 21:20, 17:16, 13:12, 9:8, 5:4, 1:0], for m = 7 to 0, where each field is 2 bits wide

Flag <m>

Provides the data flags, except for the ACK flag, held in FHB entry 0 to 7 and whether the data flags are valid or
invalid.

The association of the FLG<m> field to the FHB entries depends on the value of the MFFCW<n>_CTRL.MSBF
field when the read of the MFFCW<n>_FLG register occurrs.

MFFCW<n>_CTRL.MSBF == 0b0

FLG0 is associatied with FHB entry 0 and FLG7 is associated with FHB entry 7

MFFCW<n>_CTRL.MSBF == 0b1

FLG0 is associatied with FHB entry 7 and FLG7 is associated with FHB entry 0

The legal values of the FLG<m> field, when VFLG<m> is set to 0b1 are:

FLG<m> Meaning

0b00 Payload
Neither the first or last byte of a Transfer

0b01 Start Byte
First byte of a Transfer

0b10 End Byte
Last byte of a Transfer

0b11 Start and End Byte
First and last byte of a Transfer
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The value of the FLG<m> field is only valid if VFLG<m> is set to 0b1, otherwise the value of this field must be
ignored by software.

Accessing MFFCW<n>_FLG64

Accesses to this register use the following encodings:

Read at offset 0x008 + (64 * n) from MHUR.MBX.MFFCW_page

return MFFCW<n>_FLG64;
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C2.2.1.3.9 MFFCW<n>_INT_ST, Mailbox FIFO Channel Window <n> Interrupt Status, n = 0 - 63

The MFFCW<n>_INT_ST characteristics are:

Purpose

Provides the status of the interrupts for the FFCH<n>.

Configuration

This register is present only when FE is implemented. Otherwise, direct accesses to MFFCW<n>_INT_ST
are RAZ/WI.

Attributes

MFFCW<n>_INT_ST is a 32-bit register.

This register is part of the MHUR.MBX.MFFCW_page block.

Field descriptions

The MFFCW<n>_INT_ST bit assignments are:

FF

31

RAZ

30 3 2 1 0

FHT TFR
FLT

FF, bit [31]

FIFO Flush

Indicates whether the MHUS FIFO Flush mechanism has caused a flush of the FIFO for this FFCH.

FF Meaning

0b0 MHUS FIFO Flush mechanism has not caused a
flush of the FIFO

0b1 MHUS FIFO Flush mechanism has caused a
flush of the FIFO

Bits [30:3]

Reserved, RAZ.

FHT, bit [2]

FIFO High Tidemark

Indicates whether the Receiver FIFO High Tidemark event has occurred.

FHT Meaning

0b0 Receiver FIFO High Tidemark has not occurred

0b1 Receiver FIFO High Tidemark event has
occurred

FLT, bit [1]

FIFO Low Tidemark
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Indicates whether the Receiver FIFO Low Tidemark event has occurred.

FLT Meaning

0b0 Receiver FIFO Low Tidemark event has not
occurred

0b1 Receiver FIFO Low Tidemark event has occured

TFR, bit [0]

Transfer

Indicates whether a Transfer event has occurred.

TFR Meaning

0b0 Transfer event has not occurred

0b1 Transfer event has occurred

Accessing MFFCW<n>_INT_ST

Accesses to this register use the following encodings:

Accessible at offset 0x0010 + (64 * n) from MHUR.MBX.MFFCW_page

Access on this interface is RO.
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C2.2.1.3.10 MFFCW<n>_INT_CLR, Mailbox FIFO Channel Window <n> Interrupt Clear, n = 0 - 63

The MFFCW<n>_INT_CLR characteristics are:

Purpose

Allows clearing of any interrupts for FFCH<n>.

Configuration

This register is present only when FE is implemented. Otherwise, direct accesses to MFFCW<n>_INT_CLR
are RAZ/WI.

Attributes

MFFCW<n>_INT_CLR is a 32-bit register.

This register is part of the MHUR.MBX.MFFCW_page block.

Field descriptions

The MFFCW<n>_INT_CLR bit assignments are:

FF

31

RAZ

30 3 2 1 0

FHT TFR
FLT

Shows the status of the events of the DBCH

FF, bit [31]

FIFO Flush

FF Meaning

0b0 No effect

0b1 Clear FIFO flush event in the
MFFCW<n>_INT_ST register

Bits [30:3]

Reserved, RAZ.

FHT, bit [2]

FIFO High Tidemark

FHT Meaning

0b0 No effect

0b1 Clear FIFO High Tidemark event in the
MFFCW<n>_INT_ST register

FLT, bit [1]

FIFO Low Tidemark
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FLT Meaning

0b0 No effect

0b1 Clear FIFO Low Tidemark event in the
MFFCW<n>_INT_ST register

TFR, bit [0]

Transfer

TFR Meaning

0b0 No effect

0b1 Clear Transfer event in the
MFFCW<n>_INT_ST register

Accessing MFFCW<n>_INT_CLR

Accesses to this register use the following encodings:

Accessible at offset 0x0014 + (64 * n) from MHUR.MBX.MFFCW_page

Access on this interface is WO/RAZ.
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C2.2.1.3.11 MFFCW<n>_INT_EN, Mailbox FIFO Channel Window <n> Interrupt Enable, n = 0 - 63

The MFFCW<n>_INT_EN characteristics are:

Purpose

Configures the interrupts of FFCH<n>.

Configuration

This register is present only when FE is implemented. Otherwise, direct accesses to MFFCW<n>_INT_EN
are RAZ/WI.

Attributes

MFFCW<n>_INT_EN is a 32-bit register.

This register is part of the MHUR.MBX.MFFCW_page block.

Field descriptions

The MFFCW<n>_INT_EN bit assignments are:

FF

31

RAZ

30 3 2 1 0

FHT TFR
FLT

Shows the status of the events of the DBCH

FF, bit [31]

FIFO Flush

Controls whether a FIFO flush event generated by the MHUS generates an interrupt.

FF Meaning

0b0 A FIFO flush event from the MHUS does not
generate an interrupt

0b1 A FIFO flush event from the MHUS generates an
interrupt

The reset behavior of this field is:

• On a MHUS reset, this field resets to 0b1.

Bits [30:3]

Reserved, RAZ.

FHT, bit [2]

FIFO High Tidemark

Controls whether a Receiver FIFO High Tidemark event generates an interrupt.

FHT Meaning

0b0 FIFO High Tidemark event does not generate an
interrupt
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FHT Meaning

0b1 FIFO High Tidemark event generates an
interrupt

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b0.

FLT, bit [1]

FIFO Low Tidemark

Controls whether a Receiver FIFO Low Tidemark event generates an interrupt.

FLT Meaning

0b0 FIFO Low Tidemark event has does not generate
an interrupt

0b1 FIFO Low Tidemark event generates an interrupt

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b0.

TFR, bit [0]

Transfer

Controls whether a Transfer event generates an interrupt.

TFR Meaning

0b0 Transfer event does not generate an interrupt

0b1 Transfer event generates interrupt

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b1.

Accessing MFFCW<n>_INT_EN

Accesses to this register use the following encodings:

Accessible at offset 0x0018 + (64 * n) from MHUR.MBX.MFFCW_page

Access on this interface is RW.
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C2.2.1.3.12 MFFCW<n>_CTRL, Mailbox FIFO Channel Window <n> Control, n = 0 - 63

The MFFCW<n>_CTRL characteristics are:

Purpose

Configures the behavior of FFCH<n>.

Configuration

This register is present only when FE is implemented. Otherwise, direct accesses to MFFCW<n>_CTRL
are RAZ/WI.

Attributes

MFFCW<n>_CTRL is a 32-bit register.

This register is part of the MHUR.MBX.MFFCW_page block.

Field descriptions

The MFFCW<n>_CTRL bit assignments are:

FF

31

RES0

30 4 3 2 1 0

FTAB
RA_EN

MBX_COMB_
EN

MSBF

FF, bit [31]

FIFO Flush

Request a flush of the FFCH

FF Meaning

0b0 No request to flush the FIFO

0b1 Request to flush the FIFO

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b0.

Bits [30:4]

Reserved, RES0.

FTAB, bit [3]

Future Transfer Auto Buffering

FTAB Meaning

0b0 Future Transfer Auto Buffering is not enabled.
The value of flags associated with bytes read
from the FIFO have no effect on the number of
bytes read or popped from the FIFO.
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FTAB Meaning

0b1 Future Transfer Auto Buffering is enabled
When a read of the MFFCW<n>_PAY register
with an access size greater than 1 occurs, any
bytes read from the FIFO after the first byte with
the EOT field set to 0b1 has been detected, are:

• Not read or popped from the FIFO.
• The bytes are set to an UNKNOWN value

in the read data response.
• Entries in the Flag History Buffer are set

to invalid.
Only bytes up to the first byte read from the
FIFO with the EOT field set to 0b1 are popped
from the FIFO.

Must be used with the RA_EN field set to 0b1, otherwise the field is considered to be 0b0

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b0.

RA_EN, bit [2]

Controls whether Read to acknowledge is enabled.

RA_EN Meaning

0b0 Read acknowledge is not enabled
Bytes are popped from the FIFO by writing to
MFFCW<n>_FIFO_POP register.
THe number of bytes popped from the FIFO is
determined by the value written to the
MFFCW<n>_FIFO_POP register.

0b1 Read acknowledge is enabled
Bytes are popped from the FIFO by reading the
MFFCW<n>_PAY register.
The number of bytes popped from the FIFO is
determined by the:

• Size of the access.
• FTAB field value.
• Value of the EOT flag for a byte which is

popped from the FIFO due to this read,
when the FTAB field is set 0b1.

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b0.

MSBF, bit [1]

Most Significant Byte First

Selects the order in which bytes are read from the FIFO when multiple bytes are to be read due to a single read of
the MFFCW<n>_PAY register.
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MSBF Meaning

0b0 Least Significant Byte first

0b1 Most Significant Byte first

FFCH are considered little endian and the LSB is the byte lowest offset within the access and the MSB is the
highest byte offset within the access.

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b0.

MBX_COMB_EN, bit [0]

Mailbox Combined Enable

Controls whether interrupts from the FFCH contribute to the Mailbox Combined interrupt.

MBX_COMB_EN Meaning

0b0 FFCH interrupts does not contribute to the
Mailbox Combined interrupt

0b1 FFCH interrupts contributes to the Mailbox
Combined interrupt

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b1.

Accessing MFFCW<n>_CTRL

Accesses to this register use the following encodings:

Accessible at offset 0x0020 + (64 * n) from MHUR.MBX.MFFCW_page

Access on this interface is RW.
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C2.2.1.3.13 MFFCW<n>_ST, Mailbox FIFO Channel Window <n> Status, n = 0 - 63

The MFFCW<n>_ST characteristics are:

Purpose

Provides the status of the FFCH<n>.

Configuration

This register is present only when FE is implemented. Otherwise, direct accesses to MFFCW<n>_ST
are RAZ/WI.

Attributes

MFFCW<n>_ST is a 32-bit register.

This register is part of the MHUR.MBX.MFFCW_page block.

Field descriptions

The MFFCW<n>_ST bit assignments are:

FF

31

RES0

30 11

FFL

10 0

FF, bit [31]

FIFO Flush

Status of MHUR FIFO Flush mechanism for the FFCH.

FF Meaning

0b0 The meaning of this value depends on the value
of the FF field in the corresponding
MFFCW<n>_CTRL register.
When MFFCW<n>_CTRL.FF is 0b0
Receiver FIFO flush mechanism is idle.
When MFFCW<n>_CTRL;.FF is 0b1
Receiver FIFO flush mechanism is performing a
flush.

0b1 FIFO flush complete

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b0.

Bits [30:11]

Reserved, RES0.

FFL, bits [10:0]

FIFO Fill Level

Indicates the number of valid bytes in the FIFO.

The maximum value returned is never greater than the FIFO Depth.

Accessing MFFCW<n>_ST

Accesses to this register use the following encodings:
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Accessible at offset 0x0024 + (64 * n) from MHUR.MBX.MFFCW_page

Access on this interface is RO.
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C2.2.1.3.14 MFFCW<n>_FIFO_POP, Mailbox FIFO Channel Window <n> FIFO POP, n = 0 - 63

The MFFCW<n>_FIFO_POP characteristics are:

Purpose

Request bytes to be popped from the FIFO of FFCH<n>.

Configuration

This register is present only when FE is implemented. Otherwise, direct accesses to MFFCW<n>_FIFO_POP
are RAZ/WI.

Attributes

MFFCW<n>_FIFO_POP is a 32-bit register.

This register is part of the MHUR.MBX.MFFCW_page block.

Field descriptions

The MFFCW<n>_FIFO_POP bit assignments are:

RES0

31 3

POP

2 0

Bits [31:3]

Reserved, RES0.

POP, bits [2:0]

Number of bytes to pop from the FIFO.

This is the maximum number of bytes popped from the FIFO.

The number of bytes actually popped from the FIFO is as follows:

• When MFFCW<n>_CTRL.RA_EN is set to 0b1 no bytes are popped from the FIFO.

• When MFFCW<n>_CTRL.RA_EN is set to 0b0 the number of bytes is the smallest of the following:

• Value written to this field.

• Number of valid bytes in the FIFO.

POP Meaning Applies

0b000 It is IMPLEMENTATION DEFINED whether:
• No bytes are popped from the FIFO.
• The value is treated as another supported

value.

When !M8BA_SPT

0b000 Maximum of 1 byte is popped from the FIFO When M8BA_SPT

0b001 It is IMPLEMENTATION DEFINED whether:
• No bytes are popped from the FIFO.
• The value is treated as another supported

value.

When !M16BA_SPT

0b001 Maximum of 2 bytes are popped from the FIFO When M16BA_SPT
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POP Meaning Applies

0b010 It is IMPLEMENTATION DEFINED whether:
• No bytes are popped from the FIFO.
• The value is treated as another supported

value.

0b011 It is IMPLEMENTATION DEFINED whether:
• No bytes are popped from the FIFO.
• The value is treated as another supported

value.

When !M32BA_SPT

0b011 Maximum of 4 bytes are popped from the FIFO When M32BA_SPT

0b100 It is IMPLEMENTATION DEFINED whether:
• No bytes are popped from the FIFO.
• The value is treated as another supported

value.

0b101 It is IMPLEMENTATION DEFINED whether:
• No bytes are popped from the FIFO.
• The value is treated as another supported

value.

0b110 It is IMPLEMENTATION DEFINED whether:
• No bytes are popped from the FIFO.
• The value is treated as another supported

value.

0b111 It is IMPLEMENTATION DEFINED whether:
• No bytes are popped from the FIFO.
• The value is treated as another supported

value.

When !M64BA_SPT

0b111 Maximum of 8 bytes are popped from the FIFO When M64BA_SPT

Accessing MFFCW<n>_FIFO_POP

Accesses to this register use the following encodings:

Accessible at offset 0x0028 + (64 * n) from MHUR.MBX.MFFCW_page

Access on this interface is WO/RAZ.
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C2.2.1.3.15 MFFCW<n>_TIDE, Mailbox FIFO Channel Window <n> Tidemark, n = 0 - 63

The MFFCW<n>_TIDE characteristics are:

Purpose

Allows configuration of the low and high tidemark thresholds for the Receiver tidemark events

Configuration

This register is present only when FE is implemented. Otherwise, direct accesses to MFFCW<n>_TIDE
are RAZ/WI.

Attributes

MFFCW<n>_TIDE is a 32-bit register.

This register is part of the MHUR.MBX.MFFCW_page block.

Field descriptions

The MFFCW<n>_TIDE bit assignments are:

RES0

31 26

HIGH

25 16

RES0

15 10

LOW

9 0

Bits [31:26]

Reserved, RES0.

HIGH, bits [25:16]

High Tide Mark

Threshold value used in the generation of the Receiver FIFO High Tide event.

The event is generated when a push to the FIFO occurs, and the following are both true:

• The FIFO fill level before the push was less than or equal to the value of this field.

• The FIFO fill level after the push is greater than the value of this field.

HIGH Meaning

0b0000000000..0

↪→b1111111111

Threshold value in bytes

The upper and lower offset of this field depend on the configuration of the MHU.

The upper offset of this field is equal to clog2(FFCH_DEPTH)+15.

The lower offset of this field depends on the supported access sizes to MFFCW<n>_PAY register as follows:

• When MBX_FFCH_CFG.M8BA_SPT is 0b1 the lower offset is 16.

• When MBX_FFCH_CFG.M8BA_SPT is 0b0 and MBX_FFCH_CFG.M16BA_SPT is 0b1 the lower offset is
17.

• When MBX_FFCH_CFG.M{8/16}BA_SPT are both 0b0 and MBX_FFCH_CFG.M32BA_SPT is 0b1 the
lower offset is 18.

• When MBX_FFCH_CFG.M{8/16/32}BA_SPT are all 0b0 and MBX_FFCH_CFG.M64BA_SPT is 0b1 the
lower offset is 19.

Any offsets above the upper offset or below the lower offset are RES0.
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If the upper offset is less than the lower offset the entire field is RES0.

For calculations of the Receiver High Tide event all offsets which are RES0 are used.

The reset behavior of this field is:

• On a MHUR reset, the expression (FFCH_DEPTH - 1)[u:l].

Where:

u = tide_upr()

l = tide_lwr([M64BA_SPT,M32BA_SPT,M16BA_SPT,M8BA_SPT])

Bits [15:10]

Reserved, RES0.

LOW, bits [9:0]

Low Tide Mark

Threshold value used in the generation of the Receiver FIFO Low Tide event.

The event is generated when a pop to the FIFO occurs, and the following are both true:

• The FIFO fill level before the pop was greater than the value of this field.

• The FIFO fill level after the pop is less than or equal the value of this field.

LOW Meaning

0b0000000000..0

↪→b1111111111

Threshold value in bytes

The upper and lower offset of this field depend on the configuration of the MHU.

The upper offset of this field is equal to clog2(FFCH_DEPTH)-1.

The lower offset of this field depends on the supported access sizes to MFFCW<n>_PAY register as follows:

• When MBX_FFCH_CFG.M8BA_SPT is 0b1 the lower offset is 0.

• When MBX_FFCH_CFG.M8BA_SPT is 0b0 and MBX_FFCH_CFG.M16BA_SPT is 0b1 the lower offset is
1.

• When MBX_FFCH_CFG.M{8/16}BA_SPT are both 0b0 and MBX_FFCH_CFG.M32BA_SPT is 0b1 the
lower offset is 2.

• When MBX_FFCH_CFG.M{8/16/32}BA_SPT are all 0b0 and MBX_FFCH_CFG.M64BA_SPT is 0b1 the
lower offset is 3.

Any offsets above the upper offset or below the lower offset are RES0.

If the upper offset is less than the lower offset the entire field is RES0.

For calculations of the Receiver Low Tide event all offsets which are RES0 are used.

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b0000000000.

Accessing MFFCW<n>_TIDE

Accesses to this register use the following encodings:

Accessible at offset 0x002C + (64 * n) from MHUR.MBX.MFFCW_page
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Access on this interface is RW.
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C2.2.1.4 MFCW_page, Mailbox Fast Channel Windows Page

The MFCW_page characteristics are:

Purpose

Allows access to the MFCW.

Depending on the Fast Channel word-size either the MFCW<n>_PAY32 or MFCW<n>_PAY64 registers
are implmented.

When the Fast Channel word-size is 32-bit

MFCW<n>_PAY32 is implemented

There can be between 1 and 1024 MFCWs.

When the Fast Channel word-size is 64-bit

MFCW<n>_PAY64 is implemented

There can be between 1 and 512 MFCWs.

Configuration

This Register Block is present only when FCE is implemented.

Attributes

The MFCW_page block is of size 4KB.

This block is part of the MHUR.MBX block.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

0x000 + (4 * n)for n in

↪→1023:0

MFCW<n>_PAY32 Most permissive access: RW
Register condition: When FCH_WS == 0x20
Accessor condition: When FCH_WS == 0x20

0x000 + (4 * n)for n in

↪→1023:0

MFCW<n>_PAY32 Most permissive access: RW
Register condition: When FCH_WS == 0x20
Accessor condition: When FCH_WS == 0x20

0x000 + (8 * n)for n in

↪→511:0

MFCW<n>_PAY64 Most permissive access: RW
Register condition: When FCH_WS == 0x40
Accessor condition: When FCH_WS == 0x40

0x000 + (8 * n)for n in

↪→511:0

MFCW<n>_PAY64 Most permissive access: RW
Register condition: When FCH_WS == 0x40
Accessor condition: When FCH_WS == 0x40
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C2.2.1.4.1 MFCW<n>_PAY32, Mailbox Fast Channel Window <n> Payload 32-bit, n = 0 - 1023

The MFCW<n>_PAY32 characteristics are:

Purpose

Access to payload of FCH<n>

Arm recommends that accesses to these registers are atomic.

Note

This is the 32-bit version of the MFCW<n>_PAY registers

Configuration

This register is present only when FCE is implemented and FCH_WS == 0x20. Otherwise, direct
accesses to MFCW<n>_PAY32 are RAZ/WI.

Attributes

MFCW<n>_PAY32 is a 32-bit register.

This register is part of the MHUR.MBX.MFCW_page block.

Field descriptions

The MFCW<n>_PAY32 bit assignments are:

PAY

31 0

PAY, bits [31:0]

Payload for Channel <n>

A write to this register sets the value of the payload.

A read to this register:

• Returns the current value of the payload.

• Acknowledges the Transfer.

• Clears the Transfer interrupt for the FCH, if it is set.

The reset behavior of this field is:

• On a MHUR reset, this field resets to an architecturally UNKNOWN value.

Accessing MFCW<n>_PAY32

Accesses to this register use the following encodings:

Read at offset 0x000 + (4 * n) from MHUR.MBX.MFCW_page

return MFCW<n>_PAY32;

Write at offset 0x000 + (4 * n) from MHUR.MBX.MFCW_page

MFCW<n>_PAY32 = value;
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C2.2.1.4.2 MFCW<n>_PAY64, Mailbox Fast Channel Window <n> Payload 64-bit, n = 0 - 511

The MFCW<n>_PAY64 characteristics are:

Purpose

Access to payload of FCH<n>

Arm recommends that accesses to these registers are atomic.

Note

This is the 64-bit version of the MFCW<n>_PAY registers

Configuration

This register is present only when FCE is implemented and FCH_WS == 0x40. Otherwise, direct
accesses to MFCW<n>_PAY64 are RAZ/WI.

Attributes

MFCW<n>_PAY64 is a 64-bit register.

This register is part of the MHUR.MBX.MFCW_page block.

Field descriptions

The MFCW<n>_PAY64 bit assignments are:

PAY

63 32

PAY

31 0

PAY, bits [63:0]

Payload for Channel <n>

A write to this register sets the value of the payload.

A read to this register:

• Returns the current value of the payload.

• Acknowledges the Transfer.

• Clears the Transfer interrupt for the FCH, if it is set.

The reset behavior of this field is:

• On a MHUR reset, this field resets to an architecturally UNKNOWN value.

Accessing MFCW<n>_PAY64

Accesses to this register use the following encodings:

Read at offset 0x000 + (8 * n) from MHUR.MBX.MFCW_page

return MFCW<n>_PAY64;

Write at offset 0x000 + (8 * n) from MHUR.MBX.MFCW_page

MFCW<n>_PAY64 = value;
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C2.2.1.5 MBX_IMPL_DEF_page, Mailbox Implementation Defined page

The MBX_IMPL_DEF_page characteristics are:

Purpose

The MBX_IMPL_DEF_page is for an implementation of the MHU, to implement any IMPLEMENTA-
TION DEFINED registers.

Registers defined in this block must follow the rules in C1.7.3 IMPLEMENTATION DEFINED Page

Configuration

Attributes

The MBX_IMPL_DEF_page block is of size 4KB.

This block is part of the MHUR.MBX block.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

0x0000 + (4 * n)for n in 1023:0 - Most permissive access: ImplementationDefined

ARM-AES-0072
A.a

Copyright © 2023-2024 Arm Limited or its affiliates. All rights reserved.
Non-confidential

296



Chapter C2. Registers
C2.2. MHUR, MHU Receiver

C2.2.2 RSC, Receiver Security Control

The RSC characteristics are:

Purpose

Contains the individual pages of the Receiver Security Control block.

Only accesses with the correct security can access the registers within the Receiver Security Control
block, otherwise the access is treated as an illegal access.

The allowed security of an access to a register of the Receiver Security Control block depends on:

• Whether RME is implemented for the MHUR.

• Sampled value of MHUR LEGACY_TZ_EN input.

The following table list the allowed security states of an access:

RME TZE LEGACY_TZ_EN Allowed access security

0 0 NA NA

0 1 NA Secure

1 1 0 Root

1 Secure

Configuration

This Register Block is present only when TZE is implemented for the MHUR.

Attributes

The RSC block is of size 64KB.

This block is part of the MHUR block.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

0x0000 RSC_CTRL_page Most permissive access: RW

0xF000 RSC_IMPL_DEF_page Most permissive access: RW
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C2.2.2.1 RSC_CTRL_page, Receiver Security Control Page

The RSC_CTRL_page characteristics are:

Purpose

Allow assignment of resources of the MHUR to a Security Group.

Configuration

This Register Block is present only when TZE is implemented for the MHUR.

Attributes

The RSC_CTRL_page block is of size 4KB.

This block is part of the MHUR.RSC block.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

0x000 RSC_BLK_ID Most permissive access: RO

0x010 RSC_FEAT_SPT0 Most permissive access: RO

0x014 RSC_FEAT_SPT1 Most permissive access: RO

0x020 RSC_DBCH_CFG0 Most permissive access: RO
Register condition: When DBE is
implemented
Accessor condition: When DBE is
implemented

0x030 RSC_FFCH_CFG0 Most permissive access: RO
Register condition: When FE is
implemented
Accessor condition: When FE is
implemented

0x040 RSC_FCH_CFG0 Most permissive access: RO
Register condition: When FCE is
implemented
Accessor condition: When FCE is
implemented

0x110 + (4 * n)for n in 0 RSC_MBX_SG<n> Most permissive access: RW

0xFC8 RSC_IIDR Most permissive access: RO

0xFCC RSC_AIDR Most permissive access: RO

0xFD0 + (4 * n)for n in 11:0 RSC_IMPL_DEF_ID<n> Most permissive access: RO
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C2.2.2.1.1 RSC_BLK_ID, Receiver Security Block Identifier

The RSC_BLK_ID characteristics are:

Purpose

Identifies the block as a Receiver Security.

Configuration

This register is present only when TZE is implemented for the MHUR. Otherwise, direct accesses to
RSC_BLK_ID are RAZ/WI.

Attributes

RSC_BLK_ID is a 32-bit register.

This register is part of the MHUR.RSC.RSC_CTRL_page block.

Field descriptions

The RSC_BLK_ID bit assignments are:

RES0

31 4

0 0 1 1

3 0

BLK_ID

Bits [31:4]

Reserved, RES0.

BLK_ID, bits [3:0]

Block Identifier

Identifies the type of block that resides in this 64KB.

Reads as 0b0011

Identifies the block as the Receiver Security block.

Access to this field is RO.

Accessing RSC_BLK_ID

Accesses to this register use the following encodings:

Accessible at offset 0x000 from MHUR.RSC.RSC_CTRL_page

Access on this interface is RO.
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C2.2.2.1.2 RSC_FEAT_SPT0, Receiver Security Feature Support 0

The RSC_FEAT_SPT0 characteristics are:

Purpose

Provides information on the features implemented in the Receiver Security.

Configuration

This register is present only when TZE is implemented for the MHUR. Otherwise, direct accesses to
RSC_FEAT_SPT0 are RAZ/WI.

Attributes

RSC_FEAT_SPT0 is a 32-bit register.

This register is part of the MHUR.RSC.RSC_CTRL_page block.

Field descriptions

The RSC_FEAT_SPT0 bit assignments are:

RES0

31 24

RASE_SPT

23 20

RME_SPT

19 16

TZE_SPT

15 12

FCE_SPT

11 8

FE_SPT

7 4

DBE_SPT

3 0

Bits [31:24]

Reserved, RES0.

RASE_SPT, bits [23:20]

Reliability, Availability and Serviceability Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

RASE_SPT Meaning

0b0000 MHU does not implement the RAS extension

0b0010 MHU implements the RAS extension but does
not follow the recommendations in B10.7
Recommend implementation of RAS using Arm
RAS extensions

0b0011 MHU implements the RAS extension and
follows the recommendations in B10.7
Recommend implementation of RAS using Arm
RAS extensions

Access to this field is RO.

RME_SPT, bits [19:16]

Realm Management Extension Support

The value of this field depends on the implementation of the MHU and an optional reset time sampled input
LEGACY_TZ_EN.

The value of this field is an IMPLEMENTATION DEFINED choice of:
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RME_SPT Meaning

0b0000 MHU does not implement the Realm
Management extension

0b0001 MHU implements Realm Management extension

The value of this field only applies to the half of the MHU which the register is associated with.

It is valid for the different halves of the MHU to implement different values for this field.

For fields in the PBX_FEAT_SPT0 or SSC_FEAT_SPT0 the value applies to the MHUS only.

For fields in the MBX_FEAT_SPT0 or RSC_FEAT_SPT0 the value applies to the MHUR only.

When RME is implemented, for the half of the MHU, there can be a LEGACY_TZ_EN tie-off present on that
side of the MHU.

The value of the LEGACY_TZ_EN tie-off is sampled at reset of the side of the MHU which the tie-off is
associated with.

When the sampled value of the tie-off is 0b1 the value of this field is always 0x0, otherwise the value of this field is
dependent on whether RME is implemented for this half of the MHU.

Access to this field is RO.

TZE_SPT, bits [15:12]

TrustZone Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

TZE_SPT Meaning

0b0000 MHU does not implement the TrustZone
extension

0b0001 MHU implements TrustZone extension

The value of this field only applies to the half of the MHU which the register is associated with.

It is valid for the different halves of the MHU to implement different values for this field.

For fields in the PBX_FEAT_SPT0 or SSC_FEAT_SPT0 the value applies to the MHUS only.

For fields in the MBX_FEAT_SPT0 or RSC_FEAT_SPT0 the value applies to the MHUR only.

Access to this field is RO.

FCE_SPT, bits [11:8]

Fast Channel Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

FCE_SPT Meaning

0b0000 MHU does not implement the Fast Channel
extension
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FCE_SPT Meaning

0b0001 MHU implements Fast Channel extension

Access to this field is RO.

FE_SPT, bits [7:4]

FIFO Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

FE_SPT Meaning

0b0000 MHU does not implement the FIFO extension

0b0001 MHU implements FIFO extension

Access to this field is RO.

DBE_SPT, bits [3:0]

Doorbell Extension Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

DBE_SPT Meaning

0b0000 MHU does not implement the Doorbell
extension

0b0001 MHU implements Doorbell extension

Access to this field is RO.

Accessing RSC_FEAT_SPT0

Accesses to this register use the following encodings:

Accessible at offset 0x010 from MHUR.RSC.RSC_CTRL_page

Access on this interface is RO.
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C2.2.2.1.3 RSC_FEAT_SPT1, Receiver Security Feature Support 1

The RSC_FEAT_SPT1 characteristics are:

Purpose

Provides information on the features implemented in the Receiver Security.

Configuration

This register is present only when TZE is implemented for the MHUR. Otherwise, direct accesses to
RSC_FEAT_SPT1 are RAZ/WI.

Attributes

RSC_FEAT_SPT1 is a 32-bit register.

This register is part of the MHUR.RSC.RSC_CTRL_page block.

Field descriptions

The RSC_FEAT_SPT1 bit assignments are:

RES0

31 4 3 0

AUTO_OP_SPT

Bits [31:4]

Reserved, RES0.

AUTO_OP_SPT, bits [3:0]

Auto Op Protocol Support

The value of this field depends on the implementation of the MHU.

The value of this field is an IMPLEMENTATION DEFINED choice of:

AUTO_OP_SPT Meaning

0b0000 Auto Op(Min) is implemented

0b0001 Auto Op(Full) is implemented

Access to this field is RO.

Accessing RSC_FEAT_SPT1

Accesses to this register use the following encodings:

Accessible at offset 0x014 from MHUR.RSC.RSC_CTRL_page

Access on this interface is RO.

ARM-AES-0072
A.a

Copyright © 2023-2024 Arm Limited or its affiliates. All rights reserved.
Non-confidential

303



Chapter C2. Registers
C2.2. MHUR, MHU Receiver

C2.2.2.1.4 RSC_DBCH_CFG0, Receiver Security Doorbell Channel Configuration 0

The RSC_DBCH_CFG0 characteristics are:

Purpose

Provides information on the configuration of DBE in MHUR.

Configuration

This register is present only when TZE is implemented for the MHUR and DBE is implemented.
Otherwise, direct accesses to RSC_DBCH_CFG0 are RAZ/WI.

Attributes

RSC_DBCH_CFG0 is a 32-bit register.

This register is part of the MHUR.RSC.RSC_CTRL_page block.

Field descriptions

The RSC_DBCH_CFG0 bit assignments are:

RES0

31 8

NUM_DBCH

7 0

Bits [31:8]

Reserved, RES0.

NUM_DBCH, bits [7:0]

Number of Doorbell Channels

Number of DBCH implemented in the MHUR.

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_DBCH Meaning

0x00..0x7F Number of DBCH is N+1, where N is the value
of this field

Access to this field is RO.

Accessing RSC_DBCH_CFG0

Accesses to this register use the following encodings:

Accessible at offset 0x020 from MHUR.RSC.RSC_CTRL_page

Access on this interface is RO.
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C2.2.2.1.5 RSC_FFCH_CFG0, Receiver Security FIFO Channel Configuration 0

The RSC_FFCH_CFG0 characteristics are:

Purpose

Provides information on the configuration of FE in Receiver Security.

Configuration

This register is present only when TZE is implemented for the MHUR and FE is implemented.
Otherwise, direct accesses to RSC_FFCH_CFG0 are RAZ/WI.

Attributes

RSC_FFCH_CFG0 is a 32-bit register.

This register is part of the MHUR.RSC.RSC_CTRL_page block.

Field descriptions

The RSC_FFCH_CFG0 bit assignments are:

RES0

31 26

FFCH_DEPTH

25 16

RES0

15 12 11 10 9 8

NUM_FFCH

7 0

M64BA_SPT
M32BA_SPT

M8BA_SPT
M16BA_SPT

Bits [31:26]

Reserved, RES0.

FFCH_DEPTH, bits [25:16]

FIFO Channel Depth

Depth of the FIFOs of the FFCHs in the MHUR.

The value of this field is an IMPLEMENTATION DEFINED choice of:

FFCH_DEPTH Meaning

0b0000000000..0

↪→b1111111111

FIFO depth is N+1 bytes, where N is the value
of this field.

Access to this field is RO.

Bits [15:12]

Reserved, RES0.

M64BA_SPT, bit [11]

Mailbox 64-bit Access Support

Whether 64-bit accesses to the following registers are supported:

• MFFCW<n>_PAY

• MFFCW<n>_FLG

The value of this field is an IMPLEMENTATION DEFINED choice of:
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M64BA_SPT Meaning

0b0 64-bit accesses are not supported

0b1 64-bit accesses are supported

Accesses must be aligned to an 64-bit boundary.

The value of this field has no effect on the supported access sizes to any other registers.

When 64-bit accesses are supported the:

• MFFCW<n>_PAY register occupies offsets 0x00-0x07 of the MFFCW.

• MFFCW<n>_FLG register occupies offsets 0x008-0x0F of the MFFCW.

When 64-bit accesses are not supported:

• MFFCW<n>_PAY register occupies offsets 0x00-0x03 of the MFFCW and offsets 0x04-0x07 of the MFFCW
are RES0.

• MFFCW<n>_FLG register occupies offsets 0x008-0x0B of the MFFCW and offsets 0x0C-0x0F of the
MFFCW are RES0.

Access to this field is RO.

M32BA_SPT, bit [10]

Mailbox 32-bit Access Support

Whether 32-bit accesses to the following registers are supported:

• MFFCW<n>_PAY

• MFFCW<n>_FLG

The value of this field is an IMPLEMENTATION DEFINED choice of:

M32BA_SPT Meaning

0b0 32-bit accesses are not supported

0b1 32-bit accesses are supported

Accesses must be aligned to an 32-bit boundary.

The value of this field has no effect on the supported access sizes to any other registers.

Access to this field is RO.

M16BA_SPT, bit [9]

Mailbox 16-bit Access Support

Whether 16-bit accesses to the following registers are supported:

• MFFCW<n>_PAY

• MFFCW<n>_FLG

The value of this field is an IMPLEMENTATION DEFINED choice of:
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M16BA_SPT Meaning

0b0 16-bit accesses are not supported

0b1 16-bit accesses are supported

Accesses must be aligned to an 16-bit boundary.

The value of this field has no effect on the supported access sizes to any other registers.

Access to this field is RO.

M8BA_SPT, bit [8]

Mailbox 8-bit Access Support

Whether 8-bit accesses to the following registers are supported:

• MFFCW<n>_PAY

• MFFCW<n>_FLG

The value of this field is an IMPLEMENTATION DEFINED choice of:

M8BA_SPT Meaning

0b0 8-bit accesses are not supported

0b1 8-bit accesses are supported

Accesses must be aligned to an 8-bit boundary

The value of this field has no effect on the supported access sizes to any other registers.

Access to this field is RO.

NUM_FFCH, bits [7:0]

Number of FIFO Channels

The number of FFCHs in the MHUR.

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_FFCH Meaning

0x00..0x3F Number of FFCHs is N+1, where N is the value
of this field

Access to this field is RO.

Accessing RSC_FFCH_CFG0

Accesses to this register use the following encodings:

Accessible at offset 0x030 from MHUR.RSC.RSC_CTRL_page

Access on this interface is RO.
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C2.2.2.1.6 RSC_FCH_CFG0, Receiver Security Fast Channel Configuration 0

The RSC_FCH_CFG0 characteristics are:

Purpose

Provides information on the configuration of FCE in the MHUR.

Configuration

This register is present only when TZE is implemented for the MHUR and FCE is implemented.
Otherwise, direct accesses to RSC_FCH_CFG0 are RAZ/WI.

Attributes

RSC_FCH_CFG0 is a 32-bit register.

This register is part of the MHUR.RSC.RSC_CTRL_page block.

Field descriptions

The RSC_FCH_CFG0 bit assignments are:

RES0

31 29

FCH_WS

28 21 20 16

NUM_FCG

15 11 10

NUM_FCH

9 0

NUM_FCH_PER_FCG FCGI_SPT

Bits [31:29]

Reserved, RES0.

FCH_WS, bits [28:21]

Fast Channel Word-Size

Number of bits each FCH implements.

The value of this field is an IMPLEMENTATION DEFINED choice of:

FCH_WS Meaning

0x20 Fast Channel word-size is 32-bits

0x40 Fast Channel word-size is 64-bits

Access to this field is RO.

NUM_FCH_PER_FCG, bits [20:16]

Number of Fast Channels per Fast Channel Group

Number of FCHs implemented in FCGs for MHUR.

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_FCH_PER_FCG Meaning

0b00000..0b11111 Number of FCHs per FCG is N+1, where N is
the value of this field

Access to this field is RO.
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NUM_FCG, bits [15:11]

Number of Fast Channel Groups

Number of FCGs implemented in MHUR

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_FCG Meaning

0b00000..0

↪→b11111

Number of FCGs is N+1, where N is the value of
this field

Access to this field is RO.

FCGI_SPT, bit [10]

Fast Channel Group Interrupt Support

Indicates whether Fast Channel Group Transfer interrupt is implemented for each FCGs.

The value of this field is an IMPLEMENTATION DEFINED choice of:

FCGI_SPT Meaning

0b0 Fast Channel Group Transfer interrupts are not
implemented.

0b1 Fast Channel Group Transfer interrupts are
implemented.

Access to this field is RO.

NUM_FCH, bits [9:0]

Number of Fast Channels

Number of FCHs implemented in MHUR.

The value of this field is an IMPLEMENTATION DEFINED choice of:

NUM_FCH Meaning Applies

0b0000000000..0

↪→b0111111111

Number of FCH is N+1, where N is the value
of this field

When FCH_WS ==
0x40

0b0000000000..0

↪→b1111111111

Number of FCH is N+1, where N is the value
of this field

When FCH_WS ==
0x20

Access to this field is RO.

Accessing RSC_FCH_CFG0

Accesses to this register use the following encodings:

Accessible at offset 0x040 from MHUR.RSC.RSC_CTRL_page

Access on this interface is RO.
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C2.2.2.1.7 RSC_MBX_SG<n>, Receiver Mailbox Security Group <n>, n = 0 - 0

The RSC_MBX_SG<n> characteristics are:

Purpose

Configuration of the Security Group of the Mailbox

Configuration

This register is present only when TZE is implemented for the MHUR. Otherwise, direct accesses to
RSC_MBX_SG<n> are RAZ/WI.

Attributes

RSC_MBX_SG<n> is a 32-bit register.

This register is part of the MHUR.RSC.RSC_CTRL_page block.

Field descriptions

The RSC_MBX_SG<n> bit assignments are:

When RME is implemented for the MHUR and sampled value of MHUR LEGACY_TZ_EN is 0b0:

RES0

31 2 1 0

SG_MBX0

Bits [31:2]

Reserved, RES0.

SG_MBX<m>, bits [2m+1:2m], for m = 0

Security Group for Mailbox

SG_MBX<m> Meaning

0b00 Mailbox is assigned to the Secure Security
Group

0b01 Mailbox is assigned to the Non-secure Security
Group

0b10 Mailbox is assigned to the Root Security Group

0b11 Mailbox is assigned to the Realm Security Group

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b10.

When RME is not implemented for the MHUR or (RME is implemented for the MHUR and sampled value
of MHUR LEGACY_TZ_EN is 0b1):

RES0

31 1 0

SG_MBX0

Bits [31:1]

Reserved, RES0.
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SG_MBX<m>, bits [m], for m = 0

Security Group for Mailbox

SG_MBX<m> Meaning

0b0 Mailbox is assigned to the Secure Security
Group

0b1 Mailbox is assigned to the Non-secure Security
Group

The reset behavior of this field is:

• On a MHUR reset, this field resets to 0b0.

Accessing RSC_MBX_SG<n>

Accesses to this register use the following encodings:

Accessible at offset 0x110 + (4 * n) from MHUR.RSC.RSC_CTRL_page

Access on this interface is RW.
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C2.2.2.1.8 RSC_IIDR, Receiver Security Implementer Identification Register

The RSC_IIDR characteristics are:

Purpose

This field provides information on the implementation of the MHU

Configuration

This register is present only when TZE is implemented for the MHUR. Otherwise, direct accesses to
RSC_IIDR are RAZ/WI.

Attributes

RSC_IIDR is a 32-bit register.

This register is part of the MHUR.RSC.RSC_CTRL_page block.

Field descriptions

The RSC_IIDR bit assignments are:

PRODUCT_ID

31 20

VARIANT

19 16

REVISION

15 12

IMPLEMENTER

11 0

PRODUCT_ID, bits [31:20]

Product ID of the MHU implementation

This field has an IMPLEMENTATION DEFINED value.

Access to this field is RO.

VARIANT, bits [19:16]

Variant or major revision of the MHU implementation

This field has an IMPLEMENTATION DEFINED value.

Access to this field is RO.

REVISION, bits [15:12]

Revision or minor version of the MHU implementation

This field has an IMPLEMENTATION DEFINED value.

Access to this field is RO.

IMPLEMENTER, bits [11:0]

Implementer ID

Contains the JEP106 identification information as follows:

• 11:8 - JEP106 continuation code of implementer

• 7 - Always 0

• 6:0 - JEP106 identity code of implementer

This field has an IMPLEMENTATION DEFINED value.

Access to this field is RO.

Accessing RSC_IIDR

Accesses to this register use the following encodings:
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Accessible at offset 0xFC8 from MHUR.RSC.RSC_CTRL_page

Access on this interface is RO.
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C2.2.2.1.9 RSC_AIDR, Receiver Security Architecture Identification Register

The RSC_AIDR characteristics are:

Purpose

Provides information on the version of the MHU architecture implemented in this implementation of
the MHU.

Configuration

This register is present only when TZE is implemented for the MHUR. Otherwise, direct accesses to
RSC_AIDR are RAZ/WI.

Attributes

RSC_AIDR is a 32-bit register.

This register is part of the MHUR.RSC.RSC_CTRL_page block.

Field descriptions

The RSC_AIDR bit assignments are:

RES0

31 8 7 4 3 0

ARCH_MAJOR_REV ARCH_MINOR_R
EV

Bits [31:8]

Reserved, RES0.

ARCH_MAJOR_REV, bits [7:4]

MHU Architecture Major Revision

The value of this field is an IMPLEMENTATION DEFINED choice of:

ARCH_MAJOR_REV Meaning

0b0000 MHUv1 or unknown architecture versions

0b0001 MHUv2

0b0010 MHUv3

All other values are Reserved

Access to this field is RO.

ARCH_MINOR_REV, bits [3:0]

MHU Architecture Minor Revision

The value of this field is an IMPLEMENTATION DEFINED choice of:

ARCH_MINOR_REV Meaning

0b0000 Minor revision 0 of the major architecture

0b0001 Minor revision 1 of the major architecture
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All other values are Reserved

Access to this field is RO.

Additional information

The legal combinations for the ARCH_MAJOR_REV and ARCH_MINOR_REV fields are as follows:

ARCH_MAJOR_REV ARCH_MINOR_REV Description

0x0 0x0 MHUv1

0x1 0x0 MHUv2.0

0x1 0x1 MHUv2.1

0x2 0x0 MHUv3.0

MHU implementations based on this architecture, have the ARCH_MAJOR_REV set to 0x2 and
ARCH_MINOR_REV set to 0x0.

Accessing RSC_AIDR

Accesses to this register use the following encodings:

Accessible at offset 0xFCC from MHUR.RSC.RSC_CTRL_page

Access on this interface is RO.
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C2.2.2.1.10 RSC_IMPL_DEF_ID<n>, IMPDEF Register, n = 0 - 11

The RSC_IMPL_DEF_ID<n> characteristics are:

Purpose

This register is for IMPLEMENTATION DEFINED Identification Registers which can be used to identify
the implementation of the MHU Receiver Security

An implementation can do the following with this register:

• Chose whether a register is present or not.

• The name of the register.

• The access permission of the registers, so long as they are not more permissive than the architecture
defines for the IMPLEMENTATION DEFINED register.

• The names, behavior and reset value of any fields.

• The access permissions of any fields, so long as they are not more permissive than the register.

If the RSC_IMPL_DEF_ID<n> is not present then the location is Reserved and treated as RES0

Configuration

This register is present only when TZE is implemented for the MHUR. Otherwise, direct accesses to
RSC_IMPL_DEF_ID<n> are RAZ/WI.

Attributes

RSC_IMPL_DEF_ID<n> is a 32-bit register.

This register is part of the MHUR.RSC.RSC_CTRL_page block.

Field descriptions

The RSC_IMPL_DEF_ID<n> bit assignments are:

IMPLEMENTATION DEFINED

31 0

IMPLEMENTATION DEFINED, bits [31:0]

IMPLEMENTATION DEFINED

Accessing RSC_IMPL_DEF_ID<n>

Accesses to this register use the following encodings:

Accessible at offset 0xFD0 + (4 * n) from MHUR.RSC.RSC_CTRL_page

Access on this interface is RO.
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C2.2.2.2 RSC_IMPL_DEF_page, Receiver Security Control Implementation Defined
page

The RSC_IMPL_DEF_page characteristics are:

Purpose

The RSC_IMPL_DEF_page is for an implementation of the MHU, to implement any IMPLEMENTATION
DEFINED registers.

Registers defined in this block must follow the rules in C1.7.3 IMPLEMENTATION DEFINED Page

Configuration

This Register Block is present only when TZE is implemented for the MHUR.

Attributes

The RSC_IMPL_DEF_page block is of size 4KB.

This block is part of the MHUR.RSC block.

Default access

Accesses to the address space of this block that do not resolve to a register or a further block are treated
as RAZ/WI.

Contents

Offset Name Notes

0x0000 + (4 * n)for n in 1023:0 - Most permissive access: ImplementationDefined
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Chapter D1
Postbox and Mailbox Interrupt Logic

D1.1 Postbox Interrupt Logic

IDFKWG Figure D1.1 shows an example logic structure of the interrupt generation logic of a Postbox.
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Per DBCH 

Per FFCH 

DBCH<n> 

FFCH<n> 

CH TFR ACK 

FF 

FHT 
CH TFR ACK 

PDBCW_CTRL<n>. 
PBX_COMB_EN 

Sender FFCH 
Combined<n> 

PFFCW_CTRL<n>. 
PBX_COMB_EN 

Postbox 
Combined 

CH TFR ACK<n> 

CH TFR ACK<x+n> 

Sender FF<n> 
Sender FLT<n> 

FLT 

Sender FHT<n> 

S 

S 

Figure D1.1: Postbox interrupt logic

In Figure D1.1 the following apply:

• Dotted lines indicate optional output of logic.
• Dashed boxes indicate units which are repeated for each channel.
• <n> indicates the channel number, which starts from 0 for each type of channel.
• <x> is the number of DBCHs implemented in the Postbox.
• Circles with ‘S’ inside indicate points where status are generated for Postbox Combined interrupts.
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D1.2 Mailbox Interrupt Logic

IMDDPZ Figure D1.2 shows an example logic structure of the interrupt generation logic of a Mailbox.

Per DBCH 

Per FFCH 

Per FCH 

Per FCG 

DBCH<n> 
CH TFR 

FF 
CH TFR 

MDBCW_CTRL<n>. 
MBX_COMB_EN 

Receiver Channel 
Combined<x+n> 

MFFCW_CTRL<n>. 
MBX_COMB_EN Mailbox 

Combined

FCH<n> 
FCH TFR 

Fast Channel 
Transfer<n> 

CH TFR<a:n+1> 

Fast Channel 
Group<m> 

MBX_FCG_INT_EN. 
MBX_COMB_EN<m> 

CH TFR<n> 

CH TFR<x+n> 

Receiver FLT<n> 

CH TFR<n-1:b> 

FHT 

Receiver FHT<n> 

S2 S2 

S2 

FLT 
FFCH<n> 

Receiver FF<n> 

S1 

S1 

S1 

Figure D1.2: Mailbox interrupt logic

In Figure D1.2 the following apply:

• Dotted lines indicate optional output of logic.
• Dashed boxes indicate units which are repeated for each channel.
• <n> indicates the channel number, which starts from 0 for each type of channel.
• <x> is the number of DBCHs implemented in the Postbox.
• <m> is the FCG number.
• <a> is the upper most Fast Channel Transfer interrupt which feeds into the Fast Channel Group Transfer

interrupt <m>.
• <b> is lowest most Fast Channel Transfer interrupt which feeds into the Fast Channel Group Transfer interrupt

<m>.
• Circles with ‘S1’ inside indicate points where status are generated for Mailbox Combined interrupt.
• Circles with ‘S2’ inside indicate points where status are generated for the Fast Channel Group Transfer

interrupt.
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IGFTRL This sections covers the expected transport protocols used by the Sender and Receiver.

IZDPMD A transport protocol is a method for a Sender to send Transfer to the Receiver using the channels of the MHU.

RPZXLB MHUv3 supports the following transport protocols:

• Doorbell
• FIFO
• Stream FIFO
• Last-value

SPNTZP Software must use one of the transport protocols described in this section to send Transfers using the MHUv3,
otherwise it is not guaranteed that in future versions of the MHU architecture the same method will still work.
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D2.1 Doorbell

IDFJRP The Doorbell transport protocol enables the Sender to indicate to the Receiver that a specific event has occurred.

ICHFNH It is software IMPLEMENTATION DEFINED:

• The event associated with the doorbell.
• If there is any out-band payload associated with the event.
• The location of any out-band payload.

RCBFZB The Doorbell transport protocol can only be used with a DBCH.

IBQHLS Each DBCH has 32 flags bits each of which can be used to indicate a different Doorbell event has occurred. Each
time the Sender sets one or more of the flags bits of the DBCH it is considered its own Transfer.

D2.1.1 Requirements

SRRSPW To use the Doorbell protocol the Channel Transfer and Channel Transfer Acknowledge events of the DBCH are
used and the Sender and Receiver must configure the DBCH so that the Sender and Receiver can receive these
events.

D2.1.1.1 Sender Requirements

SJPZDF The Sender must only write to the PDBCW<n>_SET register after the event which the Doorbell is related to has
occurred and any out-band payload is guaranteed to be visible to the Receiver.

SRPHDK Once a flag bit is set, the Sender must wait for the Receiver to acknowledge the flag by clearing it, before the
Sender uses the same flag bit to send a new Transfer.

SWFNDP The Sender knows that the Receiver has acknowledged one or more previous Transfers by waiting for the flag bit
or bits in the PDBCW<n>_ST register to read as 0b0.

SLQMQX The Sender can use the Channel Transfer Acknowledge event to know when the Receiver has acknowledged one
or more previous Transfer and therefore the values of one or more flag bits in the PDBCW<n>_ST register have
been updated. This removes the need for the Sender to poll the PDBCW<n>_ST register.

D2.1.1.2 Receiver Requirements

SDFTCQ The Receiver acknowledges receipt of the Transfer by clearing the flag in the MDBCW<n>_ST register by writing
the MDBCW<n>_CLR register with the corresponding bit set to 0b1.

SJHYLC Any flag bit of the MDBCW<n>_ST register used, which are required to generate a Channel Transfer event, the
Receiver must have the corresponding bit in the MDBCW<n>_MSK_ST register set to 0b0.

ICWJPP If a flag bit in the MDBCW<n>_ST register is not required to generate a Channel Transfer event, the Receiver
must set the corresponding bit in the MDBCW<n>_MSK_ST register to be set to 0b1.

D2.1.2 Procedure

RXHYYQ In Figure D2.1 the sequence of events to use the Doorbell transport protocol is shown. Arrows with dotted lines
indicate optional steps.
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Sender MHU Shared Memory Receiver

1

2

3

4

5

6

7

Figure D2.1: Doorbell transport protocol

The sequence of events are:

1. Sender writes any optional out-band payload for the Transfer to the out-band memory.
2. Sender writes 0b1, to the correct flag in the PDBCW<n>_SET register.
3. MHU generates a Channel Transfer event. The Channel Transfer events can generate one or more interrupts

depending on the settings the DBCH in the Mailbox:

• Channel Transfer interrupt, if the corresponding bit in the MDBCW<n>_MSK_ST register is set
to 0b0.

• Mailbox Combined interrupt, if the corresponding bit in the MDBCW<n>MSK_ST register is set
to 0b0 .and MDBCW<n>_CTRL.MBX_COMB_EN is set to 0b1.

4. Receiver reads MDBCW<n>_ST register to identify which Doorbell(s) are outstanding.
5. Receiver reads any optional payload for the Transfer.
6. Receiver clears the flag by writing 0b1, to the corresponding bit in the MDBCW<n>_CLR register.
7. MHU generates a Channel Transfer Acknowledge event. The Channel Transfer Acknowledge event can

generate one or more interrupts of the following interrupts:

• Channel Transfer Acknowledge interrupt, if PDBCW<n>_INT_EN.CH_TFR_ACK is set to 0b1.
• Postbox Combined interrupt, if PDBCW<n>_CTRL.PBX_COMB_EN is set to 0b1.

The steps performed by the Sender and Receiver in Figure D2.1 can be run concurrently or sequentially. It is
even possible that the Sender is performing the sequences for Transfer Y whilst the Receiver is performing the
sequences for Transfer X, where Transfer X is sent by before Transfer Y.

When the Receiver performs step 6 it is enabling the Sender to send another Transfer using the flag bit that was
cleared. It is not required that Receiver has acted on the previous Transfer and, if there is any out-band payload,
has finished with its use of the payload.
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D2.2 FIFO

INYHNP FIFO transport protocol enables:

• Multiple Transfers in-flight using a single channel.
• Transfers with variable length.
• Transfers with in-band payload and an optional out-band payload.

SGSFDN It is software IMPLEMENTATION DEFINED:

• What the values of the data mean.
• How many bytes of in-band and out-band data there are in a Transfer, but there must be at least one byte of

in-band payload.
• Whether the number of bytes in-band and out-band payload is the same for all Transfers.
• The location of any out-band payload.
• Whether the Sender of the Transfer receives interrupts when the Receiver acknowledges a Transfer or not.

IVXWVD The number of outstanding Transfers is limited by the amount of in-band data each Transfer uses and the depth of
the FIFO.

SCYMNN The maximum amount of in-band data a Transfer uses must not exceed the FIFO depth, otherwise data loss can
occur.

D2.2.1 Requirements

IPYDYK This sections covers the requirements to use the FIFO transport protocol.

RDBHRH The FIFO transport protocol must only be used with a FFCH.

SNXYYW The Sender and Receiver must use the same value for PFFCW<n>_CTRL.MSBF and MFFCW<n>_CTRL.MSBF
fields for the same Transfer when pushing, reading or popping bytes from the FIFO.

SJTWFG The method by which the Sender and Receiver agree on what value to set the PFFCW<n>_CTRL.MSBF and
MFFCW<n>_CTRL.MSBF fields to is software IMPLEMENTATION DEFINED.

SCJXMN The Sender can write zero or more bytes to an out-band payload location. It is software IMPLEMENTATION
DEFINED when the Receiver reads the out-band payload and depends on the following:

• How and when the Receiver knows the address to use to access the out-band payload.
• When and how the Sender knows that the out-band payload location is no longer required by the Receiver.

D2.2.1.1 Sender Requirements

SKBKHN The Sender must not push new data onto the FIFO if the FIFO is full.

ILBLHV The Sender can determine the amount of free space in the FIFO using the value in the PFFCW<n>_ST.FFS field or
the Sender Low and High Tide events.

SMVQWK The Sender must only push bytes onto the FIFO which belong to the same Transfer using a single write to the
PFFCW<n>_PAY register.

STZFZR The Sender is only allowed to change the value of the PFFCW<n>_CTRL.MSBF field before it pushes any bytes
onto the FIFO for the Transfer.

IBYYRD Depending on the Transfer Delineation mode being used the Sender must obey different rules for the following:

• Management of the SOT, EOT and ACK flags.
• Number of writes to the PFFCW<n>_PAY register, to push data onto the FIFO, for a single Transfer.
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SBYDXR When using software flag Transfer Delineation mode the Sender must:

• Set the PFFCW<n>_FLG.SOT field to 0b1 before it pushes one or more bytes onto the FIFO, where one of
the bytes is the first byte of the Transfer.

• Have the first byte of the Transfer in either the:

• LSB position when PFFCW<n>_CTRL.MSBF is set to 0b0.
• MSB position when PFFCW<n>_CTRL.MSBF is set to 0b1.

• Set the PFFCW<n>_FLG.SOT field to 0b0 before it pushes one or more bytes onto the FIFO, where none of
the bytes are the first byte of the Transfer.

• Set the PFFCW<n>_FLG.ACK field to the correct value before it pushes one or more bytes onto the FIFO,
where one of the bytes is the last byte of the Transfer.

• If the Sender wants a Channel Transfer Acknowledge event to be generated, when the last byte of
the Transfer is popped from the FIFO, the Sender sets the PFFCW<n>_FLG.ACK field to 0b1.

• If the Sender does not want a Channel Transfer Acknowledge event to be generated, when the last
byte of the Transfer is popped from the FIFO, the Sender sets the PFFCW<n>_FLG.ACK field to
0b0.

• Set the PFFCW<n>_FLG.EOT field to 0b1 before it pushes one or more bytes onto the FIFO, where one of
the bytes is the last byte of the Transfer.

• Have the last byte of the Transfer in either the:

• MSB position when PFFCW<n>_CTRL.MSBF is set to 0b0.
• LSB position when PFFCW<n>_CTRL.MSBF is set to 0b1.

• Set the PFFCW<n>_FLG.EOT field to 0b0 before it pushes one or more bytes onto the FIFO, where none of
the bytes are the last byte of the Transfer.

STKHBM When using software flag Transfer Delineation mode the Sender can perform as many writes to the
PFFCW<n>_PAY register as required to push all data of the Transfer onto the FIFO. So long as there is space in
the FIFO for all bytes, requested by the write to be pushed, to be pushed onto the FIFO. It is not required that each
write to the PFFCW<n>_PAY register, when using software flag Transfer Delineation mode, are of the same size.

SZFYHY It might be required that the Sender either:

• Has to wait between writes to the PFFCW<n>_PAY register for FIFO to have enough space to push next N
bytes of the Transfer.

• Has to reduce the number of bytes to be pushed onto the FIFO.

SYZTJD When using partial flag Transfer Delineation mode the Sender must:

• Set the PFFCW<n>_FLG.{SOT/EOT} fields to 0b1 before it pushes one or more bytes onto the FIFO, where
one of the bytes is the first byte of and one of the bytes is the last byte of the Transfer. This also applies if
they are the same byte.

• Set the PFFCW<n>_FLG.EOT field to 0b1 before it pushes one or more bytes onto the FIFO, where one of
the bytes is the last byte of the Transfer and none of the bytes are the first byte of the Transfer.

• Set the PFFCW<n>_FLG.ACK field to the correct value before it pushes one or more bytes onto the FIFO,
where one of the bytes is the last byte of the Transfer.

• If the Sender wants a Channel Transfer Acknowledge event to be generated, when the last byte of
the Transfer is popped from the FIFO, the Sender sets the PFFCW<n>_FLG.ACK field to 0b1.

• If the Sender does not want a Channel Transfer Acknowledge event to be generated, when the last
byte of the Transfer is popped from the FIFO, the Sender sets the PFFCW<n>_FLG.ACK field to
0b0.

• Have the first byte of the Transfer in either the:

• LSB position when PFFCW<n>_CTRL.MSBF is set to 0b0.
• MSB position when PFFCW<n>_CTRL.MSBF is set to 0b1.

• Have the last byte of the Transfer in either the:
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• MSB position when PFFCW<n>_CTRL.MSBF is set to 0b0.
• LSB position when PFFCW<n>_CTRL.MSBF is set to 0b1.

SHWSBQ When using partial flag Transfer Delineation mode the Sender can perform as many writes to the PFFCW<n>_PAY
register as required to push all data of the Transfer onto the FIFO. So long as there is space in the FIFO for all
bytes, requested by the write to be pushed, to be pushed onto the FIFO. It is not required that each write to the
PFFCW<n>_PAY register, when using partial flag Transfer Delineation mode, are of the same size.

SLHVZP It might be required that the Sender either:

• Has to wait between writes to the PFFCW<n>_PAY register for FIFO to have enough space to push next N
bytes of the Transfer.

• Has to reduce the number of bytes to be pushed onto the FIFO.

SWZXHD When using auto flag Transfer Delineation mode the Sender must:

• Set the PFFCW<n>_FLG.ACK field to the correct value before it pushes one or more bytes onto the FIFO,
where one of the bytes is the last byte of the Transfer.

• If the Sender wants a Channel Transfer Acknowledge event to be generated, when the last byte of
the Transfer is popped from the FIFO, the Sender sets the PFFCW<n>_FLG.ACK field to 0b1.

• If the Sender does not want a Channel Transfer Acknowledge event to be generated, when the last
byte of the Transfer is popped from the FIFO, the Sender sets the PFFCW<n>_FLG.ACK field to
0b0.

• Have the first byte of the Transfer in either the:

• LSB position when PFFCW<n>_CTRL.MSBF is set to 0b0.
• MSB position when PFFCW<n>_CTRL.MSBF is set to 0b1.

• Have the last byte of the Transfer in either the:

• MSB position when PFFCW<n>_CTRL.MSBF is set to 0b0.
• LSB position when PFFCW<n>_CTRL.MSBF is set to 0b1.

• Never write to the PFFCW<n>_PAY register, where one of the bytes is the first byte and one of the bytes is
the last byte of the Transfer, including if they are the same byte.

SGMTJJ When using auto flag Transfer Delineation mode the Sender must perform two writes to the PFFCW<n>_PAY
register to push the data of the Transfer onto the FIFO, and there must be space in the FIFO to push all bytes,
requested by the write to be pushed onto the FIFO, to be pushed onto the FIFO. It is not required that each write to
the PFFCW<n>_PAY register, when using auto flag Transfer Delineation mode, are of the same size.

STRCYX It might be required that the Sender either:

• Has to wait between writes to the PFFCW<n>_PAY register for FIFO to have enough space to push next N
bytes of the Transfer.

• Has to reduce the number of bytes to be pushed onto the FIFO.

SWLJYF The Channel Transfer Acknowledge event of the FFCH are used by the Sender to know when a Transfer has been
acknowledge by the Receiver. The Sender can either:

• Configure the FFCH to generate the Channel Transfer Acknowledge interrupt and when the interrupt is
generated to read the value of the PFFCW<n>_ACK_CNT.ACK_CNT field to know how many Transfer
have been acknowledged.

• Poll the PFFCW<n>_INT_ST.CH_TFR_ACK field for a value of 0b1 and then read the value of the
PFFCW<n>_ACK_CNT.ACK_CNT to know how many Transfers have been acknowledged.

• Poll the PFFCW<n>_ACK_CNT.ACK_CNT field for a non-zero value.

IPZRPH For the rest of this section it is assumed the Channel Transfer Acknowledge interrupt is used, however, any of the
other methods could be used.

ARM-AES-0072
A.a

Copyright © 2023-2024 Arm Limited or its affiliates. All rights reserved.
Non-confidential

327



Chapter D2. Transport Protocols
D2.2. FIFO

D2.2.1.2 Receiver Requirements

SXTHDX The Receiver is only allowed to change the value of the MFFCW<n>_CTRL.MSBF field before it reads or pops
any bytes from the FIFO for the Transfer.

SZCZGR The Receiver must use the values of MFFCW<n>_FLG register to track the flag values of the bytes it has read
from the MFFCW<n>_PAY register. It uses these values to know:

• Whether a byte is valid or invalid.
• Which bytes belong to which Transfers.
• To detect partial Transfers.

SWXZQC Software should only use the value of MFFCW<n>_FLG register after it has read at least one byte from the
MFFCW<n>_PAY register.

SNDPQV The Receiver must read the contents of the MFFCW<n>_FLG register each time data is read from the FIFO,
otherwise it can lead to inclusions of data values which are not part of the Transfer.

SZVWNJ Table D2.1 shows the value of SOT and EOT fields for the current and previous byte, where both bytes are valid.
Any non-valid bytes are to be ignore. When there has been no previous valid byte then it should be considered that
EOT was set to 0b1.

Table D2.1: Meanings of current and previous SOT and EOT fields

SOT’ EOT’ SOT EOT Error Description

X 0 0 0 No Current and previous bytes are part of the same Transfer and
there are more bytes to read

X 0 0 1 No Current and previous bytes are part of the same Transfer and
there are no more bytes to read

X 0 1 0 Yes New Transfer started without completing previous Transfer

X 0 1 1 Yes New Transfer started without completing previous Transfer

X 1 0 0 Yes Implicit new Transfer started with the beginning of the
Transfer missing

X 1 0 1 Yes Implicit new Transfer started with the beginning of the
Transfer missing

X 1 1 0 No New Transfer started and there are more bytes to read

X 1 1 1 No New Transfer started and ended

SOT’ and EOT’ are the values of SOT and EOT for the previous byte.

SSWKMK Whenever the Receiver detects a sequence of SOT’, EOT’, SOT and EOT flags for two valid bytes it did not expect
it should take IMPLEMENTATION DEFINED actions to resolve the corrupt Transfers.

IYCRWL The MFFCW<n>_FLG register contains the flags associated with the bytes last read from the FIFO by the last
read of the MFFCW<n>_PAY register.

SDSBPF To use the FIFO protocol the Channel Transfer event of the FFCH is used and the Receiver must either:

• Configure the FFCH to generate Channel Transfer interrupts so that it can receive these events.
• Poll the MFFCW<n>_PAY and MFFCW<n>_FLG register until valid bytes are detected.
• Poll the MFFCW<n>_ST.FFL until a non-zero value is detected.

ILDPZJ For the rest of this section it is assumed the Channel Transfer interrupt is used, however, any of the other methods
could be used.
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SHYQCN When the Receiver is using Read-Acknowledge without enabling Future Transfer Auto Buffering, it may be
required to buffer bytes read out of the MFFCW<n>_PAY register whilst processing the current Transfer, which
are part of the next Transfer. These buffered bytes are required to be processed when the Receiver processes the
next Transfer and are considered the first bytes of the next Transfer. Only bytes which have a flag value of 0b01 or
0b00 and come after a byte with 0b01 are required to be buffered. Failure to buffer these bytes will result in a lost
of data.

SYCZWQ When the Receiver is not using Read-Acknowledge it must only pop the bytes up to the end of current Transfer
from the FIFO. Popping the incorrect number of bytes from the FIFO can lead to loss or corruption of Transfer
data.

D2.2.2 Procedure

SJFNPF In Figure D2.2 shows the sequence of events to use the FIFO transport protocol. Arrows with dotted lines indicate
optional steps.

ARM-AES-0072
A.a

Copyright © 2023-2024 Arm Limited or its affiliates. All rights reserved.
Non-confidential

329



Chapter D2. Transport Protocols
D2.2. FIFO

Sender MHU Shared Memory Receiver

1

2

loop [Bytes_to_send > 0]

3

4

5

6

Receiver may have previous Transfers
in this or other Channel to handle first

alt [Read-Acknowledge enabled]

loop [eot_found == 1]

7

8

9

10

[Read-Acknowledge disabled]

loop [eot_found == 1]

7

8

9

10

11

Figure D2.2: FIFO transport protocol
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The sequence of events shown in Figure D2.2:

1. Sender writes any out-band payload to shared memory.
2. Sender configures the Transfer Delineation Mode by writing to the PFFCW<n>_CTRL.TDM field.

This is not required for every transfer and can be set when performing the initial configuration of the
FFCH or when the conditions change to require a different mode be used.

While Bytes to Send > 0

3. Sender writes to the PFFCW<n>_FLG register to set the data flags correctly.

Depending on the Transfer Delineation Mode the Sender:

• Software flag

If next write to the PFFCW<n>_PAY register includes the:

• First byte of the Transfer set the PFFCW<n>_FLG.SOT field to 0b1, otherwise set the
field to 0b0.

• Last byte of the Transfer set the PFFCW<n>_FLG.EOT field to 0b1, otherwise set the
field to 0b0.

• Last byte of the Transfer and an acknowledgement is required for this Transfer set the
PFFCW<n>_FLG.ACK field to 0b1, otherwise set it to 0b0.

• Partial flag

If next write to the PFFCW<n>_PAY register includes the:

• First byte of the Transfer this step is not required.
• First and last byte of the Transfer set the PFFCW<n>_FLG.{SOT,EOT} fields both to
0b1.

• Last byte but not the first byte of the Transfer set the PFFCW<n>_FLG.EOT field to 0b1.
• Last byte of the Transfer and an acknowledgement is required for this Transfer set the

PFFCW<n>_FLG.ACK field to 0b1, otherwise set it to 0b0.

• Auto flag

Sets the PFFCW<n>_FLG.ACK field to 0b1 if the Sender wants an acknowledgement for
this Transfer, otherwise sets it 0b0 if the Sender does not want an acknowledgement for this
Transfer.

4. Sender performs a write access to the PFFCW<n>_PAY register with the payload.

The Sender use an access equal to the amount of data that the Sender wants to push onto the FIFO. The
order of the bytes in the payload written to the PFFCW<n>_PAY register depends on the setting of the
PFFCW<n>_CTRL.MSBF field.

5. Sender decreases the number of bytes to send by the number of bytes written to the PFFCW<n>_PAY register.
If the number of bytes to send is 0 the Sender exits the loop, otherwise repeat steps 3 and 4 until all bytes of
the Transfer have been pushed onto the FIFO.

6. MHU generates a Channel Transfer event, when one or more bytes are pushed onto the FIFO and the EOT
flag for one of the bytes is set to 0b1. The Channel Transfer event becomes one or more interrupts depending
on the settings of the interrupt enables for the FFCH in the Mailbox:

• Channel Transfer interrupt, if MFFCW<n>_INT_EN.CH_TFR is set to 0b1.
• Receiver FFCH Combined interrupt, if MFFCW<n>_INT_EN.CH_TFR is set to 0b1.
• Mailbox Combined interrupt, if MFFCW<n>_INT_EN.CH_TFR and MFFCW<n>_INT_EN.MBX_COMB_EN

are both set to 0b1.

Read-Acknowledge enabled

7. Receiver reads data from the MFFCW<n>_PAY register.
8. Receiver reads the flag information from the MFFCW<n>_FLG register.
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9. Receiver checks the flag information for each byte read from the MFFCW<n>_FLG register.

Bytes read from the MFFCW<n>_PAY register are treated as defined in Table D2.1.

If any valid byte read from the MFFCW<n>_PAY register associated with a flag value indicates the
start of a new Transfer, the Receiver exists the loop, otherwise repeats steps 6-8.

10. MHU generates Transfer Acknowledge event, for any bytes which are popped from the FIFO which have
the EOT and ACK fields set to 0b1. The Transfer Acknowledge event can generate one or more interrupts
depending on the settings for the FFCH in the Postbox:

• Channel Transfer Acknowledge interrupt, if the PFFCW<n>_INT_EN.CH_TFR_ACK is set to
0b1.

• Sender FFCH Combined interrupt, if the PFFCW<n>_INT_EN.CH_TFR_ACK is set to 0b1.
• Postbox Combined interrupt, if the PFFCW<n>_INT_EN.CH_TFR_ACK and

PFFCW<n>_INT_EN.PBX_COMB_EN are both set to 0b1.

Read-Acknowledge disabled

7. Receiver reads data from the MFFCW<n>_PAY register.
8. Receiver reads the flag information from the MFFCW<n>_FLG register.
9. Receiver checks the flag information for each byte read from the MFFCW<n>_FLG register.

Bytes read from the MFFCW<n>_PAY register are treated as defined in Table D2.1.

10. Receiver writes to the MFFCW<n>_FIFO_POP register with a value equal to the number of bytes the
Receiver wants to pop from the FIFO.

If any valid byte read from the MFFCW<n>_PAY register associated with a flag indicates the start of a
new Transfer, Receiver exists the loop, otherwise repeats steps 7-10.

11. MHU generates Transfer Acknowledge event, for any bytes which are popped from the FIFO which have
the EOT and ACK fields set to 0b1. The Transfer Acknowledge event can generate one or more interrupts
depending on the settings of the FFCH in the Postbox:

• Channel Transfer Acknowledge interrupt, if the PFFCW<n>_INT_EN.CH_TFR_ACK is set to
0b1.

• Sender FFCH Combined interrupt, if the PFFCW<n>_INT_EN.CH_TFR_ACK is set to 0b1.
• Postbox Combined interrupt, if the PFFCW<n>_INT_EN.CH_TFR_ACK and

PFFCW<n>_INT_EN.PBX_COMB_EN are both set to 0b1.

ICRXYR The steps performed by the Sender and Receiver in Figure D2.2 can be run concurrently or sequentially. It is
even possible that the Sender is performing the sequences for Transfer Y whilst the Receiver is performing the
sequences for Transfer X, where Transfer X is sent by before Transfer Y.
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D2.3 Streaming FIFO

IFFGQP Streaming FIFO transport protocol enables Transfers of undefined lengths, even larger than the size of the FIFO. It
uses the FIFO Free Space and FIFO Fill level to allow the:

• Sender to know when bytes can be pushed onto the FIFO.
• Receiver to know when bytes are ready to be read and popped from the FIFO.

SMHGLB It is software IMPLEMENTATION DEFINED:

• What the values of the data mean.
• How many bytes of in-band and out-band data there are in a Transfer, but there must be at least one byte of

in-band payload.
• Whether the number of bytes in-band and out-band payload is the same for all Transfers.
• The location of any out-band payload.
• Whether the Sender of the Transfer receives interrupts when the Receiver acknowledges a Transfer.
• Number of bytes which the Sender can push onto the FIFO before it stops.
• Number of bytes which must be in the FIFO before the Receiver will read them from the FIFO.

SPSDQM The number of outstanding Transfers is limited by the amount of in-band data each Transfer uses and the depth of
the FIFO.

SJWPHV There is no limit on the amount of in-band data used by a Transfer.

D2.3.1 Requirements

IMLXCY This section covers the requirements to use the streaming FIFO transport protocol.

RNLJCL The streaming FIFO transport protocol must only be used with a FFCH.

SHXJXH The Sender and Receiver must use the same value for PFFCW<n>_CTRL.MSBF and MFFCW<n>_CTRL.MSBF
fields for the same Transfer when pushing, reading or popping bytes from the FIFO.

SDBSHV The method by which the Sender and Receiver agree on what value to set the PFFCW<n>_CTRL.MSBF and
MFFCW<n>_CTRL.MSBF fields to is software IMPLEMENTATION DEFINED.

SPGGMV To use the streaming FIFO protocol the FIFO Low and High Tide events are used by both the Sender and Receiver
and the Sender and Receiver must either:

• Configure the FFCH so that it can receive these events.
• Use the values of the FIFO Free Space or FIFO Fill Level fields provided by the MHU.

SRTFKF When using the Sender and Receiver FIFO Low and High Tidemark events there can be a delay in-between the
event being generated and the Sender or Receiver detecting the event, via an interrupt.

To avoid lost of data, Arm recommends that the Sender sets the PFFCW<n>_TIDE.HIGH field to a value which
generates the Sender High Tide event early enough so that the Sender can stop push new data onto the FIFO before
the FIFO is full.

SLLQSH The Sender can write zero or more bytes to an out-band payload location. It is software IMPLEMENTATION
DEFINED when the Receiver reads the out-band payload and depends on the following:

• How and when the Receiver knows the address to use to access the out-band payload.
• When and how the Sender knows that the out-band payload location is no longer required by the Receiver.

D2.3.1.1 Sender Requirements

SGVWTL The Sender must not push new data onto the FIFO if the FIFO is full.
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IQWBRJ The Sender can determine the amount of free space in the FIFO using the value in the PFFCW<n>_ST.FFS or
PFFCW<n>_PAY.FFS fields or FIFO High Tide event.

Note

The values of the PFFCW<n>PAY.FFS and PFFCW<n>_FFS fields can be less than the actual value, if the
size of the read access to the register does not have enough bits to encode the FFS field in the returned data.
However, the value will always be able to show that it is possible to perform at least one more push operation of
any supported size.

For more information on when this occurs refer to Chapter B8 FIFO Extension.

SHLMGD The Sender must only push bytes onto the FIFO which belong to the same Transfer using a single write to the
PFFCW<n>_PAY register.

STLLPC The Sender is only allowed to change the value of the PFFCW<n>_CTRL.MSBF field before it pushes any bytes
onto the FIFO for the Transfer.

IZKWKB Depending on the Transfer Delineation mode being used the Sender must obey different rules for the following:

• Management of the SOT, EOT and ACK flags.
• Number of writes to the PFFCW<n>_PAY register, to push data onto the FIFO, for a single Transfer.

SPPFBY When using software flag Transfer Delineation mode the Sender must:

• Set the PFFCW<n>_FLG.SOT field to 0b1 before it pushes one or more bytes onto the FIFO, where one of
the bytes is the first byte of the Transfer.

• Have the first byte of the Transfer in either the:

• LSB position when PFFCW<n>_CTRL.MSBF is set to 0b0.
• MSB position when PFFCW<n>_CTRL.MSBF is set to 0b1.

• Set the PFFCW<n>_FLG.SOT field to 0b0 before it pushes one or more bytes onto the FIFO, where none of
the bytes are the first byte of the Transfer.

• Set the PFFCW<n>_FLG.ACK field to the correct value before it pushes one or more bytes onto the FIFO,
where one of the bytes is the last byte of the Transfer.

• If the Sender wants a Channel Transfer Acknowledge event to be generated, when the last byte of
the Transfer is popped from the FIFO, the Sender sets the PFFCW<n>_FLG.ACK field to 0b1.

• If the Sender does not want a Channel Transfer Acknowledge event to be generated, when the last
byte of the Transfer is popped from the FIFO, the Sender sets the PFFCW<n>_FLG.ACK field to
0b0.

• Set the PFFCW<n>_FLG.EOT field to 0b1 before it pushes one or more bytes onto the FIFO, where one of
the bytes is the last byte of the Transfer.

• Have the last byte of the Transfer in either the:

• MSB position when PFFCW<n>_CTRL.MSBF is set to 0b0.
• LSB position when PFFCW<n>_CTRL.MSBF is set to 0b1.

• Set the PFFCW<n>_FLG.EOT field to 0b0 before it pushes one or more bytes onto the FIFO, where none of
the bytes are the last byte of the Transfer.

SBMPSZ When using software flag Transfer Delineation mode the Sender can perform as many writes to the
PFFCW<n>_PAY register as required to push all data of the Transfer onto the FIFO. So long as there is space in
the FIFO for all bytes, requested by the write to be pushed, to be pushed onto the FIFO. It is not required that each
write to the PFFCW<n>_PAY register, when using software flag Transfer Delineation mode, are of the same size.
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SGNXLF It might be required that the Sender either:

• Has to wait between writes to the PFFCW<n>_PAY register for FIFO to have enough space to push next N
bytes of the Transfer.

• Has to reduce the number of bytes to be pushed onto the FIFO.

SBYCDH When using partial flag Transfer Delineation mode the Sender must:

• Set the PFFCW<n>_FLG.{SOT/EOT} fields to 0b1 before it pushes one or more bytes onto the FIFO, where
one of the bytes is the first byte of and one of the bytes is the last byte of the Transfer. This also applies if
they are the same byte.

• Set the PFFCW<n>_FLG.EOT field to 0b1 before it pushes one or more bytes onto the FIFO, where one of
the bytes is the last byte of the Transfer and none of the bytes are the first byte of the Transfer.

• Set the PFFCW<n>_FLG.ACK field to the correct value before it pushes one or more bytes onto the FIFO,
where one of the bytes is the last byte of the Transfer.

• If the Sender wants a Channel Transfer Acknowledge event to be generated, when the last byte of
the Transfer is popped from the FIFO, the Sender sets the PFFCW<n>_FLG.ACK field to 0b1.

• If the Sender does not want a Channel Transfer Acknowledge event to be generated, when the last
byte of the Transfer is popped from the FIFO, the Sender sets the PFFCW<n>_FLG.ACK field to
0b0.

• Have the first byte of the Transfer in either the:

• LSB position when PFFCW<n>_CTRL.MSBF is set to 0b0.
• MSB position when PFFCW<n>_CTRL.MSBF is set to 0b1.

• Have the last byte of the Transfer in either the:

• MSB position when PFFCW<n>_CTRL.MSBF is set to 0b0.
• LSB position when PFFCW<n>_CTRL.MSBF is set to 0b1.

SVDPZG When using partial flag Transfer Delineation mode the Sender can perform as many writes to the PFFCW<n>_PAY
register as required to push all data of the Transfer onto the FIFO. So long as there is space in the FIFO for all
bytes, requested by the write to be pushed, to be pushed onto the FIFO. It is not required that each write to the
PFFCW<n>_PAY register, when using partial flag Transfer Delineation mode, are of the same size.

SYFGLQ It might be required that the Sender either:

• Has to wait between writes to the PFFCW<n>_PAY register for FIFO to have enough space to push next N
bytes of the Transfer.

• Has to reduce the number of bytes to be pushed onto the FIFO.

SCYYYD When using auto flag Transfer Delineation mode the Sender must:

• Set the PFFCW<n>_FLG.ACK field to the correct value before it pushes one or more bytes onto the FIFO,
where one of the bytes is the last byte of the Transfer.

• If the Sender wants a Channel Transfer Acknowledge event to be generated, when the last byte of
the Transfer is popped from the FIFO, the Sender sets the PFFCW<n>_FLG.ACK field to 0b1.

• If the Sender does not want a Channel Transfer Acknowledge event to be generated, when the last
byte of the Transfer is popped from the FIFO, the Sender sets the PFFCW<n>_FLG.ACK field to
0b0.

• Have the first byte of the Transfer in either the:

• LSB position when PFFCW<n>_CTRL.MSBF is set to 0b0.
• MSB position when PFFCW<n>_CTRL.MSBF is set to 0b1.

• Have the last byte of the Transfer in either the:

• MSB position when PFFCW<n>_CTRL.MSBF is set to 0b0.
• LSB position when PFFCW<n>_CTRL.MSBF is set to 0b1.
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• Never write to the PFFCW<n>_PAY register, where one of the bytes is the first byte and one of the bytes is
the last byte of the Transfer, including if they are the same byte.

SKJSBD When using auto flag Transfer Delineation mode the Sender must perform two writes to the PFFCW<n>_PAY
register to push the data of the Transfer onto the FIFO, and there must be space in the FIFO to push all bytes,
requested by the write to be pushed onto the FIFO, to be pushed onto the FIFO. It is not required that each write to
the PFFCW<n>_PAY register, when using auto flag Transfer Delineation mode, are of the same size.

SLVDHS It might be required that the Sender either has to:

• Wait between writes to the PFFCW<n>_PAY register for FIFO to have enough space to push next N bytes of
the Transfer.

• Reduce the number of bytes to be pushed onto the FIFO.

SJVHSS To use the streaming FIFO protocol the Sender must keep track of the number of valid bytes that are in the FIFO.
The Sender must either:

• Configure the FFCH to generate both the Sender FIFO Low and High Tide events and set the
PFFCW<n>_TIDE.{HIGH/LOW} fields to appropriate values.

• Check the amount of free space in the FIFO and only writing to the PFFCW<n>_PAY if the free space is
below the threshold to push new data onto the FIFO. The Sender can check the amount of free space by
reading the value PFFCW<n>_ST.FFS field.

IHCNRC For the rest of this section it is assumed the Sender FIFO Low and High Tidemark interrupts are used, however,
any of the other methods could be used.

SDLCST It is the responsibility of the Sender to read the PFFCW<n>_ACK_CNT register when the Transfer Acknowledge
interrupt is generated to know how many Transfers have been acknowledged since the last time the Sender read the
register.

D2.3.1.2 Receiver Requirements

SFPNTK The Receiver is only allowed to change the value of the MFFCW<n>_CTRL.MSBF field before it reads or pops
any bytes from the FIFO for the Transfer.

SKKHKR The Receiver can know when there are valid bytes in the FIFO by reading the value of MFFCW<n>_ST.FFL or
MFFCW<n>_FLG.FFL fields or Receiver High Tide event.

Note

The values of the MFFCW<n>_ST.FFL and MFFCW<n>_FLG.FFL fields can be less than the actual value, if
the size of the read access to the register does not have enough bits to encode the FFL field in the returned data.
However, the value will always be able to show that it is possible to perform at least one more pop operation of
any supported size.

For more information on when this occurs refer to Chapter B8 FIFO Extension.

SJTMXN The Receiver must use the values of MFFCW<n>_FLG register to track the flag values of the bytes it has read
from the MFFCW<n>_PAY register. It uses these values to know:

• Whether a byte is valid or invalid.
• Which bytes belong to which Transfers.
• To detect partial Transfers.

SXDLDG Software should only use the value of MFFCW<n>_FLG register after it has read at least one byte from the
MFFCW<n>_PAY register.
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IWJDGJ Table D2.2 shows the value of SOT and EOT fields for the current and previous byte, where both bytes are valid.
A valid byte is a byte where the Valid flag is set. Any non-valid bytes are to be ignore. When there has been no
previous valid byte then it should be considered that EOT was set to 0b1.

Table D2.2: Meanings of current and previous SOT and EOT fields

SOT’ EOT’ SOT EOT Error Description

X 0 0 0 No Current and previous bytes are part of the same Transfer and
there are more bytes to read

X 0 0 1 No Current and previous bytes are part of the same Transfer and
there are no more bytes to read

X 0 1 0 Yes New Transfer started without completing previous Transfer

X 0 1 1 Yes New Transfer started without completing previous Transfer

X 1 0 0 Yes Implicit new Transfer started with the beginning of the
Transfer missing

X 1 0 1 Yes Implicit new Transfer started with the beginning of the
Transfer missing

X 1 1 0 No New Transfer started and there are more bytes to read

X 1 1 1 No New Transfer started and ended

SOT’ and EOT’ are the value of SOT and EOT for the previous byte.

SNNGMM Whenever the Receiver detects a sequence of SOT’, EOT’, SOT and EOT flags for two valid bytes it did not expect
it should take IMPLEMENTATION DEFINED actions to resolve the corrupt Transfers.

SHCWMX When the Receiver is using Read-Acknowledge without enabling Future Transfer Auto Buffering, it may be
required to buffer bytes read out of the MFFCW<n>_PAY register whilst processing the current Transfer, which
are part of the next Transfer. These buffered bytes are required to be processed when the Receiver processes the
next Transfer and are considered the first bytes of the next Transfer. Only valid bytes which have a flag value of
0b01 or 0b00 and come after a byte with 0b01 are required to be buffered. Failure to buffer these bytes will result
in a lost of data.

SXZBDZ When the Receiver is not using Read-Acknowledge it must only pop the bytes up to the end of current Transfer
from the FIFO. Popping the incorrect number of bytes from the FIFO can lead to loss or corruption of Transfer
data.

SJFDWD To use the streaming FIFO protocol the Receiver must keep track of the number of valid bytes in the FIFO. The
Receiver must either:

• Configure the FFCH to generate both the Receiver FIFO Low and High Tide events and set the
MFFCW<n>_TIDE.{HIGH/LOW} fields to appropriate values.

• Poll the value of the MFFCW<n>_ST.FFL field until the value is above the threshold for the Receiver to start
processing Transfer.

IHFNHG For the rest of this section it is assumed the Sender FIFO Low and High Tidemark interrupts are used, however,
any of the other methods could be used.

D2.3.2 Procedure

SWBNDP Figure D2.3 shows the sequence of events to use the streaming FIFO transport protocol for the Sender. Arrows
with dotted lines indicate optional steps.
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Sender MHU Shared Memory Receiver

1

2

loop [Bytes_to_send > 0]

3

4

opt [Backpressure]

5

6

7

8

Figure D2.3: Streaming FIFO transport protocol for Sender

The sequence of events shown in Figure D2.3:

1. Sender writes any out-band payload to shared memory.
2. Sender configures the Transfer Delineation Mode by writing to the PFFCW<n>_CTRL.TDM field.

This is not required for every transfer and can be set when performing the initial configuration of the
FFCH or when the conditions change to require a different mode be used.

While Bytes to Send > 0

3. Sender writes to the PFFCW<n>_FLG register to set the data flags correctly.

Depending on the Transfer Delineation Mode the Sender:

• Software Flag

If next write to the PFFCW<n>_PAY register includes the:

• First byte of the Transfer set the PFFCW<n>_FLG.SOT field to 0b1, otherwise set the
field to 0b0.
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• Last byte of the Transfer set the PFFCW<n>_FLG.EOT field to 0b1, otherwise set the
field to 0b0.

• Last byte of the Transfer and an acknowledgement is required for this Transfer set the
PFFCW<n>_FLG.ACK field to 0b1, otherwise set it to 0b0.

• Partial flag

If next write to the PFFCW<n>_PAY register includes the:

• First byte of the Transfer this step is not required.
• First and last byte of the Transfer set the PFFCW<n>_FLG.{SOT,EOT} fields both to
0b1.

• Last byte but not the first byte of the Transfer set the PFFCW<n>_FLG.EOT field to 0b1.
• Last byte of the Transfer and an acknowledgement is required for this Transfer set the

PFFCW<n>_FLG.ACK field to 0b1, otherwise set it to 0b0.

• Auto flag

Sets the PFFCW<n>_FLG.ACK field to 0b1 if the Sender wants an acknowledgement for
this Transfer, otherwise sets it 0b0 if the Sender does not want an acknowledgement for this
Transfer.

4. Sender performs a write access to the PFFCW<n>_PAY register with the payload.

The Sender use an access equal to the amount of data that the Sender want to push onto the FIFO. The
order of the bytes in the payload written to the PFFCW<n>_PAY register depends on the setting of the
PFFCW<n>_CTRL.MSBF field.

5. MHU generates a Sender FIFO High Tidemark event, when the number of valid bytes in the FIFO interrupt
is greater than the PFFCW<n>_TIDE.HIGH field. The Sender FIFO High Tidemark event can become one
or more interrupts depending on the settings for the channel in the Postbox:

• Sender FIFO High Tide interrupt, if the PFFCW<n>_INT_EN.FHT is set to 0b1.
• Sender FFCH Combined interrupt, if the PFFCW<n>_INT_EN.FHT is set to 0b1.
• Postbox Combined interrupt, if the PFFCW<n>_INT_EN.FHT and PFFCW<n>_INT_EN.PBX_COMB_EN

are both set to 0b1.

6. Sender stops pushing new data into the FIFO. The Sender waits until free space in the FIFO is available by
either polling the PFFCW<n>_ST.FFS or using the FIFO Low Tidemark interrupt.

7. After a period of time, the number of valid bytes in the FIFO becomes less than or equal to the value of the
PFFCW<n>_TIDE.LOW field. The MHU generates a Sender FIFO Low Tide event. The Sender FIFO Low
Tidemark event can become one or more interrupts depending on the settings for the FFCH in the Postbox:

• Sender FIFO Low Tide interrupt, if the PFFCW<n>_INT_EN.FLT is set to 0b1.
• Sender FFCH Combined interrupt, if the PFFCW<n>_INT_EN.FLT is set to 0b1.
• Postbox Combined interrupt, if the PFFCW<n>_INT_EN.FLT and PFFCW<n>_INT_EN.PBX_COMB_EN

are both set to 0b1.

At this point the Sender resuming sending payload data.

8. Sender decreases the number of bytes to send by the number of bytes written to the PFFCW<n>_PAY register.
If the number of bytes to send is 0 the Sender exits the loop, otherwise returns to step 3 to modifying the
flags in the PFFCW<n>_FLG registers as required to send more bytes of the Transfer.
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SHCHCQ Figure D2.4 shows the sequence of events to use the streaming FIFO transport protocol for the Receiver. Arrows
with dotted lines indicate optional steps.
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Sender MHU Shared Memory Receiver

Receiver may have previous Transfers
in this or other Channel to handle first

loop

1

alt [Read-Acknowledge enabled]

loop [eot_found == 1]

2

3

4

5

opt

6

7

8

[Read-Acknowledge disabled]

loop [eot_found == 1]

2

3

4

5

6

opt

7

8

9

Figure D2.4: Streaming FIFO transport protocol for Receiver
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The sequence of events shown in Figure D2.4:

1. Receiver waits for a indication that there are enough bytes in the FIFO to being processing. The Receiver
uses either the:

• Receiver FIFO High Tidemark event.
• Value of the FFL field in either the MFFCW<n>_FLG or MFFCW<n>_ST register.

2. MHU generates a Receiver FIFO High Tidemark event when the number of valid bytes in the FIFO is greater
than the MFFCW<n>_TIDE.HIGH field. The Receiver FIFO High Tidemark event can become one or more
interrupts depending on the settings for the channel in the Mailbox:

• Receiver FIFO High Tide interrupt, if the MFFCW<n>_INT_EN.FHT is set to 0b1.
• Receiver FFCH Combined interrupt, if the MFFCW<n>_INT_EN.FHT is set to 0b1.
• Mailbox Combined interrupt, if the MFFCW<n>_INT_EN.FHT and MFFCW<n>_INT_EN.MBX_COMB_EN

are both set to 0b1.

Read-Acknowledge enabled

3. Receiver reads data from the MFFCW<n>_PAY register.
4. MHU generates Channel Transfer Acknowledge event for any bytes which are popped from the FIFO which

have the EOT and ACK fields set to 0b1. The Channel Transfer Acknowledge event can become one or more
interrupts depending on the settings for the FFCH in the Postbox:

• Channel Transfer Acknowledge interrupt, if the PFFCW<n>_CH_TFR_ACK is set to 0b1.
• Receiver FFCH Combined interrupt, if the PFFCW<n>_CH_TFR_ACK is set set to 0b1.
• Postbox Combined interrupt, if the PFFCW<n>_CH_TFR_ACK and PFFCW<n>_INT_EN.PBX_COMB_EN

are both set to 0b1.

5. Receiver reads the flag information from the MFFCW<n>_FLG register.
6. Receiver checks the flag information for each byte read from the MFFCW<n>_FLG register.

Bytes read from the MFFCW<n>_PAY register are treated as defined in Table D2.2.

7. If the number of bytes in the FIFO becomes less than or equal to the value of the MFFCW<n>_TIDE.LOW
field, the MHU generates a Receiver Low Tide event. The Receiver Low Tide event can become one or more
interrupts depending on the settings for the FFCH in the Mailbox:

• Receiver FIFO Low Tide interrupt, if the MFFCW<n>_INT_EN.FLT is set to 0b1.
• Receiver FFCH Combined interrupt, if the MFFCW<n>_INT_EN.FLT is set to 0b1.
• Mailbox Combined interrupt, if the MFFCW<n>_INT_EN.FLT and MFFCW<n>_INT_EN.MBX_COMB_EN

are both set to 0b1.

8. Receiver stops popping new data from the FIFO. The Receiver returns to steps 2 and waits until enough valid
data is available in the FIFO.

Read-Acknowledge disabled

3. Receiver reads data from the MFFCW<n>_PAY register.
4. Receiver reads the flag information from the MFFCW<n>_FLG register.
5. Receiver checks the flag information for each byte read from the MFFCW<n>_FLG register.

Bytes read from the MFFCW<n>_PAY register are treated as defined in Table D2.2.

6. Receiver writes to the MFFCW<n>_FIFO_POP register. The value of the write must be equal to the number
of bytes the Receiver wants to pop from the FIFO.

7. MHU generates Channel Transfer Acknowledge event for any bytes which are popped from the FIFO which
have the EOT and ACK fields set to 0b1. The Channel Transfer Acknowledge event can become one or more
interrupts depending on the settings for the FFCH in the Postbox:

• Channel Transfer Acknowledge interrupt, if the PFFCW<n>_CH_TFR_ACK is set to 0b1.
• Receiver FFCH Combined interrupt, if the PFFCW<n>_CH_TFR_ACK is set set to 0b1.
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• Postbox Combined interrupt, if the PFFCW<n>_CH_TFR_ACK and PFFCW<n>_INT_EN.PBX_COMB_EN
are both set to 0b1.

8. If the number of bytes in the FIFO becomes less than or equal to the value of the MFFCW<n>_TIDE.LOW
field, the MHU generates a Receiver Low Tide event. The Receiver Low Tide event can become one or more
interrupts depending on the settings for the FFCH in the Mailbox:

• Receiver FIFO Low Tide interrupt, if the MFFCW<n>_INT_EN.FLT is set to 0b1.
• Receiver FFCH Combined interrupt, if the MFFCW<n>_INT_EN.FLT is set to 0b1.
• Mailbox Combined interrupt, if the MFFCW<n>_INT_EN.FLT and MFFCW<n>_INT_EN.MBX_COMB_EN

are both set to 0b1.

9. Receiver stops popping new data from the FIFO. The Receiver returns to steps 2 and waits until enough valid
data is available in the FIFO.

IHSXRQ The sequences in Figure D2.3 and Figure D2.4 can be run concurrently or sequentially. It is even possible that the
Sender is performing the sequences for Transfer Y whilst the Receiver is performing the sequences for Transfer X,
where Transfer X is sent by before Transfer Y.
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D2.4 Last-value

IQHWFR The Last-value transport protocol enables a Sender to send a value to the a Receiver which can be updated at any
point, even if the Receiver has not seen a previously written value.

IGTQWX The value seen by the Receiver can be either the new or old value when the Sender updates the data value.

D2.4.1 Requirements

ITDMNQ This section covers the requirements of the last value transport protocol.

RLGYHM The last-value transport protocol must only be used with FCH.

RCWVBR Only in-band data is supported up to the Fast Channel word-size.

RJLSXH Both the Sender and Receiver systems must support a single-copy atomic size greater than or equal to the Fast
Channel word-size.

SPPYYS All updates to a FCH must be performed atomically, otherwise it is UNPREDICTABLE what value the Receivers
will read.

SYLRFM It is software IMPLEMENTATION DEFINED:

• The value of the data sent by the Sender to the Receiver.
• When the Sender is allowed to update the value of the data.

SXLBVH Sender and Receiver must be able to handle all the following scenarios:

• Sender writes the FCH once, with data D1, after which the Receiver then reads the FCH and gets value D1.
• Sender writes the FCH twice, with data D1 and D2, and the Receiver reads either D1 or D2 depending on the

sequence of the Sender writes and Receiver reads.

D2.4.2 Procedure

SXJPQT In Figure D2.5 shows the sequence of events to use the Last-value transport protocol when only sending a
single-word of in-band data. Arrows with dotted lines indicate optional steps.

Sender MHU Receiver

1

2

3

4

Figure D2.5: Last-value transport protocol

The sequence of events are:
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1. Sender atomically writes to the in-band data value to the PFCW<n>_PAY registers atomically.
2. MHU generates Channel Transfer event. The Channel Transfer event can become one or more of the

following interrupts depending on the Mailbox configuration:

• Fast Channel Transfer interrupt, if MBX_FCH_CTRL.INT_EN is set to 0b1.
• Fast Channel Group Transfer <m> interrupt, if MBX_FCH_CTRL.INT_EN is set to 0b1.
• Mailbox Combined interrupt, if MBX_FCH_CTRL.INT_EN and MBX_FCG_INT_EN.MBX_COMB_EN<m>

are both set to 0b1.

3. Sender atomically updates the in-band data value, no interrupt is generated as Receiver hasn’t acknowledged
the previous write.

4. Receiver reads the MFCW<n>_PAY registers atomically to get value of in-band data.

Where <m> is the FCG the FCH is part of.

ISJTZX Step 3 is optional and can happen at any time:

• If it happens before step 4 then the in-band value is updated.
• If it happens after step 4 then a new Transfer is triggered.
• If it happens at the same time as step 4, the Receiver reads the old value and a new Transfer is started for the

new value.

IRPFKH The steps performed by the Sender and Receiver in Figure D2.5 can be run concurrently or sequentially. It is
even possible that the Sender is performing the sequences for Transfer Y whilst the Receiver is performing the
sequences for Transfer X, where Transfer X is sent by before Transfer Y.
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Agent

Generic term used to refer to a software entity which sends or receives a Transfer.

Channel

Generic term for the resource which a Sender uses to send a Transfer to the Receiver.

Doorbell Channel (DBCH)

A Doorbell Channel is a type of channel, which is used to send Transfers which are a single event to the Receiver.

Fast Channel (FCH)

A Fast Channel is a type of channel, which is used to send a Transfer to the Receiver.

Fast Channel Group (FCG)

A group of 1-32 FCH.

Fast Channel word-size

The size of data payload of an Fast Channel

FIFO Channel (FFCH)

A FIFO Channel is a type of channel, which is used to send one or more Transfers, where each Transfers can be
32-bit or 64-bits and can be any value.

Flag History Buffer (FHB)

Buffer used to record the flags of the bytes read from the FIFO of an FFCH requested by the last read by the
Receiver

Illegal Access

An access which has incorrect security to access the register C1.1.5 Illegal Accesses

In-band

A transfer payload sent using a channel of the MHU.

Inter-Process Communication (IPC)

A method that allows two separate processes to communicate with one another, using interrupts to indicate when
there is a new communication or an update about the communication.

Inter-Processor Interrupt (IPC)

An interrupt that is used to indicates to another processor that the interrupting processor requires action from the
other processor.

Mailbox (MBX)

A Mailbox is collection of channels and control registers, used by the Receiver to receiver a Transfer from the
Sender.

Message

A message is a self-contain entity which is sent by a Sender to a Receiver. A Message is formed of one or more
Transfers.
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Message protocol

A protocol which defines the format of messages that are sent between Sender and Receiver.

MHU Receiver (MHUR)

The side of the MHU used by the Receiver of the message.

MHU Sender (MHUS)

The side of the MHU used by the Sender of the message.

Non-operational State

MHU Sender or Receiver is in a state where it cannot send or receiver Transfer

Operational State

MHU Sender or Receiver is in a state where it can send or receiver Transfers

Out-band

A transfer payload sent using a method other than a channel of the MHU, for example shared memory.

Postbox (PBX)

A Postbox is a collection of channels and control registers, used by the Sender to send a Transfer to the Receiver.

Receiver Agent

Piece of software receiving the message, referred to as the Receiver for short.

Receiver Security Control (RSC)

Security control block which controls security of the MHUR

RES0

A Reserved bit. Used for fields for register descriptions, and for fields in architecturally-defined data structures
that are held in memory. For a full definition refer to the Arm ARM [1]

RES1

A Reserved bit. Used for fields for register descriptions, and for fields in architecturally-defined data structures
that are held in memory. For a full definition refer to the Arm ARM [1]

Security Assignment Agent

Piece of software which assigns the resources of the MHU to different Security Groups.

Sender Agent

Piece of software sending the message, referred to as the Sender for short.

Sender Security Control (SSC)

Security control block which controls security of the MHUS

System Control Processor

A processor that controls the clock, power and resets domains of the SoC.

Transfer

A transfer is defined as a single interrupt generated by the MHU. A transfer can be nothing more than an interrupt,
but it can also have an associated data payload (transfer payload).

Transport protocol

A protocol which defines how transfers are indicated by the Sender to the Receiver, using the MHU, and the
location of the transfer payload, if applicable.
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Unsupported Access

An access which is of an unsupported alignment, size or memory type
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