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1. Introduction

The ARM Cortex-M1 FPGA Development Kit allows systems based around the ARM Cortex-M1
processor to be created easily using the Altera Quartus II SOPC Builder environment. The
development kit also includes the Keil RealView MDK software development environment which
incorporates the ARM RealView Compiler Toolchain.

This Application Note describes how synthesized SOPC Builder designs can be loaded onto your
board’s configuration flash so that the design is loaded onto the FPGA automatically at power-on
time. It also describes how software images from RealView MDK can be included in the flash
configuration data.

This Application Note assumes that you are familiar with the Altera Quartus II toolchain and Keil
RealView MDK software. It applies to the following software versions:

 ARM Cortex-M1 FPGA Development Kit version 1.1

 Keil RealView MDK version 3.22a

 Altera Quartus II version 8.0

You should refer to the documentation for each tool for information about how to use the software.
You may also refer to the ARM Cortex-M1 FPGA Development Kit Cortex-M1 User Guide for
more information about the ARM Cortex-M1 processor in the ARM Cortex-M1 FPGA
Development Kit.

This document uses the Altera Cyclone III Starter Board in the examples. You will need to refer
to the documentation for your own development board for details about what flash memory is
available and how this is used to configure the FPGA at power-on.
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2. Programming designs to flash

The Altera Quartus II software creates an SRAM Object File (SOF) and a Programmer Object File
(POF) when you compile a hardware design. You can use the Quartus II programmer to configure
the FPGA with the SOF file via a download cable, but the design does not persist after the device
is powered off.

The POF file that the Quartus II Assembler creates is used to program CPLD devices. You can
generate an alternative POF file from the SOF file and use this to program a configuration flash
device. The FPGA can be configured from the flash at power-on, avoiding the need to program
the device manually each time it is powered on.

Note

 Refer to your development board’s documentation for information about what flash
memory is available and how this is used for power-on configuration.

 You can not convert SOF files that contain time-limited evaluation IP into POF files
for flash configuration.

2.1 Converting SOFs into POFs to program configuration flash

Before programming your design into the configuration flash, you must convert your Quartus II
project’s SOF file into a POF file. To do this, after synthesizing your design successfully, select
the File menu in the main Quartus II window and choose Convert Programming Files. This
opens a window like the one shown in Figure 1 on page 2-2.

Note
You can also use the standalone Quartus II Programmer, available from Altera, if you
already have a SOF file for your design. You do not need to install the complete
Quartus II development environment if you only want to program and convert existing
SOF files. This Application Note uses the programmer module from the complete
Quartus II environment, but you can substitute this for the standalone Quartus II
Programmer if necessary.

In the Output programming file pane of the Convert Programming Files window, ensure that
the Programming file type is set to Programmer Object File (.pof) and choose an output
filename in the File name field. You should set the other options in this pane to suitable values for
your development board’s flash memory and configuration mode. For the Altera Cyclone III
Starter Board, you can use the following values:

 Configuration device: CFI_128MB

 Mode: Active Parallel
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Figure 1 – Quartus II Convert Programming Files window

In the Input files to convert pane of the programming file conversion window, click on the
Configuration Master row of the table to select it. Then:

1. Press the Add File button and browse to your design’s SOF file.

2. Press the Open button in the file browser dialog when you have selected the SOF file.

3. Click on the SOF Data row of the table to select it, then click on the Properties button to
open the SOF Data Properties window as shown in Figure 2 on page 2-3.

Note
The Configuration Master is the first device in the configuration chain. If you have
multiple devices in your configuration chain, you can add more than one SOF file. Refer
to the Altera Quartus II help for further information.
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Figure 2 – SOF Data Properties window

You should enter the appropriate configuration options for your target development board’s
configuration flash device in the SOF Data Properties window. For the Altera Cyclone III Starter
Board, you can use the following values:

 Pages: 0

 Address mode for selected pages: Start

 Start address (32-bit hexadecimal): 0x20000

These configuration options specify that the start address for the configuration data in flash
memory is 0x20000. This is the default address from which the Cyclone III Active Parallel
configuration loads configuration data.

Click on the OK button in the SOF Data Properties window, then click on Generate in the main
programming files conversion window to write the POF file.

2.2 Programming the configuration flash using the POF file

After creating the POF file, you can program it to the configuration flash device using the
Quartus II programmer. This process is similar to configuring the FPGA using a SOF file.

To program the POF to the configuration flash device, open the Quartus II programmer by clicking
the Tools menu in the main Quartus II window and selecting Programmer. The Quartus II
programmer window appears as shown in Figure 3 on page 2-4.
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Figure 3 – Quartus II Programmer window

Note
If you have a project open and this has been fully compiled, the SOF file will
automatically appear in the programming list as shown in the example in Figure 3.

To program the configuration flash, ensure that the board is connected to the host workstation with
a download cable, then:

1. Press the Auto Detect button. This will clear any existing files from the programming
list and automatically detect the target board.

2. Select the detected device in the list. This will be an EP3C25 device if you are using the
Altera Cyclone III Starter Board.

3. From the Edit menu, select Attach Flash Device to open the Select Flash Device
window as shown in Figure 4 on page 2-5.

4. In the Select Flash Device window, choose the flash device that is on your development
board. The Altera Cyclone III Starter Board has a CFI_128MB device. You can select
this by clicking Flash Memory in the Device family pane and then CFI_128MB in the
Device name pane. Press OK to return to the main Quartus II programmer window.
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Figure 4 – Select Flash Device window

5. In the Quartus II Programmer window, select the CFI_128MB device that has appeared in
the list.

6. Press the Change File button and browse to the POF file that was created in Section 2.1.
Press Open in the file dialog after selecting the POF file.

7. The POF file appears in the Quartus II programmer list. Turn on the Program/Configure
option for all devices in the list by clicking on the check-box under the
Program/Configure column for the row of the table corresponding to the POF file.
Enabling the option for the POF file automatically enables it for the other devices.

8. Click on the Start button to program the flash.

9. Turn off the board and then turn it on again. The FPGA will now be configured with the
new image from the configuration flash device.
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3. Loading software into flash memory

If the Cortex-M1 processor in your system contains initialized TCMs, or other initialized on-chip
memories, the initialization data for these memories will be embedded in the SOF file. When you
create a POF file for the configuration flash, the memory initialization data will also be embedded
in the configuration flash data. This means that initialized TCMs and on-chip memories will be re-
loaded with their initial data when the FPGA is configured.

You can also initialize other parts of the flash memory with separate data, such as Cortex-M1
instructions or program data. This might be useful if your hardware system contains a flash
memory interface that the processor can access. You can add extra data to the flash memory by
using Hex files when creating the POF file.

Note
The Cortex-M1 processor achieves the best performance when it is executing from its
TCMs. Executing code directly from flash memory will give lower performance.
However, for some applications you may wish to program software into the flash memory
and use a boot loader to copy it into the TCMs or volatile memory.

3.1 Requirements for loading software into flash memory

To create a POF file which contains software code or data in addition to the FPGA configuration
data, you can use the Quartus II programming file conversion utility. You will need:

 the SOF file for your compiled Quartus II project;

 software initialization data in the Intel Hexadecimal format.

You can use the Keil RealView MDK software to create Intel Hexadecimal format files from your
software project. Then you can combine the SOF and Hex data into an output POF file for flash
memory programming.

3.2 Creating Intel Hexadecimal files for software flash initialization

The RealView MDK software can produce Hex images in the Intel Hexadecimal format, and these
files can be read by the Quartus II programming file conversion utility.

You must describe the size and location of the flash memory in RealView MDK and write your
software to make use of this region. You must also enable Hex file output so that the software
image can be imported into the Quartus II programming file conversion utility.

When writing software that uses flash memory, you must consider:

 the base address of the flash memory in the processor’s memory map;

 the addresses within the flash memory that are used for FPGA configuration data.
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To configure the flash memory region in RealView MDK and enable Hex file output:

1. Open the MDK project options and select the Target tab.

2. Enter the details of your flash memory as it appears in the processor’s address map. You
must specify the base address and size in the memory layout pane. Figure 5 shows an
example where a 16MB block of flash memory is accessible at a base address of
0x60000000 in the processor’s address space.

Figure 5 – RealView MDK Target options

3. Select the Output tab of the MDK project options window.

4. Enable Hex file generation by checking the Create HEX File option.

5. Press OK in the MDK project options window.

Building the project will now create a Hex image in the Intel Hexadecimal format in the obj
subdirectory of your MDK project directory.

Note
This Hex image is not in the same format as the Hex images used to initialize Altera on-
chip memories such as those used for the Cortex-M1 TCMs. To find out how to initialize
on-chip memories in the ARM Cortex-M1 FPGA Development Kit, see Application
Note 213: Cortex-M1 TCM initialization in the ARM Cortex-M1 FPGA Development Kit
Altera Edition.

Each memory region that contains initialized data at power-on is known as a load region. The
MDK project Hex file contains the combined data for every load region. If you have multiple load
regions and do not want to program all of these to the flash memory, then you will need to extract
the appropriate regions from the Hex file. Read Appendix 1 for details about how to extract data
from and convert Hex files using the hex2hex utility.
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3.3 Combining SOF and Hex data in the POF file

To create the final POF file containing the SOF file and Hex data, follow the procedure in
Section 2.1 to add the SOF file. Instead of pressing OK in the Quartus II programming file
conversion utility, follow these additional steps to add the Hex data:

1. In the Input files to convert pane, click on the Add Hex Data button to open the Add
Hex Data window as shown in Figure 6.

Figure 6 – Add Hex Data window

2. In the Add Hex Data window, click on the … button in the Hex file pane. Select the
Hex file that you want to program into flash memory in the file selection dialog and press
Open.

3. In the Addressing mode pane of the Add Hex Data window, select either Absolute
addressing or Relative addressing:

 Choose Absolute addressing if you want the addresses in the Hex file to be
interpreted as absolute addresses. This means that data will be loaded into the exact
addresses that are specified in the Hex file, relative to the base address of the flash
memory.

 Choose Relative addressing if you want the addresses in the Hex file to be treated as
relative addresses. The addresses will be treated as relative to the end of the previous
Hex file, unless the Set start address option is enabled. In that case, the addresses in
the Hex file will be treated as relative to the address that you enter into the Set start
address field, which is also relative to the base address of the flash memory.

You must ensure that all software code that is loaded into flash memory is loaded to the
correct addresses that your software expects. The Quartus II programming file
conversion utility interprets all addresses as relative to the flash memory base address, so
depending on where your flash memory appears in the processor memory map, you may
need to re-base the addresses in the Hex file to a starting address of 0x00000000.

ARM recommends that you use hex2hex to re-base your flash initialization data to a
starting address of 0x0000000, as shown in Appendix 1, and use:

 Absolute addressing if your flash data starts at the flash memory base address;
or

 Relative addressing with an appropriate offset in the Set start address field if
your flash data does not start at the flash memory base address.

4. Repeat steps 1 to 3 for any other Hex files that you want to add.

5. Press Generate in the Quartus II programming file conversion utility to generate the POF
file.
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3.4 Programming the POF file

You can program the POF file as described in Section 2.2

When you program a POF file that contains Hex data in addition to SOF data, you can control
whether the Hex data is programmed by enabling or disabling the Program/Configure option for
your Hex file in the Quartus II Programmer window.
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4. Appendix 1: Converting hex files using hex2hex

The Keil RealView MDK software produces a single Intel Hexadecimal file containing all of the
software code and data. If you want to initialize different memories using different parts of the
software image, you will need to extract the appropriate parts of the Hex file for each memory.
For example, if part of your software is initialized in the Cortex-M1 processor’s Instruction
Tightly Coupled Memory (ITCM) and another part is initialized into flash memory you will need
to generate an ITCM initialization file and a flash memory initialization file.

Note
See Application Note 213: Cortex-M1 TCM initialization in the ARM Cortex-M1 FPGA
Development Kit Altera Edition for information about how to initialize the Cortex-M1
Tightly Coupled Memories.

4.1 Flash memory initialization file requirements

When you initialize flash memory with a Hex file using the Quartus II programmer, you must
consider the following requirements:

 The Hex file must be in the Intel Hexadecimal format.

 The addresses in the original Hex file might need to be re-based to a starting address of
0x00000000 because the Quartus II programmer loads flash relative to the flash memory
base address. Figure 7 shows how the addresses differ between the processor’s memory
map and the Quartus II programmer for a section of data in flash memory.

 Some parts of the flash memory might be used to store FPGA power-on configuration
information, so you must not load software into these regions.

Processor’s memory map Flash programmer’s view

Flash

Flash

+0x000000

+0xFFFFFF

0x60000000

0x60FFFFFF

+0x800000

0x60800000

Figure 7 – Re-based addresses for flash memory initialization

4.2 Running hex2hex

The hex2hex utility is installed in the Utilities subdirectory of the ARM Cortex-M1 FPGA
Development Kit installation. You can run it from a Windows command prompt using the
hex2hex.bat execution wrapper.

Note
hex2hex requires a valid installation of the Altera Quartus II software.
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The hex2hex utility takes several arguments and options. The complete set of options are
documented in Application Note 215: Converting memory initialization files in the ARM
Cortex-M1 FPGA Development Kit Altera Edition, which you should read to become familiar with
the utility. For most flash memory initialization tasks, you can use the following arguments:

 --infile=file, where file is the filename of the RealView MDK Hex file. This
tells the hex2hex utility the file from which it should read data.

 --outfile=file, where file is the output filename that will contain data for flash
memory initialization. The hex2hex utility will create this file.

 --oformat=ihex, which configures hex2hex to produce an Intel Hexadecimal
formatted output file.

 --saddr=address, where address is the start address of the flash data in the input
Hex file. The address is the byte address of the data as it appears in the processor’s
address map.

 --eaddr=address, where address is the address of the final data for flash memory
in the input Hex file. The address is the byte address of the data as it appears in the
processor’s address map.

The output file will be re-based to an address of 0x00000000 by default.

For example, if your input Hex file is named project.hex and contains flash memory
initialization data from 0x60000000 to 0x6000FFFF, you can use the following command line to
create a flash memory initialization Hex file named flash.hex:

hex2hex.bat --infile=project.hex --outfile=flash.hex
--oformat=ihex --saddr=0x60000000 --eaddr=0x6000FFFF

Note
Instead of using the saddr and eaddr arguments, you can use saddr and osize to
specify a base address and region size. Refer to Application Note 215: Converting
memory initialization files in the ARM Cortex-M1 FPGA Development Kit Altera Edition
for complete information about the hex2hex options.

4.3 Running hex2hex in RealView MDK

You can configure RealView MDK to run the hex2hex utility automatically each time your
software project is compiled. This means that your flash memory initialization files, as well as
other initialization files such as those for the Cortex-M1 TCMs, will be kept up-to-date.

To configure RealView MDK to run hex2hex automatically, follow these steps:

1. Open the RealView MDK project options for your current project.

2. In the project options window, select the User tab as shown in Figure 8 on page 4-3.

3. In the Run User Programs After Build/Rebuild section, place a tick in the box beside
Run #1 and enter your hex2hex command-line in the adjacent text field. You may use
#H as the value for the infile argument, which MDK will automatically replace with
the name of the project Hex file. For example:

C:\ARM\CortexM1_DevKit\Utilities\hex2hex.bat
--infile=”#H” --outfile=C:\MyProject\flash.hex
--oformat=ihex --saddr=0x60000000 --eaddr=0x6000FFFF

You should replace the output file name and the other options with your own preferences.

Note
The #H string is an example of a RealView MDK Key Sequence, which have
special meanings when entered into user commands. For a complete list of MDK
Key Sequences, refer to the RealView MDK help.



Appendix 1: Converting hex files using hex2hex

ARM DAI 0214A Copyright  2008 ARM Limited. All rights reserved. 4-3
Non-Confidential Unrestricted Access

Figure 8 – RealView MDK User options

When you build your project files, RealView MDK will run the user commands to create the
additional Hex files. If there are any errors or warnings from the user commands, these will be
printed in the RealView MDK output window.
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